**APLICACIÓN VETERINARIA**

* Servicios y el modo administrativo en .**NET Core**
* Front end de la aplicación en **Xamarin Form** con ayuda de **Prism** es un framework que facilita el desarrollo permite ligar view con la viewModel
* Rescribir la aplicación en **Xamarin Classic**

|  |  |  |  |
| --- | --- | --- | --- |
| **Funcionality** | **WEB** | | **APP** |
| **Admin** | **Customer** | **Customer** |
| Login | X | X | X |
| Register |  | X | X |
| Modify profile | X | X | X |
| Recover password | X | X | X |
| Admin managers | X |  |  |
| Admin Owners | X |  |  |
| Admin Pets | X | X | X |
| Admin pet types | X |  |  |
| Admin agenda | X |  |  |
| Assign/ unassign appoinments | X | X | X |
| Admin clinic history for Pets | X |  |  |
| See clinic history | X | X | X |
| See veterinary on map |  |  | X |
| Service “Pet love” |  |  | X |

**Proyectos**

1. **MyVet.Common(librería .NET Estándar)\*:** Transversal a toda la solución es decir todo código reutilizable tanto en web como en app se coloca acá

**Backend (web)**

1. **MyVet.Web(librería .NET Core)\*:** Tiene dos funcionalidades implícitas
2. **Front End Web(Admin):**
3. **API:** Servicios de comunicaciones porque se quiere acceder además de web vía app.

**Frontend (Mobile)**

1. **MyVet.Prism\*:** Se tiene todo el código compartido con limitaciones en interface de usuario
2. **MiVet.Prism.Android\*:** Proyecto en android de xamarin form
3. **MiVet.Prism.Ios\*:** Proyecto en ios de xamarin form
4. **MyVet.Cross.Android\***
5. **MyVet.Cross.iOS\***

El 4 y 5 Comparten código de la librería .NET Estándar no se tiene limitante en la interface de usuario

**GITHUB**

1. Crear repositorio

**Visual Studio**

1. Clonar repositorio en una ruta corta
2. Crear una solución en blanco llamada **MyVet**
3. Crear el primer proyecto es .NET Estándar una class library llamado **MyVet.Common** tendrá todo el código que se comparte
4. Crear el 2do proyecto el cual es será de tipo ASP.NET Core Web Application y se llamará **MyVet.Web** en **Core 2.1** y se escoge la opción **web Application(Model-View-Controller)** y se le habilita HTTPS para que los servicios se puedan configurar de forma segura.
5. Creación del modelo Owner

public class Owner

{

public int Id { get; set; }

[Required]

[MaxLength(30)]

[Display(Name ="Documento")]

public string Document { get; set; }

[Required]

[MaxLength(50)]

[Display(Name = "Nombres")]

public string FirstName { get; set; }

[Required]

[MaxLength(50)]

[Display(Name = "Apellidos")]

public string LastName { get; set; }

[MaxLength(20)]

[Display(Name = "Teléfono fijo")]

public string FixedPhone { get; set; }

[Required]

[MaxLength(20)]

[Display(Name = "Teléfono celular")]

public string CellPhone { get; set; }

[MaxLength(100)]

[Display(Name = "Dirección")]

public string Address { get; set; }

[Display(Name = "Propietario")

public string FullNameWithDocument => $"{FirstName} {LastName} - {Document}";

[Display(Name = "Propietario")]

public string FullName => $"{FirstName} {LastName}";

public ICollection<Agenda> Agendas { get; set; }

public ICollection<Pet> Pets { get; set; }

}

1. Creación de la clase DataContext

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Owner> Owners { get; set; }

}

1. En .NET Core hay 3 archivos importantes en la configuración del proyecto

-**appsettings.json:** Se define el string de conexión, pero 1ro se mira las instancias que se tienen instaladas o si la conexión se va hacer a una maquina remota. Para el caso será local en este archivo se adiciona el string

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\MSSQLLocalDB;Database=MyVet:Trusted\_Connection=True;MultipleActiveResultSets=True"

}

}

- **Program.cs**

- **Starup.cs:** Se le dice al proyecto que use la bd.

public void ConfigureServices(IServiceCollection services)

{

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddDbContext<DataContext>(cfg =>

{ cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

}); services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

}

1. Se corren comandos en la consola nuget package manage asegurarse que este seleccionado el proyecto web y correr los siguientes comandos

Update-database

add-migration nombreMigracion

Update-database

1. Se crea controlador para owner
2. Base de datos inicial
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1. Los otros 5 modelos
2. Agenda

public class Agenda

{

public int Id { get; set; }

[Display(Name = "Fecha")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.DateTime)]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd HH:mm tt}", ApplyFormatInEditMode = true)]

public DateTime Date { get; set; }

[Display(Name = "Comentarios")]

public string Remarks { get; set; }

[Display(Name = "Disponible?")]

public bool IsAvailable { get; set; }

[Display(Name = "Fecha:")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd HH:mm}")]

public DateTime DateLocal => Date.ToLocalTime();

public Pet Pet { get; set; }

public Owner Owner { get; set; }

}

1. Pet

public class Pet

{

public int Id { get; set; }

[Display(Name = "Nombre")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; }

[Display(Name = "Imagen")]

public string ImageUrl { get; set; }

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres")]

[Display(Name = "Raza")]

public string Race { get; set; }

[Display(Name = "Fecha de nacimiento")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.DateTime)]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd}", ApplyFormatInEditMode = true)]

public DateTime Born { get; set; }

[Display(Name = "Comentarios")]

public string Remarks { get; set; }

//TODO: replace the correct URL for the image

public string ImageFullPath => string.IsNullOrEmpty(ImageUrl)

? null

: $"https://TBD.azurewebsites.net{ImageUrl.Substring(1)}";

[Display(Name = "Fecha de nacimiento")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd}", ApplyFormatInEditMode = true)]

public DateTime BornLocal => Born.ToLocalTime();

public PetType PetType { get; set; }

public ICollection<History> Histories { get; set; }

public ICollection<Agenda> Agendas { get; set; }

}

1. History

public class History

{

public int Id { get; set; }

[Display(Name = "Descripción")]

[MaxLength(100, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Description { get; set; }

[Display(Name = "Fecha")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd}", ApplyFormatInEditMode = true)]

public DateTime Date { get; set; }

[Display(Name = "Comentarios")]

public string Remarks { get; set; }

[Display(Name = "Fecha:")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd}", ApplyFormatInEditMode = true)]

public DateTime DateLocal => Date.ToLocalTime();

public ServiceType ServiceType { get; set; }

}

1. Pettype

public class PetType

{

public int Id { get; set; }

[Display(Name = "Tipo de mascota")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; }

public Owner Owner { get; set; }

public ICollection<Pet> Pets { get; set; }

}

1. ServiceType

public class ServiceType

{

public int Id { get; set; }

[Display(Name = "Tipo de servicio")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; }

public ICollection<History> Histories { get; set; }

}

1. Añadir las otras tablas al datacontext

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Owner> Owners { get; set; }

public DbSet<Agenda> Agendas { get; set; }

public DbSet<History> Histories { get; set; }

public DbSet<Pet> Pets { get; set; }

public DbSet<PetType> PetTypes { get; set; }

public DbSet<ServiceType> ServiceTypes { get; set; }

}

1. Agregar otra migración

Add-migration CompleteDB

Update-database

1. Alimentador de base de datos registros de prueba

public class SeedDb

{

private readonly DataContext \_context;

public SeedDb(DataContext context)

{

\_context = context;

}

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

await CheckPetTypesAsync();

await CheckServiceTypesAsync();

await CheckOwnersAsync();

await CheckPetsAsync();

await CheckAgendasAsync();

}

private async Task CheckPetsAsync()

{

var owner = \_context.Owners.FirstOrDefault();

var petType = \_context.PetTypes.FirstOrDefault();

if (!\_context.Pets.Any())

{

AddPet("Otto", owner, petType, "Shih tzu");

AddPet("Killer", owner, petType, "Dobermann");

await \_context.SaveChangesAsync();

}

}

private async Task CheckServiceTypesAsync()

{

if (!\_context.ServiceTypes.Any())

{

\_context.ServiceTypes.Add(new ServiceType { Name = "Consulta" });

\_context.ServiceTypes.Add(new ServiceType { Name = "Urgencia" });

\_context.ServiceTypes.Add(new ServiceType { Name = "Vacunación" });

await \_context.SaveChangesAsync();

}

}

private async Task CheckPetTypesAsync()

{

if (!\_context.PetTypes.Any())

{

\_context.PetTypes.Add(new PetType { Name = "Perro" });

\_context.PetTypes.Add(new PetType { Name = "Gato" });

await \_context.SaveChangesAsync();

}

}

private async Task CheckOwnersAsync()

{

if (!\_context.Owners.Any())

{

AddOwner("8989898", "Carolina", "Russi", "234 3232", "310 322 3221", "Calle Luna Calle Sol");

AddOwner("7655544", "Alfonso", "Mercado", "343 3226", "300 322 3221", "Calle 77 #22 21");

AddOwner("6565555", "Maria", "López", "450 4332", "350 322 3221", "Carrera 56 #22 21");

await \_context.SaveChangesAsync();

}

}

private void AddOwner(string document, string firstName, string lastName, string fixedPhone, string cellPhone, string address)

{

\_context.Owners.Add(new Owner

{

Address = address,

CellPhone = cellPhone,

Document = document,

FirstName = firstName,

FixedPhone = fixedPhone,

LastName = lastName

});

}

private void AddPet(string name, Owner owner, PetType petType, string race)

{

\_context.Pets.Add(new Pet

{

Born = DateTime.Now.AddYears(-2),

Name = name,

Owner = owner,

PetType = petType,

Race = race

});

}

private async Task CheckAgendasAsync()

{

if (!\_context.Agendas.Any())

{

var initialDate = new DateTime(DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day, 8, 0, 0);

var finalDate = initialDate.AddYears(1);

while (initialDate < finalDate)

{

if (initialDate.DayOfWeek != DayOfWeek.Sunday)

{

var finalDate2 = initialDate.AddHours(10);

while (initialDate < finalDate2)

{

\_context.Agendas.Add(new Agenda

{

Date = initialDate.ToUniversalTime(),

IsAvailable = true

});

initialDate = initialDate.AddMinutes(30);

}

initialDate = initialDate.AddHours(14);

}

else

{

initialDate = initialDate.AddDays(1);

}

}

await \_context.SaveChangesAsync();

}

}

}

1. Se hace un cambio en la clase program inicialmente esta de esta forma

public class Program

{

public static void Main(string[] args)

{

CreateWebHostBuilder(args).Build().Run();

}

public static IWebHostBuilder CreateWebHostBuilder(string[] args) =>

WebHost.CreateDefaultBuilder(args)

.UseStartup<Startup>();

}

1. Queda de esta forma

public class Program

{

public static void Main(string[] args)

{

var host = CreateWebHostBuilder(args).Build();

RunSeeding(host);

host.Run();

}

private static void RunSeeding(IWebHost host)

{

var scopeFactory = host.Services.GetService<IServiceScopeFactory>();

using (var scope = scopeFactory.CreateScope())

{

var seeder = scope.ServiceProvider.GetService<SeedDb>();

seeder.SeedAsync().Wait();

}

}

public static IWebHostBuilder CreateWebHostBuilder(string[] args)

{

return WebHost.CreateDefaultBuilder(args).UseStartup<Startup>();

}

}

1. Inyectar el seeder en el archivo de configuración en el starup

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

});

services.AddTransient<SeedDb>();

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

1. Crear controlador para agenda con respecto a la hora en la vista index en vez de mostrar el date se muestra el dateLocal
2. Adicionar al MER las tablas de usuario son del userEntity framework las 3 ms importantes son las mostradas y uma tabla manager que sirve para guardar los datos básicos de los administradores

![](data:image/png;base64,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)

1. Crear el modelo user el cual hereda del identityUser y se le adiciona los campos que se necesita que esta tabla no tiene para el caso de owner
2. En owner se reemplaza todo excepto la clave primaria y las relaciones por una relación con usuario

public class Owner

{

public int Id { get; set; }

public User User { get; set; }

public ICollection<Agenda> Agendas { get; set; }

public ICollection<Pet> Pets { get; set; }

}

1. Crea el modelo para manager que para integrarlo con el modelo de usuarios queda así

public class Manager

{

public int Id { get; set; }

public User User { get; set; }

}

1. En el datacontext ya no hereda del dbcontext así se le dice cual es la clase o modelo de usuario personalizado y tb se agrega la tabla manager queda así

public class DataContext : IdentityDbContext<User>

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Manager> Managers { get; set; }

1. Las tablas adicionales que están en otro color no se accede a ellas directamente, si no que se acceden por medio del userManager y roleManager
2. Crear carpeta llamada helper las cuales tienen interfaces y clases con utilidades
3. Se crea dentro de esta carpeta una interface llamada UserHelper que inicialmente tendrá 4 métodos

public interface IUserHelper

{

Task<User> GetUserByEmailAsync(string email);

Task<IdentityResult> AddUserAsync(User user, string password);

Task CheckRoleAsync(string roleName);

Task AddUserToRoleAsync(User user, string roleName);

Task<bool> IsUserInRoleAsync(User user, string roleName);

}

1. La clase userHelper

public class UserHelper : IUserHelper

{

private readonly UserManager<User> \_userManager;

private readonly RoleManager<IdentityRole> \_roleManager;

public UserHelper(

UserManager<User> userManager,

RoleManager<IdentityRole> roleManager)

{

\_userManager = userManager;

\_roleManager = roleManager;

}

public async Task<IdentityResult> AddUserAsync(User user, string password)

{

return await \_userManager.CreateAsync(user, password);

}

public async Task AddUserToRoleAsync(User user, string roleName)

{

await \_userManager.AddToRoleAsync(user, roleName);

}

public async Task CheckRoleAsync(string roleName)

{

var roleExists = await \_roleManager.RoleExistsAsync(roleName);

if (!roleExists)

{

await \_roleManager.CreateAsync(new IdentityRole

{

Name = roleName

});

}

}

public async Task<User> GetUserByEmailAsync(string email)

{

var user = await \_userManager.FindByEmailAsync(email);

return user;

}

public async Task<bool> IsUserInRoleAsync(User user, string roleName)

{

return await \_userManager.IsInRoleAsync(user, roleName);

}

}

1. Configurar la nueva inyección en el Starup

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

})

services.AddTransient<SeedDb>();

services.AddScoped<IUserHelper, UserHelper>(); services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

1. Modifica el seeder

public class SeedDb

{

private readonly DataContext \_dataContext;

private readonly IUserHelper \_userHelper;

public SeedDb(

DataContext context,

IUserHelper userHelper)

{

\_dataContext = context;

\_userHelper = userHelper;

}

public async Task SeedAsync()

{

await \_dataContext.Database.EnsureCreatedAsync();

await CheckRoles();

var manager = await CheckUserAsync("1010", "Diana", "Russi", "diana.russiposada@gmail.com", "350 634 2747", "Calle Luna Calle Sol", "Admin");

var customer = await CheckUserAsync("2020", "Diana", "Russi", "dianarussi@yahoo.com", "350 634 2747", "Calle Luna Calle Sol", "Customer");

await CheckPetTypesAsync();

await CheckServiceTypesAsync();

await CheckOwnerAsync(customer);

await CheckManagerAsync(manager);

await CheckPetsAsync();

await CheckAgendasAsync();

}

private async Task CheckRoles()

{

await \_userHelper.CheckRoleAsync("Admin");

await \_userHelper.CheckRoleAsync("Customer");

}

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, string role)

{

var user = await \_userHelper.GetUserByEmailAsync(email);

if (user == null)

{

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document

};

await \_userHelper.AddUserAsync(user, "123456");

await \_userHelper.AddUserToRoleAsync(user, role);

}

return user;

}

private async Task CheckPetsAsync()

{

if (!\_dataContext.Pets.Any())

{

var owner = \_dataContext.Owners.FirstOrDefault();

var petType = \_dataContext.PetTypes.FirstOrDefault();

AddPet("Otto", owner, petType, "Shih tzu");

AddPet("Killer", owner, petType, "Dobermann");

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckServiceTypesAsync()

{

if (!\_dataContext.ServiceTypes.Any())

{

\_dataContext.ServiceTypes.Add(new ServiceType { Name = "Consulta" });

\_dataContext.ServiceTypes.Add(new ServiceType { Name = "Urgencia" });

\_dataContext.ServiceTypes.Add(new ServiceType { Name = "Vacunación" });

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckPetTypesAsync()

{

if (!\_dataContext.PetTypes.Any())

{

\_dataContext.PetTypes.Add(new PetType { Name = "Perro" });

\_dataContext.PetTypes.Add(new PetType { Name = "Gato" });

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckOwnerAsync(User user)

{

if (!\_dataContext.Owners.Any())

{

\_dataContext.Owners.Add(new Owner { User = user });

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckManagerAsync(User user)

{

if (!\_dataContext.Managers.Any())

{

\_dataContext.Managers.Add(new Manager { User = user });

await \_dataContext.SaveChangesAsync();

}

}

private void AddPet(string name, Owner owner, PetType petType, string race)

{

\_dataContext.Pets.Add(new Pet

{

Born = DateTime.Now.AddYears(-2),

Name = name,

Owner = owner,

PetType = petType,

Race = race

});

}

private async Task CheckAgendasAsync()

{

if (!\_dataContext.Agendas.Any())

{

var initialDate = new DateTime(DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day, 8, 0, 0);

var finalDate = initialDate.AddYears(1);

while (initialDate < finalDate)

{

if (initialDate.DayOfWeek != DayOfWeek.Sunday)

{

var finalDate2 = initialDate.AddHours(10);

while (initialDate < finalDate2)

{

\_dataContext.Agendas.Add(new Agenda

{

Date = initialDate,

IsAvailable = true

});

initialDate = initialDate.AddMinutes(30);

}

initialDate = initialDate.AddHours(14);

}

else

{

initialDate = initialDate.AddDays(1);

}

}

}

await \_dataContext.SaveChangesAsync();

}

}

}

1. Borrar el controlador de owner y sus vistas y volverlo a crear y crear controlador para lo manger
2. Crear la opciones en el menú
3. Se ejecutan los siguientes comandos

drop-database

add-migration Users

update-database

1. Configurar las condiciones del password en el Starup

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

}).AddEntityFrameworkStores<DataContext>();

1. También se le dice que la aplicación va a utiliza autentificación por eso se agrega tb en ese mismo archivo esta liea de código

public void Configure(IApplicationBuilder app, IHostingEnvironment env)

{

if (env.IsDevelopment())

{

app.UseDeveloperExceptionPage();

}

else

{

app.UseExceptionHandler("/Home/Error");

app.UseHsts();

}

app.UseHttpsRedirection();

app.UseStaticFiles();

app.UseAuthentication();

app.UseCookiePolicy();

app.UseMvc(routes =>

{

routes.MapRoute(

name: "default",

template: "{controller=Home}/{action=Index}/{id?}");

});

}

1. Ya se prueba ya maneja usuarios y la se puede hacer ogin y logout
2. Crear controlador MVC muchas veces el entity sirve de modelo en otras toca crearlo como en el login
3. Vamos al menú para hacer la parte de como se mostraría el login y logout

<div class="navbar-collapse collapse">

<ul class="nav navbar-nav">

<li><a **asp-area**="" **asp-controller**="Home" **asp-action**="Index">Inicio</a></li>

<li><a **asp-area**="" **asp-controller**="Home" **asp-action**="About">Acerca de</a></li>

<li><a **asp-area**="" **asp-controller**="Home" **asp-action**="Contact">Contactanos</a></li>

@if (User.Identity.IsAuthenticated && User.IsInRole("Admin"))

{

<li><a **asp-area**="" **asp-controller**="Owners" **asp-action**="Index">Propietarios</a></li>

<li><a **asp-area**="" **asp-controller**="Managers" **asp-action**="Index">Administrador</a></li>

<li><a **asp-area**="" **asp-controller**="Agenda" **asp-action**="Index">Agenda</a></li>

}

</ul>

<ul class="nav navbar-nav navbar-right">

@if (User.Identity.IsAuthenticated)

{

<li><a **asp-area**="" **asp-controller**="Account" **asp-action**="ChangeUser">@User.Identity.Name</a></li>

<li><a **asp-area**="" **asp-controller**="Account" **asp-action**="Logout">Logout</a></li>

}

else

{

<li><a **asp-area**="" **asp-controller**="Account" **asp-action**="Login">Login</a></li>

}

</ul>

</div>

1. Crear controlador accountController dentro del cual crear la acción login el get y la propiedad privada de solo lectura

public class AccountController : Controller

private readonly IUserHelper \_userHelper;

public AccountController(IUserHelper userHelper)

{

\_userHelper = userHelper;

}

public IActionResult Login()

{

return View();

}

{

public IActionResult Login()

{

return View();

}

}

1. Crear el modelo loginviewmodel

public class LoginViewModel

{

[Required]

[EmailAddress]

public string Username { get; set; }

[Required]

[MinLength(6)]

public string Password { get; set; }

public bool RememberMe { get; set; }

}

1. la vista login

@model MyVet.Web.Models.LoginViewModel

@{

ViewData["Title"] = "Login";

}

<h2>Inicio de sesión</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div **asp-validation-summary**="ModelOnly"></div>

<div class="form-group">

<label **asp-for**="Username">Usuario</label>

<input **asp-for**="Username" class="form-control" />

<span **asp-validation-for**="Username" class="text-warning"></span>

</div>

<script src="~/lib/jquery-validation/dist/jquery.validate.js"></script>

<div class="form-group">

<label **asp-for**="Password">Contraseña</label>

<input **asp-for**="Password" **type**="password" class="form-control" />

<span **asp-validation-for**="Password" class="text-warning"></span>

</div>

<div class="form-group">

<div class="form-check">

<input **asp-for**="RememberMe" **type**="checkbox" class="form-check-input" />

<label **asp-for**="RememberMe" class="form-check-label">Recordarme?</label>

</div>

<span **asp-validation-for**="RememberMe" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a **asp-action**="Register" class="btn btn-primary">Registrar nuevo usuario</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. En la interface de userHelper adicionar metodos para loguearse y desloguearse

Task<SignInResult> LoginAsync(LoginViewModel model);

Task LogoutAsync();

1. Implementar esos dos metodos en la clase de userHelper

private readonly SignInManager<User> \_signInManager;

public UserHelper(

UserManager<User> userManager,

RoleManager<IdentityRole> roleManager,

SignInManager<User> signInManager)

{

\_userManager = userManager;

\_roleManager = roleManager;

\_signInManager = signInManager;

}

public async Task<SignInResult> LoginAsync(LoginViewModel model)

{

return await \_signInManager.PasswordSignInAsync(

model.Username,

model.Password,

model.RememberMe,

false);

}

public async Task LogoutAsync()

{

await \_signInManager.SignOutAsync();

}

1. Crear el post de la acción login

[HttpPost]

public async Task<IActionResult> Login(LoginViewModel model)

{

if (ModelState.IsValid)

{

var result = await \_userHelper.LoginAsync(model);

if (result.Succeeded)

{

if (Request.Query.Keys.Contains("ReturnUrl"))

{

return Redirect(Request.Query["ReturnUrl"].First());

}

return RedirectToAction("Index", "Home");

}

}

ModelState.AddModelError(string.Empty, "Failed to login.");

return View(model);

}

1. Acción logout en el controlador account

public async Task <IActionResult> Logout()

{

await \_userHelper.LogoutAsync();

return RedirectToAction("Index", "Home");

}

1. Colocar en los controladores la anotación de authorice para que solo deje ingresar al usuario admin para el caso de owner, manager y agenda

[Authorize(Roles ="Admin")]

1. Controlador con izard para tipos de mascotas y de servicio
2. Modificaciones en la acción index de owner para que incluya usuarios y mascotas

public IActionResult Index()

{

return View( \_context.Owners

.Include(o=> o.User)

.Include(o=> o.Pets));

}

1. Hacer cambios en la vista referentes a ropa de botones y mostrar la tabla con los campos mas importantes de owner

@model IEnumerable<MyVet.Web.Data.Entities.Owner>

@{

ViewData["Title"] = "Index";

}

<h2>Propietario</h2>

<p>

<a **asp-action**="Create" class="btn btn-primary">Agregar</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.User.Document)

</th>

<th>

@Html.DisplayNameFor(model => model.User.FullName)

</th>

<th>

@Html.DisplayNameFor(model => model.User.Email)

</th>

<th>

@Html.DisplayNameFor(model => model.User.Address)

</th>

<th>

@Html.DisplayNameFor(model => model.User.PhoneNumber)

</th>

<th>

# de mascotas

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model) {

<tr>

<td>

@Html.DisplayFor(modelItem => item.User.Document)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.FullName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Email)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Address)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.PhoneNumber)

</td>

<td>

@Html.DisplayFor(modelItem => item.Pets.Count)

</td>

<td>

<a **asp-action**="Edit" **asp-route-id**="@item.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="Details" **asp-route-id**="@item.Id" class="btn btn-info">Detalles</a>

<a **asp-action**="Delete" **asp-route-id**="@item.Id" class="btn btn-danger">Borrar</a>

</td>

</tr>

}

</tbody>

</table>

1. La acción details en el onercontroller

// GET: Owners/Details/5

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_context.Owners

.Include(o => o.User)

.Include(o => o.Pets)

.ThenInclude(p=>p.PetType)

.Include(o => o.Pets)

.ThenInclude(p=>p.Histories)

.FirstOrDefaultAsync(m => m.Id == id);

if (owner == null)

{

return NotFound();

}

return View(owner);

}

1. La vista details

@model MyVet.Web.Data.Entities.Owner

@{

ViewData["Title"] = "Details";

}

<h2>Propietario</h2>

<div>

<h4>Detalles</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.User.Document)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Document)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.FirstName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.FirstName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.LastName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.LastName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.Address)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Address)

</dd>

<dt>

Teléfono

</dt>

<dd>

@Html.DisplayFor(model => model.User.PhoneNumber)

</dd>

<dt>

# de mascotas

</dt>

<dd>

@Html.DisplayFor(model => model.Pets.Count)

</dd>

</dl>

</div>

<div>

<a **asp-action**="Edit" **asp-route-id**="@Model.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="AddPet" **asp-route-id**="@Model.Id" class="btn btn-primary">Agregar mascotas</a>

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

@if (Model.Pets.Count == 0)

{

<h4>No hay mascotas adicionadas todavia</h4>

}

else

{

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Race)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().PetType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().BornLocal)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Remarks)

</th>

<th>

# Historias clinica

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Pets)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Race)

</td>

<td>

@Html.DisplayFor(modelItem => item.PetType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.BornLocal)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

@Html.DisplayFor(modelItem => item.Histories.Count)

</td>

<td>

<a **asp-action**="EditPet" **asp-route-id**="@item.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="DetailsPet" **asp-route-id**="@item.Id" class="btn btn-info">Detalles</a>

<a **asp-action**="DeletePet" **asp-route-id**="@item.Id" class="btn btn-danger">Borrar</a>

</td>

</tr>

}

</tbody>

</table>

}

1. Crear el modelo para agregar usuarios

public class AddUserViewModel

{

[Display(Name = "Email")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[MaxLength(100, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres.")]

[EmailAddress]

public string Username { get; set; }

[Display(Name = "Documento")]

[MaxLength(20, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Document { get; set; }

[Display(Name = "Nombres")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string FirstName { get; set; }

[Display(Name = "Apellidos")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string LastName { get; set; }

[MaxLength(100, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres.")]

public string Address { get; set; }

[Display(Name = "Teléfono")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caracteres")]

public string PhoneNumber { get; set; }

[Display(Name = "Contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "La {0} debe contener entre {2} y {1} caracteres.")]

public string Password { get; set; }

[Display(Name = "Confirmar contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "La {0} debe contener entre {2} y {1} caracteres.")]

[Compare("Password")]

public string PasswordConfirm { get; set; }

}

}

1. La acción créate en el controlador de owner la parte del get

// GET: Owners/Create

public IActionResult Create()

{

return View();

}

1. La vista créate

@model MyVet.Web.Models.AddUserViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Nuevo</h2>

<h4>Propietario</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Create">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label **asp-for**="Username" class="control-label"></label>

<input **asp-for**="Username" class="form-control" />

<span **asp-validation-for**="Username" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Document" class="control-label"></label>

<input **asp-for**="Document" class="form-control" />

<span **asp-validation-for**="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="FirstName" class="control-label"></label>

<input **asp-for**="FirstName" class="form-control" />

<span **asp-validation-for**="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="LastName" class="control-label"></label>

<input **asp-for**="LastName" class="form-control" />

<span **asp-validation-for**="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Address" class="control-label"></label>

<input **asp-for**="Address" class="form-control" />

<span **asp-validation-for**="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PhoneNumber" class="control-label"></label>

<input **asp-for**="PhoneNumber" class="form-control" />

<span **asp-validation-for**="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Password" class="control-label"></label>

<input **asp-for**="Password" class="form-control" />

<span **asp-validation-for**="Password" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PasswordConfirm" class="control-label"></label>

<input **asp-for**="PasswordConfirm" class="form-control" />

<span **asp-validation-for**="PasswordConfirm" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Se debe de inyectar el userhelper en el ownerController para cuando se cree el propietario también se cree el usuario y se le aigne su respectivo tol habilitar el owner controler para que pueda administrar usuarios

{

private readonly DataContext \_context;

private readonly IUserHelper \_userHelper;

public OwnersController(DataContext context, IUserHelper userHelper)

{

\_context = context;

\_userHelper = userHelper;

}

1. El modelo créate de owner la parte post

// POST: Owners/Create

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(AddUserViewModel model)

{

if (ModelState.IsValid)

{

//crear usuario

var user = new User

{

Address = model.Address,

Document = model.Document,

Email = model.Username,

FirstName = model.FirstName,

LastName = model.LastName,

PhoneNumber = model.PhoneNumber,

UserName = model.Username

};

var response = await \_userHelper.AddUserAsync(user, model.Password);

if(response.Succeeded)

{

var userInDB = await \_userHelper.GetUserByEmailAsync(model.Username);

await \_userHelper.AddUserToRoleAsync(userInDB, "Customer");

//crear owner

var owner = new Owner

{

Agendas = new List<Agenda>(),

Pets = new List<Pet>(),

User = userInDB

};

//mandar bd

\_context.Owners.Add(owner);

try

{

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

catch (Exception ex)

{

ModelState.AddModelError(string.Empty, ex.ToString());

return View(model);

}

}

ModelState.AddModelError(string.Empty, response.Errors.FirstOrDefault().Description);

}

return View(model);

}

1. Para poder agregar mascotas a los propietarios es necesario crear un nuevo modelo

public class PetViewModel : Pet

{

public int OwnerId { get; set; }

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[Display(Name = "Tipo de mascota")]

[Range(1, int.MaxValue, ErrorMessage = "Debe selleccionar un tipo de mascota.")]

public int PetTypeId { get; set; }

[Display(Name = "Imagen")]

public IFormFile ImageFile { get; set; }

public IEnumerable<SelectListItem> PetTypes { get; set; }

}

1. Crear interface IComboHelper y clase combosHelper para meter todo el código relacionado con los combos

public interface ICombosHelper

{

IEnumerable<SelectListItem> GetComboPetTypes();

}

public IEnumerable<SelectListItem> GetComboPetTypes()

{

var list = \_dataContext.PetTypes.Select(pt => new SelectListItem

{

Text = pt.Name,

Value = $"{pt.Id}"

})

.OrderBy(pt => pt.Text)

.ToList();

list.Insert(0, new SelectListItem

{

Text = "[Select a pet type...]",

Value = "0"

});

return list;

}

1. Configurar esta nueva inyccion en el Starup

services.AddTransient<SeedDb>();

services.AddScoped<IUserHelper, UserHelper>();

services.AddScoped<ICombosHelper, CombosHelper>(); services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

1. Agregar la inyección en el ownerController

public class OwnersController : Controller

{

private readonly DataContext \_context;

private readonly IUserHelper \_userHelper;

private readonly ICombosHelper \_combosHelper;

public OwnersController(

DataContext context,

IUserHelper userHelper,

ICombosHelper combosHelper)

{

\_context = context;

\_userHelper = userHelper;

\_combosHelper = combosHelper;

}

1. En el controlador de owner adicionar la acción de addPet el get

// GET: Owners/CreatePet

public async Task<IActionResult> AddPet(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_context.Owners.FindAsync(id.Value);

if (owner == null)

{

return NotFound();

}

var model = new PetViewModel

{

Born = DateTime.Today,

OwnerId = owner.Id,

PetTypes = \_combosHelper.GetComboPetTypes()

};

return View(model);

}

1. Crear la vista para addPet

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Agregar</h2>

<h4>Mascota</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="AddPet" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="OwnerId" />

<div class="form-group">

<label **asp-for**="Name" class="control-label"></label>

<input **asp-for**="Name" class="form-control" />

<span **asp-validation-for**="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="ImageFile" class="control-label"></label>

<input **asp-for**="ImageFile" class="form-control" **type**="file" />

<span **asp-validation-for**="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PetTypeId" class="control-label"></label>

<select **asp-for**="PetTypeId" **asp-items**="Model.PetTypes" class="form-control"></select>

<span **asp-validation-for**="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Race" class="control-label"></label>

<input **asp-for**="Race" class="form-control" />

<span **asp-validation-for**="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Born" class="control-label"></label>

<input **asp-for**="Born" class="form-control" />

<span **asp-validation-for**="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Remarks" class="control-label"></label>

<textarea **asp-for**="Remarks" class="form-control"></textarea>

<span **asp-validation-for**="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Crear" class="btn btn-primary" />

<a **asp-action**="Details" **asp-route-id**="@Model.OwnerId" class="btn btn-success">Regresar a propietario</a>

</div>

</form>

</div>

</div>

1. En el modelo de pet la fecha de nacimiento en vez de pedirla como datetime pedirla como string quitarle solo la anotación de datatype
2. Crear en la carpeta imágenes un nuevo folder llamado Pets
3. Crear interface IImagenHelper con su respectiva clase donde se colocara un método que verifique que el nombre de la imagen no se va a repetir

public interface IImageHelper

{

Task<string> UploadImageAsync(IFormFile imageFile);

}

public class ImageHelper : IImageHelper

{

public async Task<string> UploadImageAsync(IFormFile imageFile)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await imageFile.CopyToAsync(stream);

}

return $"~/images/Pets/{file}";

}

}

1. Crear interface IConverterHelper para la conversión de objetos con su respetiva clase que inicialmente tendrá un método que convierta el objeto petVieModel en pet

public interface IConverterHelper

{

Task<Pet> ToPetAsync(PetViewModel model, string path, bool isNew);

PetViewModel ToPetViewModel(Pet pet);

}

public class ConverterHelper : IConverterHelper

{

private readonly DataContext \_dataContext;

private readonly ICombosHelper \_combosHelper;

public ConverterHelper(

DataContext dataContext)

{

\_dataContext = dataContext;

}

public async Task<Pet> ToPetAsync(PetViewModel model, string path, bool isNew)

{

var pet = new Pet

{

Agendas = model.Agendas,

Born = model.Born,

Histories = model.Histories,

Id = isNew ? 0 : model.Id,

ImageUrl = path,

Name = model.Name,

Owner = await \_dataContext.Owners.FindAsync(model.OwnerId),

PetType = await \_dataContext.PetTypes.FindAsync(model.PetTypeId),

Race = model.Race,

Remarks = model.Remarks

};

return pet;

}

1. Hacer las inyecciones de los helper en el contreolador de owner

public class OwnersController : Controller

{

private readonly DataContext \_context;

private readonly IUserHelper \_userHelper;

private readonly ICombosHelper \_combosHelper;

private readonly IImageHelper \_imageHelper;

private readonly IConverterHelper \_converterHelper;

public OwnersController(

DataContext context,

IUserHelper userHelper,

ICombosHelper combosHelper,

IImageHelper imageHelper,

IConverterHelper converterHelper)

{

\_context = context;

\_userHelper = userHelper;

\_combosHelper = combosHelper;

\_imageHelper = imageHelper;

\_converterHelper = converterHelper;

}

1. Para usarlo se debe configurar en la clase Starup

services.AddScoped<IUserHelper, UserHelper>();

services.AddScoped<ICombosHelper, CombosHelper>();

services.AddScoped<IImageHelper, ImageHelper>();

services.AddScoped<IConverterHelper, ConverterHelper>(); services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

1. El post en el controlador de owner de la acción addPet

// POST: Owners/CreatePet

[HttpPost]

public async Task<IActionResult> AddPet(PetViewModel model)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if (model.ImageFile != null)

{

path = await \_imageHelper.UploadImageAsync(model.ImageFile);

}

var pet = await \_converterHelper.ToPetAsync(model, path, true);

\_context.Pets.Add(pet);

await \_context.SaveChangesAsync();

return RedirectToAction($"Details/{model.OwnerId}");

}

model.PetTypes = \_combosHelper.GetComboPetTypes();

return View(model);

}

1. En la vista details de owner cambiar para que muestre la foto de la mascota en la tabla agregar la nueva columna tanto titulo como lo que va a mostrar

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().ImageUrl)

</th>

<td>

@if(!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:200px; height:200px; max-width:100%; height:auto" />

}

</td>

1. En los converter hacer método que reciba un petl y devuelva un petviewmodel se debe inyectar el combohelper para que funcione

public ConverterHelper(

DataContext dataContext,

ICombosHelper combosHelper )

{

\_dataContext = dataContext;

\_combosHelper = combosHelper;

}

public PetViewModel ToPetViewModel(Pet pet)

{

return new PetViewModel

{

Agendas = pet.Agendas,

Born = pet.Born,

Histories = pet.Histories,

ImageUrl = pet.ImageUrl,

Name = pet.Name,

Owner = pet.Owner,

PetType = pet.PetType,

Race = pet.Race,

Remarks = pet.Remarks,

Id = pet.Id,

OwnerId = pet.Owner.Id,

PetTypeId = pet.PetType.Id,

PetTypes = \_combosHelper.GetComboPetTypes()

};

}

1. Colocar este método en la interface de converter helper para que quede disponible

PetViewModel ToPetViewModel(Pet pet)

1. Hacer la acción editpet en el controlador de owner la parte get

// GET: Owners/EditPet

public async Task<IActionResult> EditPet(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.Include(p=>p.PetType)

.FirstOrDefaultAsync(p => p.Id == id);

if(pet == null)

{

return NotFound();

}

return View(\_converterHelper.ToPetViewModel(pet));

}

1. Vista editpet

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Editar</h2>

<h4>Mascota</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="EditPet" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<input **type**="hidden" **asp-for**="OwnerId" />

<input **type**="hidden" **asp-for**="ImageUrl" />

<div class="form-group">

<label **asp-for**="Name" class="control-label"></label>

<input **asp-for**="Name" class="form-control" />

<span **asp-validation-for**="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="ImageFile" class="control-label"></label>

<input **asp-for**="ImageFile" class="form-control" **type**="file" />

<span **asp-validation-for**="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PetTypeId" class="control-label"></label>

<select **asp-for**="PetTypeId" **asp-items**="Model.PetTypes" class="form-control"></select>

<span **asp-validation-for**="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Race" class="control-label"></label>

<input **asp-for**="Race" class="form-control" />

<span **asp-validation-for**="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Born" class="control-label"></label>

<input **asp-for**="Born" class="form-control" />

<span **asp-validation-for**="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Remarks" class="control-label"></label>

<textarea **asp-for**="Remarks" class="form-control"></textarea>

<span **asp-validation-for**="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="Details" **asp-route-id**="@Model.OwnerId" class="btn btn-success">Regresar a propietario</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:400px; height:400px; max-width:100%; height:auto" />

}

</div>

</div>

1. La acción post para editpet

// POST: Owners/EditPet

[HttpPost]

public async Task<IActionResult> EditPet(PetViewModel model)

{

if (ModelState.IsValid)

{

var path = model.ImageUrl;

if (model.ImageFile != null)

{

path = await \_imageHelper.UploadImageAsync(model.ImageFile);

}

var pet = await \_converterHelper.ToPetAsync(model, path, false);

\_context.Pets.Update(pet);

await \_context.SaveChangesAsync();

return RedirectToAction($"Details/{model.OwnerId}");

}

model.PetTypes = \_combosHelper.GetComboPetTypes();

return View(model);

}

1. Para no tener código duplicado en las vistas para el caso addpet y editpet se introduce concepto de vistas parciales
2. Crear vista parcial que se llama \_pet

* Se add y edit reciben el mismo modelo este se copia y se copia código que se repite en ambas vistas para el caso todo el formulario solamente
* En addpet y editpet se reemplaza todo ese código por la ste línea de código

<**partial** **name**="\_Pet" />

1. PENDIENTE UNIFICAR CÓDIGO DE LAS VISTAS CON UNA VISTA PARCIAL
2. En detalles de la mascota ver los detalles de esta y la historia clínica
3. Crear la acción en el controlador para detailsPet

// GET: Owners/DetailsPet

public async Task<IActionResult> DetailsPet(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (pet == null)

{

return NotFound();

}

return View(pet);

}

1. Crear la vista para detalles de mascota

@model MyVet.Web.Data.Entities.Pet

@{

ViewData["Title"] = "Details";

}

<h2>Mascota</h2>

<div>

<h4>Detalles</h4>

<hr />

<div class="row">

<div class="col-md-4">

<dl class="dl-horizontal">

<dt>

Propietario

</dt>

<dd>

@Html.DisplayFor(model => model.Owner.User.FullName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Race)

</dt>

<dd>

@Html.DisplayFor(model => model.Race)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Born)

</dt>

<dd>

@Html.DisplayFor(model => model.Born)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Remarks)

</dt>

<dd>

@Html.DisplayFor(model => model.Remarks)

</dd>

</dl>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-height: 100%; width: auto;" />

}

</div>

</div>

</div>

<div>

<a **asp-action**="EditPet" **asp-route-id**="@Model.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="AddHistory" **asp-route-id**="@Model.Id" class="btn btn-primary">Nueva historia</a>

<a **asp-action**="Details" **asp-route-id**="@Model.Owner.Id" class="btn btn-success">Regresar a propietario</a>

</div>

<h4>Historia clinica</h4>

<hr />

@if (Model.Histories.Count == 0)

{

<h5>No hay historias clinicas adicionadas aun.</h5>

}

else

{

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Date)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().ServiceType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Description)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Remarks)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Histories)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.DateLocal)

</td>

<td>

@Html.DisplayFor(modelItem => item.ServiceType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Description)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

<a **asp-action**="EditHistory" **asp-route-id**="@item.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="DeleteHistory" **asp-route-id**="@item.Id" class="btn btn-danger">Borrar</a>

</td>

</tr>

}

</tbody>

</table>

}

1. Crear el historyViewModel

public class HistoryViewModel : History

{

public int PetId { get; set; }

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[Display(Name = "Tipo servicio")]

[Range(1, int.MaxValue, ErrorMessage = "Debe seleccionar un tipo de servicio.")]

public int ServiceTypeId { get; set; }

public IEnumerable<SelectListItem> ServiceTypes { get; set; }

}

1. Adicionar el combo de servicetype en la interface icombohelper e implementarlo en la clase comboshelper

public interface ICombosHelper

{

IEnumerable<SelectListItem> GetComboPetTypes();

IEnumerable<SelectListItem> GetComboServiceTypes();

}

public IEnumerable<SelectListItem> GetComboServiceTypes()

{

var list = \_dataContext.ServiceTypes.Select(pt => new SelectListItem

{

Text = st.Name,

Value = $"{st.Id}"

})

.OrderBy(pt => st.Text)

.ToList();

list.Insert(0, new SelectListItem

{

Text = "[Seleccione un tipo de servicio...]",

Value = "0"

});

return list;

}

1. En la interface IConverter helper se deben adicionar dos métodos mas la historyViewModel que se necesita convertir al objeto history y el objeto history convertirlo a historyViewModel y estos métodos se implementan en la clase converterHelper

public interface IConverterHelper

{

Task<Pet> ToPetAsync(PetViewModel model, string path, bool isNew);

PetViewModel ToPetViewModel(Pet pet);

Task<History> ToHistoryAsync(HistoryViewModel model, bool isNew);

HistoryViewModel ToHistoryViewModel(History history);

}

public async Task<History> ToHistoryAsync(HistoryViewModel model, bool isNew)

{

return new History

{

Date = model.Date,

Description = model.Description,

Id = isNew ? 0 : model.Id,

Pet = await \_dataContext.Pets.FindAsync(model.PetId),

Remarks = model.Remarks,

ServiceType = await \_dataContext.ServiceTypes.FindAsync(model.ServiceTypeId)

};

}

public HistoryViewModel ToHistoryViewModel(History history)

{

return new HistoryViewModel

{

Date = history.Date.ToUniversalTime(),

Description = history.Description,

Id = history.Id,

PetId = history.Pet.Id,

Remarks = history.Remarks,

ServiceTypeId = history.ServiceType.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes()

};

}

1. En el controlador de owner se debe adicionar la acción addHistory la parte get

// GET: Owners/AddHistory

public async Task<IActionResult> AddHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets.FindAsync(id.Value);

if (pet == null)

{

return NotFound();

}

var model = new HistoryViewModel

{

Date = DateTime.Now,

PetId = pet.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes(),

};

return View(model);

}

1. La vista de addHistory

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Agregar</h2>

<h4>Historia</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="AddHistory">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="PetId" />

<div class="form-group">

<label **asp-for**="Date" class="control-label"></label>

<input **asp-for**="Date" class="form-control" />

<span **asp-validation-for**="Date" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="ServiceTypeId" class="control-label"></label>

<select **asp-for**="ServiceTypeId" **asp-items**="Model.ServiceTypes" class="form-control"></select>

<span **asp-validation-for**="ServiceTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Description" class="control-label"></label>

<input **asp-for**="Description" class="form-control" />

<span **asp-validation-for**="Description" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Remarks" class="control-label"></label>

<textarea **asp-for**="Remarks" class="form-control"></textarea>

<span **asp-validation-for**="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a **asp-action**="DetailsPet" **asp-route-id**="@Model.PetId" class="btn btn-success">Regresar a mascotas</a>

</div>

</form>

</div>

</div>

1. El post para la acción addHistory

// POST: Owners/AddHistory

[HttpPost]

public async Task<IActionResult> AddHistory(HistoryViewModel model)

{

if (ModelState.IsValid)

{

var history = await \_converterHelper.ToHistoryAsync(model, true);

\_context.Histories.Add(history);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(DetailsPet)}/{model.PetId}");

}

model.ServiceTypes = \_combosHelper.GetComboServiceTypes();

return View(model);

}

1. Se sigue con la acción editHistory en el controlador owner la parte get

// GET: Owners/EditHistory

public async Task<IActionResult> EditHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_context.Histories

.Include(h => h.Pet)

.Include(h => h.ServiceType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (history == null)

{

return NotFound();

}

return View(\_converterHelper.ToHistoryViewModel(history));

}

1. La vista de editHistory

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Editar";

}

<h2>Editar</h2>

<h4>Historia</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="EditHistory">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="PetId" />

<input **type**="hidden" **asp-for**="Id" />

<div class="form-group">

<label **asp-for**="Date" class="control-label"></label>

<input **asp-for**="Date" class="form-control" />

<span **asp-validation-for**="Date" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="ServiceTypeId" class="control-label"></label>

<select **asp-for**="ServiceTypeId" **asp-items**="Model.ServiceTypes" class="form-control"></select>

<span **asp-validation-for**="ServiceTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Description" class="control-label"></label>

<input **asp-for**="Description" class="form-control" />

<span **asp-validation-for**="Description" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Remarks" class="control-label"></label>

<textarea **asp-for**="Remarks" class="form-control"></textarea>

<span **asp-validation-for**="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="DetailsPet" **asp-route-id**="@Model.PetId" class="btn btn-success">Regresar a mascota</a>

</div>

</form>

</div>

</div>

1. La parte post del editHistory

// POST: Owners/EditHistory

[HttpPost]

public async Task<IActionResult> EditHistory(HistoryViewModel model)

{

if (ModelState.IsValid)

{

var history = await \_converterHelper.ToHistoryAsync(model, false);

\_context.Histories.Update(history);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(DetailsPet)}/{model.PetId}");

}

model.ServiceTypes = \_combosHelper.GetComboServiceTypes();

return View(model);

}

1. La vista addhistory y editHistory tienen una parte igual que es la del formulario esa parte se guarda en una nueva vista parcial para evitar repetir código llamada \_Histories y en la vistas add y edit history se reemplaza por el llamado además de que en la vista parcial también se copia la primera línea que es el modelo que usa así se referenciaría en ambas vistas y en la prcial queda el form lo repetido

<**partial** **name**="\_Histories" />

1. En el owner controler en la vista detailsPet se va hacer un cambio con respecto al botón de borrar historia

Se cambia este

<a **asp-action**="DeleteHistory" **asp-route-id**="@item.Id" class="btn btn-danger">Borrar</a>

Por este

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog">Borrar</button>

1. Se copia el código para la ventana modal después del cierre de la tabla

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

1. Se copia el script con la función para borrar

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Owners/DeleteHistory/' + item\_to\_delete;

});

});

</script>

}

1. En el owner controller hacer la acción para deleteHistory para el caso solo es get

// GET: Owners/DeleteHistory

public async Task<IActionResult> DeleteHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_context.Histories

.Include(h => h.Pet)

.FirstOrDefaultAsync(h => h.Id == id.Value);

if (history == null)

{

return NotFound();

}

\_context.Histories.Remove(history);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(DetailsPet)}/{history.Pet.Id}");

}

1. En la vista details de propietario para hacer ahora el borrado de las mascotas se reemplazará el Action de deletePet por el botón quedando este código

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog">Borrar</button>

1. Como lo referente a la ventana modal es un código que se va a repetir mucho se puede crear una vista parcial pero se haría en la carpeta shared llamada \_DeleteDialog no recibe modelo no se coloca y el código de la vista modal que anteriormente se copio en la vista detailsPet y que tb se va a necesitar en detail de owner se pasa para esa vista y se reemplazaria por el llamado de la vista parcial el cual iria en details y en detailsPet

<**partial** **name**="\_DeleteDialog" />

1. Se copia el script en su respectiva sección

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Owners/DeletePet/' + item\_to\_delete;

});

});

</script>

}

1. Seguiria la acción en el cotrolador de owner para deletePet solo get

// GET: Owners/DeletePet

public async Task<IActionResult> DeletePet(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.Include(p => p.Histories)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (pet == null)

{

return NotFound();

}

if(pet.Histories.Count >0)

{

ModelState.AddModelError(string.Empty, "La mascota no puede ser borrada porque tiene registros relacionados");

return RedirectToAction($"{nameof(Details)}/{pet.Owner.Id}");

}

\_context.Pets.Remove(pet);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{pet.Owner.Id}");

}

1. En pettypes y Servicetypes en la vista index hacer lo del delete reemplazar el link por botón y llamar a la vista parcial y se coloca el mismo script solo cambiándole la parte ultima que se refiere al controlador y a la acción que esta llamando que para pettypes seria controlador PetTypes y acción delete y para Service type seria cotrolador ServiceTypes y acción delete
2. Como original el delete tiene get y post solo se deja el get con algunos cambios quedando así en los respectivos controladores de PetTypes y ServiceTypes

// GET: PetTypes/Delete/5

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var petType = await \_context.PetTypes

.Include(pt => pt.Pets)

.FirstOrDefaultAsync(pt => pt.Id == id);

if (petType == null)

{

return NotFound();

}

if(petType.Pets.Count > 0)

{

ModelState.AddModelError(string.Empty, "El tipo de mascota no puede ser borrado.");

return RedirectToAction(nameof(Index));

}

\_context.PetTypes.Remove(petType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

// GET: ServiceTypes/Delete/5

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var serviceType = await \_context.ServiceTypes

.Include(st => st.Histories)

.FirstOrDefaultAsync(st => st.Id == id);

if (serviceType == null)

{

return NotFound();

}

if (serviceType.Histories.Count > 0)

{

ModelState.AddModelError(string.Empty, "El tipo de servicio no puede ser borrado.");

return RedirectToAction(nameof(Index));

}

\_context.ServiceTypes.Remove(serviceType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

1. Método para borrar el propietario para el cual antes se debe borrar usuario para que no quede hueco de seguridad en la interface de userhelper crear el método para borrar usuario y en la clase implementarlo

Task<bool> DeleteUserAsync(string email);

public async Task<bool> DeleteUserAsync(string email)

{

var user = await GetUserByEmailAsync(email);

if (user == null)

{

return true;

}

var response = await \_userManager.DeleteAsync(user);

return response.Succeeded;

}

1. En el index de owner cambiar el código de link por botón para borrar propietario

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog">Borrar</button>

1. Llamar a la vista parcial que tiene el código de la ventana modal y escribir el código js

<**partial** **name**="\_DeleteDialog" />

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Owners/Delete/' + item\_to\_delete;

});

});

</script>

}

1. En el controlador de owner la acción delete original que tiene get y post cambiarla solo por un get con las modificaciones quedaría así

// GET: Owners/Delete/5

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_context.Owners

.Include(o=>o.User)

.Include(o=>o.Pets)

.FirstOrDefaultAsync(o => o.Id == id);

if (owner == null)

{

return NotFound();

}

if(owner.Pets.Count > 0)

{

ModelState.AddModelError(string.Empty, "El propietario no puede ser borrado");

return RedirectToAction(nameof(Index));

}

await \_userHelper.DeleteUserAsync(owner.User.Email);

\_context.Owners.Remove(owner);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

1. En la interface de IUserHelper agregar método para actualizar usuario e implementarlo en la clase

Task<IdentityResult> UpdateUserAsync(User user);

public async Task<IdentityResult> UpdateUserAsync(User user)

{

return await \_userManager.UpdateAsync(user);

}

1. Crear modelo editUserViewModel

public class EditUserViewModel

{

public int Id { get; set; }

[Display(Name = "Documento")]

[MaxLength(20, ErrorMessage = "El {0} puede tener máximo {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Document { get; set; }

[Display(Name = "Nombres")]

[MaxLength(50, ErrorMessage = "El {0} puede tener máximo {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string FirstName { get; set; }

[Display(Name = "Apellidos")]

[MaxLength(50, ErrorMessage = "El {0} puede tener máximo {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string LastName { get; set; }

[Display(Name = "Dirección")]

[MaxLength(100, ErrorMessage = "El {0} puede tener máximo {1} caracteres.")]

public string Address { get; set; }

[Display(Name = "Teléfono")]

[MaxLength(50, ErrorMessage = "El {0} puede tener máximo {1} caracteres.")]

public string PhoneNumber { get; set; }

}

}

1. Como addUserVieModel es muy parecido para que no haya duplicidad de código addUserVieModel hereda de editUserViewModel y en el add se eliminan campos repetidos que el los señalara como advertencias
2. En el controlador de owner la acción edit get y post se cambian y quedarían de esta forma ya para cuando edite propietario edite los campos que se puedan del usuario también acción get

// GET: Owners/Edit/5

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_context.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (owner == null)

{

return NotFound();

}

var model = new EditUserViewModel

{

Address = owner.User.Address,

Document = owner.User.Document,

FirstName = owner.User.FirstName,

Id = owner.Id,

LastName = owner.User.LastName,

PhoneNumber = owner.User.PhoneNumber

};

return View(model);

}

1. Modificaciones en la vista edit

@model MyVet.Web.Models.EditUserViewModel

@{

ViewData["Title"] = "Editar";

}

<h2>Editar</h2>

<h4>Propietario</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Edit">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<div class="form-group">

<label **asp-for**="Document" class="control-label"></label>

<input **asp-for**="Document" class="form-control" />

<span **asp-validation-for**="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="FirstName" class="control-label"></label>

<input **asp-for**="FirstName" class="form-control" />

<span **asp-validation-for**="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="LastName" class="control-label"></label>

<input **asp-for**="LastName" class="form-control" />

<span **asp-validation-for**="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Address" class="control-label"></label>

<input **asp-for**="Address" class="form-control" />

<span **asp-validation-for**="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PhoneNumber" class="control-label"></label>

<input **asp-for**="PhoneNumber" class="form-control" />

<span **asp-validation-for**="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Acción post para edit de owner

// POST: Owners/Edit/5

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(EditUserViewModel model)

{

if (ModelState.IsValid)

{

var owner = await \_context.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == model.Id);

owner.User.Document = model.Document;

owner.User.FirstName = model.FirstName;

owner.User.LastName = model.LastName;

owner.User.Address = model.Address;

owner.User.PhoneNumber = model.PhoneNumber;

await \_userHelper.UpdateUserAsync(owner.User);

return RedirectToAction(nameof(Index));

}

return View(model);

}

1. La vista edit y créate son muy parecidas entonces se hace una vista parcial con los campos en común y se borran de ambas vistas y solo se llama la vista parcial que se hace en la carpeta compartida y se llamara \_Owner y el modelo que recibe es de la vista edit

**PENDIENTE ARREGLAR CRUD MANAGER**

API: Obtener datos de los diferentes modelos en formato json para poderlos consumir desde aplicaciones móviles

1. Crear controlador de api usando entity framework para pettypes
2. Para probar se hace en postman se debe entrar a la configuración de postman y deshabilitar el parámetro SSL certificate verification para que funcione

<https://localhost:44397/api/PetTypes>

1. Json es un estándar de comunicaciones
2. Del controlador pettypes se borran todas las acciones solo se deja getPetTypes
3. Crear controlador con un método llamado getOwner pasándole el email devuelva los datos del owner (datos del owner, cuantas mascotas tiene y si estas mascotas tienen historias)

using Microsoft.AspNetCore.Mvc;

using MyVet.Web.Data;

using System.Threading.Tasks;

namespace MyVet.Web.Controllers.API

{

[Route("api/[Controller]")]

[ApiController]

public class OwnersController : ControllerBase

{

private readonly DataContext \_context;

public OwnersController(DataContext context)

{

\_context = context;

}

[HttpPost]

[Route("GetOwnerByEmail")]

public async Task<IActionResult> GetOwner(EmailRequest emailRequest)

{

if(!ModelState.IsValid)

{

return BadRequest();

}

var owner = await \_context.Owners

.Include(o => o.User)

.Include(o => o.Pets)

.ThenInclude(p => p.PetType)

.Include(o => o.Pets)

.ThenInclude(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.User.UserName.ToLower() == emailRequest.Email.ToLower());

var response = new OwnerResponse

{

Id = owner.Id,

FirstName = owner.User.FirstName,

LastName = owner.User.LastName,

Address = owner.User.Address,

Document = owner.User.Document,

Email = owner.User.Email,

PhoneNumber = owner.User.PhoneNumber,

Pets = owner.Pets.Select(p => new PetResponse

{

Born = p.Born,

Id = p.Id,

ImageUrl = p.ImageFullPath,

Name = p.Name,

Race = p.Race,

Remarks = p.Remarks,

PetType = p.PetType.Name,

Histories = p.Histories.Select(h => new HistoryResponse

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType.Name

}).ToList()

}).ToList()

};

return Ok(response);

}

}

}

1. En el proyecto common se crea una nueva carpeta llamada Models
2. Se debe crear la clase EmailRequest dentro de la carpeta que se acabo de crear para que quede en el proyecto compartido

public class EmailRequest

{

[Required]

[EmailAddress]

public string Email { get; set; }

}

1. Crea clase llamada ownersResponse que tendra los atributos que se necesitan y también tiene la colección de petResponse por lo que se necesita esa clase también la cual tendrá una colección de historyResponse lo cual también se necesita esa clase
2. Clase HistoryResponse en el proyecto common en carpeta models

public class HistoryResponse

{

public int Id { get; set; }

public string ServiceType { get; set; }

public string Description { get; set; }

public DateTime Date { get; set; }

public string Remarks { get; set; }

public DateTime DateLocal => Date.ToLocalTime();

}

1. Clase petResponse

public class PetResponse

{

public int Id { get; set; }

public string Name { get; set; }

public string ImageUrl { get; set; }

public string Race { get; set; }

public DateTime Born { get; set; }

public string Remarks { get; set; }

public string PetType { get; set; }

public ICollection<HistoryResponse> Histories { get; set; }

}

1. Clase ownerResponse

public class OwnerResponse

{

public int Id { get; set; }

public string FirstName { get; set; }

public string LastName { get; set; }

public string Document { get; set; }

public string Address { get; set; }

public string PhoneNumber { get; set; }

public string Email { get; set; }

public string FullName => $"{FirstName} {LastName}";

public ICollection<PetResponse> Pets { get; set; }

}

1. PROBAR EN PSTMAN se debe correr el proyecto

<https://localhost:44397/api/Owners/GetOwnerByEmail> POSTMAN

1. En appsetting.json adicionar unas líneas de código para crear token de seguridad

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\MSSQLLocalDB;Database=MyVet;Trusted\_Connection=True;MultipleActiveResultSets=True"

},

"Tokens": {

"Key": "asdfghjikbnvcgfdsrtfyhgcvgfxdgc",

"Issuer": "localhost",

"Audience": "users"

}

}

1. En la interface IUserHelper crear otro método Task<SignInResult> ValidatePasswordAsync(User user, string password);
2. e implementarlo en la clase respectiva el cual valida si la combinación de usuario y pass son validos

public async Task<SignInResult> ValidatePasswordAsync(User user, string password)

{

return await \_signInManager.CheckPasswordSignInAsync(

user,

password,

false);

}

1. En el accountController hacer la inyección del código se necesita leer los valores de la configuración inyecta iconfiguration eto sirve para acceder a as 3 claves key,issuer y audience (129)

public class AccountController : Controller

{

private readonly IUserHelper \_userHelper;

private readonly IConfiguration \_configuration;

public AccountController(

IUserHelper userHelper,

IConfiguration configuration)

{

\_userHelper = userHelper;

\_configuration = configuration;

}

1. En el account controller se debe crear un método post el cual servirá para loguearse en la aplicación llamado createToken

[HttpPost]

public async Task<IActionResult> CreateToken([FromBody] LoginViewModel model)

{

if (ModelState.IsValid)

{

var user = await \_userHelper.GetUserByEmailAsync(model.Username);

if (user != null)

{

var result = await \_userHelper.ValidatePasswordAsync(

user,

model.Password);

if (result.Succeeded)

{

var claims = new[]

{

new Claim(JwtRegisteredClaimNames.Sub, user.Email),

new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())

};

var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(\_configuration["Tokens:Key"]));

var credentials = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);

var token = new JwtSecurityToken(

\_configuration["Tokens:Issuer"],

\_configuration["Tokens:Audience"],

claims,

expires: DateTime.UtcNow.AddDays(15),

signingCredentials: credentials);

var results = new

{

token = new JwtSecurityTokenHandler().WriteToken(token),

expiration = token.ValidTo

};

return Created(string.Empty, results);

}

}

}

return BadRequest();

}

1. Para que el api sea autenticado en el owner controller y pettypes controller pero del api agregar esta anotación

[Route("api/[Controller]")]

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public class OwnersController : ControllerBase

1. En el Starup se debe decir que se van a utilizar los token

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

});

services.AddAuthentication()

.AddCookie()

.AddJwtBearer(cfg =>

{

cfg.TokenValidationParameters = new TokenValidationParameters

{

ValidIssuer = Configuration["Tokens:Issuer"],

ValidAudience = Configuration["Tokens:Audience"],

IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(Configuration["Tokens:Key"]))

};

});

services.AddTransient<SeedDb>();

services.AddScoped<IUserHelper, UserHelper>();

1. En el postman correr método para crear token porque ya los métodos no funcionan sin autentificación URL/PREFIJO/CONTROLADOR/ACCION para el caso no hay prefijo método POST

<https://localhost:44397/Account/CreateToken> BODY - RAW - JSON Pasando en formato json user y una pass valida se manda por el body para que viaje encriptado

{

"userName": "dianarussi@yahoo.com",

"password": "123456"

}

1. Eso genera un token con un tiempo de expiración , ese token se usa en los métodos de getownerbyemail post y el get de pettypes para que funconen en la parte de autentificación como tipo de token bearer y se copia el token que genero al darle enviar vuelve a funcionar
2. Para publicar en azure del proyecto web clic derecho publicar

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyQAAAJcCAIAAACHbvdLAAAAAXNSR0IArs4c6QAATaRJREFUeF7t3Q+QLVd9H3hGf5GQGP4ZbP746Yk/sRxEaiGxQ9Z+IazWSW28sVkprorsF4gRweBFBWYNDxUIDIrWCotRKSWI19iYKCuviYXMbpJab7AsOzbEBdhZ/iZ+ICQjEAiEGIGQnv7NHtTi+Li7b9++fbv7ntv9mZpS3bn39Dm/8zn3zXx1uqdn53k/8baHtf54yned1rqthgQIECBAgAABAg/bOeOHX4uBAAECBAgQIECgL4EfftaZaVc7+/v7fXWtHwIECBAgQIDAzAUOHjpSClvHzVzE9AkQIECAAAECgwoIW4Py6pwAAQIECBCYu4CwNfd3gPkTIECAAAECgwoIW4Py6pwAAQIECBCYu4CwNfd3gPkTIECAAAECgwr4bcRBeXVOgAABAgQIzEsg/DbiJ99+ejpnO1vzegeYLQECBAgQIDCygJ2tkcENR4AAAQIECExZIOxsHb3uEjtbU15jcyNAgAABAgSyEnAaMavlUAwBAgQIECAwNQFha2oraj4ECBAgQIBAVgLCVlbLoRgCBAgQIEBgagLC1tRW1HwIECBAgACBrASErayWQzEECBAgQIDA1ASEramtqPkQIECAAAECHQR+4Rd+YWdnJ/w3Pbb2yVU7F7ZWFdOeAAECBAgQmKDAG9/4xle+8pVvetObLr/88mJ64UH4MjwZXlpnwm5quo6eYwkQIECAAIFJCbzqVa8KGevtb397mFV4HJJW8bj9R/WmpsJWez0tCRAgQIAAgekLFHkrzLND0gpHuYP89N8iZkiAAAECBAisI/CoRz2qODw+WKe3cKxrttYEdDgBAgQIECAwHYF4nVbp+q11ZihsraPnWAIECBAgQGA6AuF3D8M5xHBRfLhOK3yEB+HL0u8ndpitsNUBzSEECBAgQIDA1ARCqArpKnzE3z0MD4pn1sxbLpCf2nvFfAgQIECAAIENCrhAfoP4hiZAgAABAgTmKOA04hxX3ZwJECBAgACB0QSErdGoDUSAAAECBAjMUUDYmuOqmzMBAgQIECAwmoCwNRq1gQgQIECAAIE5Cghbc1x1cyZAgAABAgRGExC2RqM2EAECBAgQIDBHAWFrjqtuzgQIECBAgMBoAr3d1PRt//G2T3z52BB1v/7vPO6pjz0p9PzpW4/99PtuGWKI7znthPf91JOH6FmfBAgQmKHApVdcNcNZm/K2C1x04eFeplC9qWlvYevvvfvzv3P0m71UWerkQz9zxt/83lPCkx+5+e6/8Y7PDTHEGY8+4XM///QhetYnAQIEZigQwtYrLjh/hhM35QwFTj25VVGXXXn1cGHLacRWa6ARAQIECBAgQKCbgLDVzc1RBAgQIECAAIFWAoOcRnzSI0985hPabdvVFXnXfft/8Lk74yuLTiMeOuOUU048vtUs6xp98svHbr7j3uIVpxE7MzqQAAECVQGnEb0r8hHI4TTiIGHrRc/effd5T+wMfePt9x5862eWhq2jr37q0x68cL7bx0uu/dK7Pny7sNVNz1EECBBoEBC2vD3yEcghbDmNmM/7QSUECBAgQIDABAWErQkuqikRIECAAAEC+QgIW/mshUoIECAwdYGffMbD2n8+iPG2Pzqh/efU+cxvWwWErS4r9+Tv/9vhs8uRwxxT1BM/hxmkvtfcKMacu7EIECBAgEAbAWGrjdJfapNhzLr5U78fP1eejwMIECBAgACBIQWErS66Idl0OazvY4rYVypm5NqKkNf3zPRHgAABAgSmIyBsrbaW6bZWVltcq01DawIECMxG4JlnnRk+q9MtPV/bZjSkRUWOVoCBBhUQtgbl1TkBAgQIbIfAJz59w6YKDUkrjB4L2Gzsa4+wLXW2n9FwLXMPWycet3PKiTvF/J/9pIff9ebvu+ONf+W//txTf/MfPemxp3a/ffw6oMVZs4ZzZ+k1483XrbdvuU7B4djmK+hjGekl9g1XvlfLrpbXZsSNXNG/pqTDCRAgQIDAqgL5hq3HnHLcW/77x9/8uqf9te95eDGr43Ye9vATdk4/+bhnPO6knzj7kY8+ZeywVT1v2HwmMbyaXrfeHF9atkwXuAh8S89mxku74hANlcRrsJqvxFqaNRuu2V+pnlXf0NoTIECgKhA2jUrbMMVmUtqyuk9TnNqLzxcPqicfa88Alo4tBlr0ZNpt7SixztjD0mqbR6zWXPWJPdRW3lynN2FJIMewFULVy37w0Uf/l6e9/u889vGPOCGrNUtDRnMcKZJWLL45nbRsuYiiOcaFo9pcw14quBirQ76sDpeOXntRf1ZLrBgCBAgU8aI4tZdmsur5vtgmDSvNx5aSX9F/HKj0ZW1wLBqvNGIa12prblj0dNZx0KV1ehelAjmGre991Inv+LHvfsx3Nq5u+cZ97/xPt//Ue7/wA++48Wlv+8xZv3TD3/7fb/zZ93/pmk/ccde9+6Mt56INpEXPV/PNoo2o9i2rk01/GXBRMGrZf5tAtqb2oqTVcotuzdEdToDAzAVKe1RL40Vt0CmllvhldfMsPby0kdbcuKGw2gvLqrt0MSyWuupWRhx0g5e1bftbN8ewFU3/61fu+YnfuPkpl33m5f/Xl/6P/3zHh2++67O33ftfvnrsD2686x1/fPt5V3/hiZf+2ev/w1fuOPbAti/DmvXHnNTvLUYXxa9Fz9u1WnMdHU6AwHACpaAwdG4Y7uLx2nORw7npuReBTMPW/v7DLvv92551xQ3/5uPfuP+BhdtXXz/2wD/7va+e9Uuf/d3P3tkLR3Mni7aIRhh66RAN97sqXau+aiBLN8yWXh+2tM7QYM162gyhDQECBDYoEE/z9Ru5iphVPbm5wZkauqVAjmHr3gf2f/I3v3jkd2695/5WZwm/+I37/u67P/8rH/56yzl3aFaEjEUpoZcI0qGq6iG15+PSa9VLj5cOOkS+XKeepQVrQIAAgUUCxcm72pNuQ6ANsXk2RJ9DzF2fJYEcw9Y/fd+XfuNjeystVdj9+pnfvuU3/r87Vjpq1ca1KWHVTrQnQIAAgcwF2lxTVXuJenPOi6+uH/jSPbPaats8WSqj/TVtmS9fhuVlF7bCBtWv/0mXPapwsvEl77vl07ce6125+VKkOVzcHTf2erfVIQECBMYUWGlnaOnVUXGrrJpaqltoixpXpx9bll5q7mHRfSVKd3lY1Ekhs9LO36I6x1zQbRlrZz9cHtXHx9979+d/5+g3i55e9Ozdd5/3xA69fuXO+5/+vx3dO9a9pENnnPr7//RAm6Ffcu2X3vXh24uWZzz6hM/9/NMXHbX0uu9Sg3hWsXQOrtpP+5ZtZlS0qS1m6V0qwoFLb07RcG+I9Ar9pV01N2g/Uy0JEMhW4NIrrnrFBednW57CZiVw6snfnu7l73zP29/xnjjxV738ha982QtTh8uuvPqiCw/3InPw0JGj112SdpXXztbb/vBr6yStMLE/uPFbH/hM/xfLN4eV5t/Oq81ApeWsXoTe5kYMbe71ULvxtuo18u3ffIuGiz2MXE/7yrUkQIAAgQkLhGj14sPnFRMMD0pJa+iJD7Kz9Q/OOu3SH3n8icfvnPTgZ3hw4nEPO+XE404+4aE/vBNmFTav/tOf33X95751w9fuPXb/A09+5Il//UkPf+n7vvjVu9a9j8O5z3zkb53/pALuM7fd880FN4Z48+/ddu0nH7rGq2Fna+m2VjVLpYekeaian9q3rH0f1F6YX5vSqi1XutFoA0LtS6XhFk08nVSbcDn0Pwb9EyDQl8Cina1HXvuN9kPc8YLTQ+PT/3CFW1t/44fua9+/ljMRKHa2io83//N3hP9e/JqXV+c+6M7WIGGrOocTjtu55ief9A/O+va/nPDxHz5z56v/3a0f//LdQ6z0qSce97U3PKMIdi9+3y2/9pGvLx2l+TTi0sNLDVrms3BU+5ar1qA9AQIENiggbG0Q39AlgTRsNeAMGrZGOo34pnO+KyatN1/31b/77j8fKGkFx2/d+8CffvGhGPecJz70dxW9+QgQIECAAAECGxEYI2yd/d0nHzn02GJ6l//R7W/8wFd6uih/odif3XZP8dr3fddJG2E1KAECBAgQIECgEBgjbF38/Mcd/+A4n7r12Gv+ny+PQL931/3FKE84bYWT/SMUZggCBAgQIEBgbgK9XbP1wZvuuvXO+isTf/T7TgvXbAXZ8//PL/zGx4a972ixfv/if3zC//zcx4QH4R704QL8pYt64vEPe+pjetsDa38lVvuWS6egAQECBPIRyPaarXhDrPVvK9qX9tCVtOm/dIvUOLU2x/biMOi6TOqarb914JQf//7Taz+LpPWtex649lMr/B7KOusXN7TC70KGM4lLP3tMWuuU7VgCBAgQGEdgpbubDlrSZisp/b3FNrfOr9VY869AbhZh0PUtOh/jNGIx0ke+cPfd93W/W+lKFmd/9yavi2/4m9ClWbRvudL0NSZAgAABAi0F0nvKh0M6562Ww82zWW9h6+a9e2+8veYz/BWd4uPP95afzutrDV7+/lv+yW/d8v8e/Ut3N/3aXffXVhieDMX3NbR+CBAgQCA3geqfskn/DmDpD9oUL1WfLD0T5xjbF0eVni++rO0tvpQ+qI7S8Hd40s5Le0u1U66WUUSr8N+GvaWlJZXEqoBLMZs3xlrOpeS8aL028ubs7Zqtg289euPtNdds3X7xMx718OPD3P71f947/N4vjjzJFz37Ub967vc8eBrzYb/72TvP+dU/ry2g3/tsjTxHwxEgQCA3gayu2UovPGq4Nih9KXjGvxVYSiHVy5iKoFBtv2isUg/N47YsPqauhjLSFJg2q9a5ZkklkDaYbdalWn+RruJc0oHSxzfc8O0/+7j0Y7vvs/W1bz10R/hwj/ilU+29Qfib1m/9g9uKbv+7pz7iaY/t7Sr43kvVIQECBAhsRKC6BVK7zdOwU9J8yVHpxFzDebqWly5Ve2i5i9OyWboKLUsqLVx61KqYnd8DSwft3PP6B/Z2GnFRKf/lK8eKl/76kx+e/rme9Utv2cMvXn9b+J3EovHfOnBqy6M0I0CAAIE5CCw9iVYgtGy2SKx93mppnnbYsraWzVoWsE6zfCpZZxYrHTt42Pq9z32rKOi0k457wVmPXKm4Xhp//dj9H7vlocD35NPddqsXVJ0QIEBg+wSaLwxadT5LLzNatcMh2reZcrxAvsiU1fOkQxS2tM82lS/tJJ8Gg4StHzrj1Hef+z3F5/MP/sVm0uuf/9jwR6nHn/wD3/6z19/++IfPOj0WdugMu1zjL4URCRAgMLZADBO157PSqNFQ2arN0rFKCaYh0BQvpXEn/VXB2OeiNrH+2ilXpxC3x4oL5ONn8wrVltTSp+i5W+MYv2oLGPtdteJ4g1wg/6Jn7777vCfWVvJLf3Rb+BPUKxa5VvOHn7Dz1dc/4xEnlWPlS6790rs+fHvRdcsL5It7kBYf4a4Na5XlYAIECExXIKsL5LeFeVNbSqU9pG4XaeWMPKmbmraE/rn/9rEXP/+7xtzdeukPPqqatFpWG5uFmBU+i9ti9Ruz0gC3alXaEyBAYLsE7njB6e0/i6l944fua/+5XRqZVLvStlYmNW9dGYOcRmxW+IVzHvd/v/Apz3jcGL8Y+CNPP+1//ZEn9LIqacbqN2/1Up5OCBAgQIAAgTwFxj6NGBXuf+DbN7763c9+6zO3Hbvznv7vLP+4Rxz3o3/l9J941iOLm2xVP9qfRiz2tGo7KV4q/YnDuFmVHlV7CrL5ydpB0xFDSaU2paFLlTd/mecbVFUECGyjwKLTiNs4FzVvu0AOpxE3FrY2vnh9ha1S4kkDzaqPQ1eLDolcabCrhryYvRpSYNHG38De+DtQAQQmLCBsTXhxt25qOYStDZxG3Lp1ai64tH21aA+szZnHhi20tIbY1dKhmxu0KWlii2U6BAgQIEBgfAFhq2fz4lL64rPU9aLn02YNhy8tdJ1jl3auAQECBAgQINBNIMewFf4sdPhLi/HzT794dzG3j3/pWPp8+APS3eY86FHxNxbT31ts/8uMtYe3LHjRsX7hsSWgZgQIECBAYAiBHK/ZCinq4Fs/E2f7oZ85429+7ynhy4/cfPffeMfn4vNHX/3Udf7WYftrtsKIi07wtbzkvKHZ0ou0qttjtScHm6/iD52kl3OlXw7xrtInAQIzFwjXbM1cwPS3UeCiCw/3UvbBQ0eOXndJ2pWw9W2NpTc1XXQpejVFxRzTcHV8KfrUxqBV413pwvnqL0IKW738E9IJAQIECBBoFqiGrRxPI2a4ivE3+GovxooFp83SWRS3h4gnE2tfSlNahxN/i4bOEFNJBAgQIEBgVgJ2tlrtbM3qPWGyBAgQIECAQGcBO1ud6RxIgAABAgQIEOgi4DRiFzXHECBAgAABAgRaCghbLaE0I0CAAAECBAh0ERC2uqg5hgABAgQIECDQUkDYagmlGQECBAgQIECgi4Cw1UXNMQQIECBAgACBlgLCVksozQgQIECAAAECXQSErS5qjiFAgAABAgQItBQY5KamZz/h5L//fae3rKDabO/u+9/5x7fH5xf9bcSX/sCjH33K8Z1H+fd/9s2P3fLQn7he+ud6Oo/iQAIECBAgQGBWAiP9bcR+TReFrR5HEbZ6xNQVAQIECBCYs4A7yM959c2dAAECBAgQ2ICAa7Y2gG5IAgQIECBAYD4CvV2z9fd//fNf/MZ9Q8C95x8+8VnffXLo+VO3HvvJ3/ziEEM88fQT/t2LnjJEz/okQIAAAQIEZiUw4DVbs3I0WQIECBAgQIBArYBrtrwxCBAgQIAAAQKjCrhma1RugxEgQIAAAQJzExC25rbi5kuAAAECBAiMKiBsjcptMAIECBAgQGBuAsLW3FbcfAkQIECAAIFRBYStUbkNRoAAAQIECMxNQNia24qbLwECBAgQIDCqgLA1KrfBCBAgQIAAgbkJCFtzW3HzJUCAAAECBEYVELZG5TYYAQIECBAgMDcBYWtuK26+BAgQIECAwKgCwtao3AYjQIAAAQIE5iYgbM1txc2XAAECBAgQGFVA2BqV22AECBAgQIDA3ASErbmtuPkSIECAAAECowoIW6NyG4wAAQIECBCYm4CwNbcVN18CBAgQIEBgVAFha1RugxEgQIAAAQJzExC25rbi5kuAAAECBAiMKiBsjcptMAIECBAgQGBuAsLW3FbcfAkQIECAAIFRBYStUbkNRoAAAQIECMxNQNia24qbLwECBAgQIDCqgLA1KrfBCBAgQIAAgbkJCFtzW3HzJUCAAAECBEYVELZG5TYYAQIECBAgMDcBYWtuK26+BAgQIECAwKgCwtao3AYjQIAAAQIE5iYgbM1txc2XAAECBAgQGFVA2BqV22AECBAgQIDA3ASErbmtuPkSIECAAAECowoIW6NyG4wAAQIECBCYm4CwNbcVN18CBAgQIEBgVAFha1RugxEgQIAAAQJzExC25rbi5kuAAAECBAiMKiBsjcptMAIECBAgQGBuAsLW3FbcfAkQIECAAIFRBYStUbkNRoAAAQIECMxNoM+wdeDBj1Sw9OXccM2XAIGNCxTfl+LHSvVUv6etdHj7xrUDxScXldFLec2db8v38F4o2q+XlgRWFegzbK06tvYECBAYR+Cm73yMM9xwo0gVw9nqmcBwAj2HrfANbVv+T2g4Uz0TIECgR4EiKFY7XPR8X0PXDtpX5/32MzRFv9XqbYYCO/v7+31NO8SsImzFf6LxcUxgpZeK54sn08dFSdVn+ipVPwQIzESg+RtLfLX0f4nVb0ppg/TVgnHRMyly7bfBtEG1k6Ln2iLT5+N3y0XFxArTlou+8abfe6vfomPBtQWU/n+7A8tS59qfGovqbCiguhwz+RdhmiMIHDx05Oh1l6QD9byzlX5rKH0TKf7PI/2HVESx4sn0cUxa1UNGMDIEAQLTEyi+yZR+JFdzWNwgKWWv2LL2h3cptdRmpuJ7Y/pSqc/4fS9tWVqI+D+r8UHtUaW8Uqpn0RyXLno8MI1ui44qjbISbG3jdPSGUlPVhnWpxV8qoAGBzgL9h61FeSt+p0v/x6j2cXyyekjneTqQAIE5CxQ/qqthpZRa1idq+K6VyTe09mWUEuc6OM2DVqNtw9AxQlWzcnMIq/bZ4wTXwXHsHAQGCVtVuLhxtZJp6fvjSsdqTIAAgfEF4netRZtP45eUjtgmoCzaHAr9tDm8doKLWKJSdTeu5VZWS89SAbXjtuxKMwIdBIYKW+Gt7H8aOqyHQwgQqBXY29vrUSZ+d/JtqkfVbl112FxcdDp1pQI6jLtS/xoTSAWGClsl5SJ7rfR9LR6y0lFWlwABAlWB4vtP8c0k3bmJXxaHxDaln8RtTl2lbarf7tLrh4qxSn02PJlOp9pPtauGGFF7eMs3TJpQ0y2u5u/tzSwl8ObGbeos9VDCSd8DnXfp2pShDYGSQJ+/jQiXAAECAwmEna3d3d2BOk8T2HBD6JkAgZkIjPHbiDOhNE0CBAgQIECAQBuBkU4jtilFGwIECBAgQIDA9ASEremtqRkRILCyQL+/+7by8A4gQGDSAsLWpJfX5AgQIECAAIFNCwhbm14B4xMgQIAAAQKTFhC2Jr28JkeAAAECBAhsWqC3Wz9cesVVm56L8QkQmI7ARRceTicz9K0fpgNnJgQIbFqgeuuHPsPWa3/2/E1P0PgECExB4LIrrxa2prCQ5kBglgLuszXLZTdpAgQIECBAYHMCrtnanL2RCRAgQIAAgRkICFszWGRTJECAAAECBDYnIGxtzt7IBAgQIECAwAwEhK0ZLLIpEiBAgAABApsTGDBsnXnmmbXzav980XJR+1XRansrdd6+tlVH154AAQIECBCYp8CAYas2J3VITjfccEN1bTr0M88FNmsCBAgQIEBgswLDhq2V5hZCVRqhwuPamLVSn9XG6SjFEHHQgUZcs2CHEyAwqMDOSz9afA46ytLOa8tY9OSi3mL7Naez5uFLJ6sBgbkJDBu2GvJTy/N36fZYPA9YfRCXLU1O4XHnDbDaY9fpcG5vLPMlsBUCIVXs//Jzis/OCaPzgZGotoxutbWczvo1b8X6KpJAJgLDhq3eJ1lsPhU7XvFB7SjFq6W017KeOEp1p61bhy3H1YwAgTEFijQTR0wfj1lGaayijGptq8ajdeLjBqdvaAKTFBg8bMV0UjpJV3v+blHjSL/SicVFG1G1galUXvXYlYae5HvFpAjMRKCINTHclE4ylk7txcaL2qfbV4vOVw4djJprXnQitXnixbxq28zkfWKaBNoLDB622pfSb8t0D6xDz3FjrMOxDiFAYNsF4sZSPJcXs1TpPF2xEVU8GXekasNT8wm+QfNWc821hS2deDrZGLzWPCG77W8b9RNYJDBG2Cp2kqo7Q8XzPV6W3v4KrbSkReV50xAgMFuB9JRidTuq+YL6hlebDxw0b61ac+1J1VIn1YKbR5nt28nECYwRtlZSbhl9YlALndeGtrTBSgWkHZau2eo3Gq5alfYECGxEIG78lPZvFhVTah+bxb2ihlkMlLeah25TWHUfq5hFqeBFc9/IwhmUQD4CA4atdCtr0eMi2ZQ4Ss/EL6vPpy8Vj0sDFWcDi/4XdbuohtKxTizm865VCYFeBEpBYdUr0HupIQa4Um/V2la9fr90iX2P1eqKAIFVBXb29/dXPaa2/aVXXPXanz1/1a56PIe46tDaEyCQrcBlV1590YWH0/L29vZ2d3eHKDi9GCtGn9JpxOL5+GTtIbFB9dVY9qovpfmvOnpaUjW0lcLZSjXXjhuGKHVSfNlsNcSS6ZNA5gIHDx05et0laZEbC1vFGTq/4pf5O0Z5BDYiMGbY2sgEOwxqp6oDmkMIbESgGrYGPI3YPMP0JN1GLAxKgACBLRJY9TTiFk1NqQQmL7CxsDV5WRMkQIAAAQIECAQBYcvbgAABAgQIECAwoECf12wNWKauCRCYmcBoF8jPzNV0CRAYXGDAC+QHr90ABAjMWGC430acMaqpEyAwiEBGF8gPMj+dEiBAgAABAgQyE3DNVmYLohwCBAgQIEBgWgLC1rTW02wIECBAgACBzASErcwWRDkECBAgQIDAtASErWmtp9kQIECAAAECmQkIW5ktiHIIECBAgACBaQkIW9NaT7MhQIAAAQIEMhMQtjJbEOUQIECAAAEC0xIQtqa1nmZDgAABAgQIZCYgbGW2IMohQIAAAQIEpiUgbE1rPc2GAAECBAgQyExA2MpsQZRDgAABAgQITEtA2JrWepoNAQIECBAgkJmAsJXZgiiHAAECBAgQmJZAz2HrwHc+GpRCkzUN2/fQvuWaJTmcAAECBAgQIFAr0GfYCsnmpu98DJpywiAtw1xzS+8JAgQIECBAgMDQAn2GrbRWKWfoldM/AQIECBAgsBUCfYatELBKG1rpl9WXmp8pnZEsGqf/Tb+MXcUGpZZF4+IjLkyp8VYsmCIJECBAgACB7RLoM2yFmVfzVi1HPOGYhqTiDGTRPj0jmWaj6oZZqauiQdpVtcNS3ioaD3rec7veE6olQIAAAQIEehToOWy1zFvVzNQm7tSemlzzfOWah/e4EroiQIAAAQIEJinQf9hqmbeqmm3y1iTXwKQIECBAgACBCQv0GbYazsQ5STfh95CpESBAgAABAg0CfYatYmuq+IjXTqVfxjpKzcLzpWZpV83rV+0qHpseWK3N24IAAQIECBAgMILAzv7+/gjDDDRETHUD9a9bAgQyEdjb29vd3c2kGGUQIECgQeDgoSNHr7skbdDnzhZ6AgQIECBAgACBkoCw5S1BgAABAgQIEBhQYLvDlhs3DPjW0DUBAgQIECDQh8B2h60+BPRBgAABAgQIEBhQQNgaEFfXBAgQIECAAAFhy3uAAAECBAgQIDCgQG+3frj0iqsGLFPXBAjMTOCiCw+nM3brh5mtv+kS2GKB6q0f+gxbr7jg/C22UToBAsMLnHpyqzEuu/JqYauVlEYECOQn4D5b+a2JiggQIECAAIFJC7hma9LLa3IECBAgQIDApgWErU2vgPEJECBAgACBSQsIW5NeXpMjQIAAAQIENi0gbG16BYxPgAABAgQITFpgwLD1zLPODJ+T1qufXJz1+NMvzMcfd4arbMoECBAgQKClwIBhq2UFW9GsW3z5xKdvWGl23UaJQ4TDw4jFZ9FV+w7bt1xpRhoTIECAAAECQ4Wt+IPfT/GNvMlWzXkbKdKgBAgQIEBgDgJDha2qXTzDFc9zpTmsdOot/bI2rsWdm1InpZNo6QZP8ym26tm3Up3NZRfbSLWjN7yUtq/OqKGk2l2ruKFV4Jc6XFReOq9F7Kvuk83hX445EiBAgACBlgLjha14hitU1rzvUuyKFXEhPSlWmlL11dJJtJg5it5qX03bpGEldh6rLQ5fxBrb17ZpKCwOmhZZO/e0pEVlpFModdhcQ/RZxB4XpeUbSzMCSwUuf+d7Dpz9/PgZvlx6iAYECBDYRoFBwlb6g7m63bL0DFfaoLq7E5Vr+6m2b9lb6cBS2esvbXNhtf03l7SIsaHy9jW0b7m+jB5mK/DKl73wxYfPK6YfHoQvZ0th4gQITFtgkLBV7I40n7ZryZruhy09pHnvp/nV6kA95q02m1LV2XUuqbbylWpYiX3pumhAYJHAxa95eYhZ4TM8oESAAIGpCvQfttITaqVTV4tORcVLhbZLubbs0eZSHWi0obdrmVSbuUCIWZJW5mukPAIE1hToP2wtKiheZB1PURUbMA0XA8UGi2JN6fDYvraGhlerAzX0XFt281yaC4vVps2WllS7ExZ3E+MFW1XtpTjN7Gu+4RxOgAABAgTmJrCzv7/fy5wvveKqV1xwfi9dtenE9dptlLQhkJvAqSe3quiyK6++6MLDadO9vb3d3d1WB2tEgACBjQocPHTk6HWXpCWMt7O10YkbnAABAgQIECCwGQFhazPuRiVAgAABAgRmIrCtYWvp/SNmsn6mSYAAAQIECGQusK1hK3NW5REgQIAAAQIECgFhyzuBAAECBAgQIDCgQJ+/jThgmbomQGBmAn4bcWYLbroEpiNQ/W3E3sLWdJDMhACB/ATc+iG/NVERAQL1Am794J1BgAABAgQIEBhVwDVbo3IbjAABAgQIEJibgLA1txU3XwIECBAgQGBUAWFrVG6DESBAgAABAnMTELbmtuLmS4AAAQIECIwqIGyNym0wAgQIECBAYG4CwtbcVtx8CRAgQIAAgVEFhK1RuQ1GgAABAgQIzE1A2JrbipsvAQIECBAgMKqAsDUqt8EIECBAgACBuQkIW3NbcfMlQIAAAQIERhUQtkblNhgBAgQIECAwNwFha24rbr4ECBAgQIDAqALC1qjcBiNAgAABAgTmJrCzv78/tzmbLwECWyewt7e3u7u7dWUrmACBGQocPHTkTS8+K514z2HrwIEDsfebbrpphsSmTIDAEALC1hCq+iRAYAiBELaOXndJ2nP/pxFDxio+0uA1xGT0SYAAAQIECBDIX6D/sJX/nFVIgAABAgQIEBhNYKSwFXa5ShtdpWeKL9M2tY+LJ+NLtUct2lGLjdPDl/YWV6J6lK270d6mBiJAgAABAtsr0H/YipkmXrMVnimdWIzPFHDxyzYnH4vGpaNK/VRjUDpEulq1vS1NUdUZbe87QOUECBAgQIDAoAL9h60iV5WKLu1atQlVi6bdfN19dQutma/bVfzdjhp0IXVOgAABAgQI5CnQf9gq5lmKU/Gq+aiwTt5qoKwOlKe7qggQIECAAIGZCAwVtnrkW3pSb6WxuvXW7aiVCtOYAAECBAgQmKRA//fZSk+xpVdExR2v8KDILqWWaYPicWxWurIqrkTMQOn1YdV+Ove2qIZYgPOJk/xXYVIZCrjPVoaLoiQCBGoFqvfZ6jlsbYV7jG7dql3z8G6DOorAzAWErZm/AUyfwBYJjHFT0y3iUCoBAgQIECBAYGiBLbhmqxeC9CZbzv31QqoTAgQIECBAoI3AXMJW/C3F9ZPW+j20WRhtCBAgQIAAgWkIzCVsTWO1zIIAAQIECBDYOgFha+uWTMEECBAgQIDANgkIW9u0WmolQIAAAQIEtk6gz1s/XHrFVVs3fwUTINAgcNGFhzPxceuHTBZCGQQILBUY9j5bIWy94oLzlxahAQECmxU49eRW41925dXCVispjQgQIJAIuM+WtwMBAgQIECBAYFQB12yNym0wAgQIECBAYG4CwtbcVtx8CRAgQIAAgVEFhK1RuQ1GgAABAgQIzE1A2JrbipsvgbUEdl760fCZdlH6cq3eHUyAAIEpCgwStp551pklq+KZ8N/4Wfqy9PwUqc2JAAECBAgQmKPAIGGrAfITn76h+Axtqo/TA6uJbY7rY84E8hPY/+Xn2M3Kb1lURIBAvgKDhK2QotKoFB4X6WrpRzyw/SFL+9SAAIHRBNKTjGkgW/R4tMIMRIAAgQ0KDBK21pxPy2S25igOJ0Cgs0Dt5lZIVOH56kvF8zbDOms7kACBbRcYO2yl12bV2sUzjNsuq34CWyFw+Tvfc+Ds58fP8GXLshflrRiqGgJZyyE0I0CAwDQEhgpbi04IptdpTUPQLAhstcArX/bCFx8+r5hCeBC+XGc6xc5W+FynE8cSIEBgYgJDha2JMZkOgQkLXPyal4eYFT7Dg5Wmuc7JwbgBVn2wUg0aEyBAIH8BYSv/NVIhgcEFQsxaNWlVayqyV3qNfPFMsdGVPh58PgYgQIBATgIDhq3iTGLpavel12zlhKMWAgTKAqVThKWThtXTiGn72sfxSScfvdsIEJiqwIBhK5CVkla8YKv6/FR9zYsAAQIECBCYucCwYWvmuKZPgAABAgQIEBC2vAcIECBAgAABAgMKCFsD4uqaAAECBAgQICBseQ8QIECAAAECBAYUELYGxNU1AQIECBAgQGBnf3+/L4VLr7iqr670Q4BADgIXXXg4hzJCDXt7e7u7u5kUowwCBAg0CBw8dOTodZekDfoMW+gJECAwkICwNRCsbgkQ6F2gGracRuwdWYcECBAgQIAAgb8QELa8GwgQIECAAAECAwoIWwPi6poAAQIECBAgIGx5DxAgQIAAAQIEBhQQtgbE1TUBAgQIECBAQNjyHiBAgAABAgQIDCggbA2Iq2sCBAgQIECAgLDlPUCAAAECBAgQGFBA2BoQV9cECBAgQIAAAWHLe4AAAQIECBAgMKCAsDUgrq4JECBAgAABAsKW9wABAgQIECBAYEABYWtAXF0TIECAAAECBIQt7wECBAgQIECAwIACwtaAuLomQIAAAQIECAhb3gMECBAgQIAAgQEFeg5bBw4cKBVbfablbDofGPoPx8aPONw6HbasWTMCBAgQIECAQEmg57C1pm+ah2666aZ1eguHFx8y1jqMjiVAgAABAgTWFMgrbK05GYcTIECAAAECBHITGDVsVU/tBY7iyeJB9cvq81Gw9lxhG99FZxhjJW060YYAAQIECBAg0Eag/7CVZqD0FF54XD21F58MtRbnDYs2pdJjs9hh2lubeaZtas8wVodYtVvtCRAgQIAAAQJVgf7DVowytbGpVEHLa6o6XL8VM1/tsdVNrA5DeD8RIECAAAECBJYK9B+2lg7ZLW916HZR2ku301btVnsCBAgQIECAwEoCmw9bK5VbbeyXDdcEdDgBAgQIECAwqMB4Yas4Y1h8xHN2pS9jm6Vzji07nP5rP8rSMjQgQIAAAQIECDQL7Ozv72+7UZretn0u6idAoFZgb29vd3cXDgECBPIXOHjoyNHrLknrHG9nK38dFRIgQIAAAQIEehfY1rCV3mCiw5nE3h11SIAAAQIECBCoFdjWsJXeYMLSEiBAgAABAgSyFdjWsJUtqMIIECBAgAABAqmAsOX9QIAAAQIECBAYUEDYGhBX1wQIECBAgACBPm/9cOkVVwElQGBKAhddeDiT6bj1QyYLoQwCBJYKVG/90HPYesUF5y8tQgMCBDYrcOrJrca/7Mqrha1WUhoRIEAgEXCfLW8HAgQIECBAgMCoAq7ZGpXbYAQIECBAgMDcBIStua24+RIgQIAAAQKjCghbo3IbjAABAgQIEJibgLA1txU3XwJrCey89KPhM+2i9OVavTuYAAECUxQYKmw986wz42d7t3DIosa1HTa0b+hn6UsdKq/22aa2XgZq5q2WUXom/XJpPYuWNXbSZtbt3w9aEiBAgACBCQgMFbYCzSc+fUPx2f4HcGjcYNqhw7S3UqooDRReLUYvHqxaedFb+5mOOVDLt2nLiUecOOV01istd8vCNMtNYP+Xn2M3K7dFUQ8BAjkLDBi2cpt2zAExVy2tsDn8LT28oUGphuEG6lZk+3qK7NVtFEdNTyA9yZgGskWPpydgRgQIEKgKDHVT0zRMpJtGRQXpj+diXyTdVYpbJmnjRR3GA0s9F+3TzkOD+GQpH5SiTzWNxc2beGC1nuoGT7WAuAANgW9RzalS7KcYIv1vrUO68A2TXRpDFzVYCujfXlYC69zUNMSmsLMVprP0QalBtf1KJh3uIB8OWWkIjQkQmLzA7u7uCHMc7w7ypeRRmlvpnF01gtTGnWrQaWi2KMPVKrccLsa19EHDk7UhMkbJ2g2hqkztREpRr5RfF5VUO/RKOWnRsq7UyQhvdEM0C6Rh6/J3vuft73hPbP+ql7/wlS97YfFl7R3kY2aKeStNUbGfNJAVDdL/dligDmGrwygOIUCAwPoCo95BvvbKp/BTuboD1HJixbENmytpz9X80XKUolkv1x51O79WImozkdJOYcmh34mXrtlaqXONMxQI0erFh88rCgsPYtLqVmoIVcVnt8MdRYAAgUkKjHrNVpGTShGkfaxp+DFf2/OaC9a+sDUHKh2+TprpxWFTE++XUW/tBS5+zctDzAqf4UH7o0LLda6Uj1dxVR+sVIPGBAgQyF9g1LCVP0eocNVtoVXbFwilQNOtk349c6ih3xnprb1AiFmrJq1q50X2Sq+Rj2cPYzKz6dV+UbQkQGAyAgNeIB+NqpfDF2kjJptFV53HXFK0rJ6Vq166lPZc2+2ilWvoKk1gtZf2115BVXpy0RVa6RyLxzH01P7SQDqpGNqahWvdWq5O828SxE7aTHYy/2YmMJF1LpDf1PRds7UpeeMSILCqwHgXyK9a2cbbL7oUbOOFbbCAbibdjtrgNGc4tLA1w0U3ZQIERhMY9QL50WbVy0AuVCoxdstM3Y7qZQV1QoAAAQIE8hRwzdZfrEu3Xx7Mc13Xr6qbRrej1q9WDwQIECBAIFsBYSvbpVEYAQIECBAgMAUBYWsKq2gOBAgQIECAQLYCwla2S6MwAgQIECBAYAoCPd/6YQok5kCAwHcELrrwcCYYbv2QyUIogwCBpQLD3vph6fAaECBAoJuAsNXNzVEECIwv4NYP45sbkQCBjAQOfOejqKn4Kn1QrTW2SV+qfbLbPDt3VZpLt9FXOqpzqSuN0qFxdR3zLLVzVc0HtnkbL1XtXFvsefw35NJJ5dPANVv5rIVKCBAYVqDIVTc9+FE83tRHLz/Y+prL+sXUMpa6HWiUjazgSnNZqfEiyWKtNzJZg/YiIGz1wqgTAgRyF4hJqyi09KOrSGDt57Bq+/Y9t2nZPJc2PUyszWaXYxqYvRiu9I9oGm4tZ9HnBfIth9SMAAECqwqsf81WKaAUBcQn01fTTa+4B1b8FKm2L+2QxR82i56PncTM16aH0s+whrmkUbI0kXTKMW5W29QeVTq2OkqtT+0c05aLqq2m4dICNS9HadXim612ZUcTq+6n1r5bate6ucg2b+P03Vs87vEt3eafUrGm1X9oJZZFb49Vv2Nstr1rtjbrb3QCBHIXSE81tok48adg+kMi7aQ64dht2n/cVyiOLfXQ/qRnqZ/Sl8UPvNJP2drkVP2ZFydS7XPpHEtTbpjd0s5Tn5XeTItWdlCx9de6PV2q0fz+aWPY/IZsKR87qabn2vdM6Z3Z8CZsWUA+zZxGzGctVEKAQL4CtZtJQ5fby+U+paDWps82bYaee6n/UvBNk1+/lVTn3kajTZvmOtfvYanDCIbt/69gabUjgCytoccGwlaPmLoiQIBAnwLFxkC6PbBq76UeWkbG9cddtc6W7asnoVoe2L7ZpsRGMx/CsLprGFNXy7fcoo2udd787Rd9hJbC1gjIhiBAYPMCpVMSq/4veFZnNNacy+YXQwUEZiYgbM1swU2XwIwFYkaJVwfX/v90eLI4hVEKZO3zVjpQrffSrtIeas+nLJ1LbQ+145YulEmnXxtJYz3FgYsmWxpr0Sixh6VvzHS49PHSA4sGJZClS9+wA7SS2PprnZZa0i6+bJ5LKtzZcOlburaMdH+r5NnwfztL3/wtVzyrZn4bMavlUAwBAvUC6/824qZkO59G2VTBxiXQLOAtvfQd4rcRlxJpQIAAAQIECBDoU8BpxD419UWAAIFCID0RuehcDysCWyTgLb3OYjmNuI7e4Mfef//999133wMPPBBHOu6440444YTjjz9+8LENQCAnge09jZiToloIEBhDwGnEMZR7GWN/f//YsWP/8Qt3vvQPv/70f/PV+Bm+DE+Gl0KDXgbSCQECBAgQIDCogNOIg/J27LxIWj//x3f81PV7H/jCPWkv4cvw5Fv+5BvyVkdchxEgQIAAgXEF+g9b69z1tXQbtA4Uq947Jx1ipWObG6/UVXWa99xzzyV/+s333Xh3fOnmf/yU8Bm//PWjd4UGoVkHIocQIECAAAECYwr0H7Z6qX6l60nTZLPSgeuU2mGglgksXKf1oS8fC3GqubzQIDQLjdeZhWMJECBAgACBoQV6DlvFrQLDR8tgMfT0trH/cEV8NWk9+V99PnyWphOahcbbOEc1EyBAgACB+Qj0HLZq4YrgVTq9WPtkPDzNaqVbOVe/TDtvOLBoVq2kWvOiZukUagcqRcxq+9IztZE0/O5h6TqtUGHpNGJRc2iW/qLifN61Zkqgg0D81pFerlD6fhK/PzS0qf1X3KbzapvqcB3m5RACBPIXGCNsFd9QqjtebbbBYpt42q7oJ26exT8+UDqvlx5YCkZt9t6qtcVnSotarbBoUOqhVOei3vJ/x6iQwFYLFP/84/96lb4svlc0t2mYfu2B7YfbaljFEyDQINBn2CoCRDFY6Uxi7RVOHS57ijmmdk+ozUq3HLTabNVzo80Drdpbm6lpQ4DAqgLpNlU8tvO3l6Wjjzzc0no0IEBgHIE+w1bxP4vVbfl+Z7LBPaF+E1K/vfWLrDcCMxGIO+Vx7zn+H90QAiMPN8QU9EmAQAeB3sJWejYtfkMZ7n8QO0x16EP6mmy4R/w5TzqpTbWhWWjcpqU2BAi0FGi5+d2yt6XNRh5uaT0aECAwhMBIP6rjdlf6naX2ydIki+2fdO89PhNbVp8JL6UH9vLtrKhh0enF2pcWzSVuAdYWFv4az4uefkqbxQ7NQuM2LbUhQKD67zH+S4zfYeKDdKOr+cla2HidVunY0t5/6VVrRIDAVAXG+NuItUGkTTrZOvS+JlXcPr50U9Ogkd79ISStNzz79JNPPnnrlBRMoIOAv43YAc0hBAhsRMDfRtwI+8qDnnTSSf/8B05P97dK99kKL73+vzktNFu5awcQIECAAAEC4wqMdBpx3EmNOlp6XqCX85Wh+p2dnbBlFTau/vXzdkvXb4Uvw5PFnlZoNupUDUaAAAECBAisLjDGacTVq3LEQwLhr/GEe8Sndy4NV8SH67SOP/54RgRmJeA04qyW22QJbLWA04hbtnwhVIUdrFOSj/ClpLVlq6hcAgQIEJi3gNOI815/sydAgAABAgQGFhC2BgbWPQECBAgQIDBvAWFr3utv9gQIECBAgMDAAr1dIH/pFVcNXKruCRCYkcBFFx5OZ+sC+RmtvakS2HKB6gXyfYatV1xw/pb7KJ8AgWEFTm13F97Lrrxa2Bp2JfROgMBgAn4bcTBaHRMgQIAAAQIE6gRcs+V9QYAAAQIECBAYUEDYGhBX1wQIECBAgEAbgXAT7/B3ge9KPsKX4cmlx6b3/S41bnhpabf9NhC2+vXUGwECBAgQILCCwP7+fshV99xzT8hGt956648++BEehC/Dk+Gl0GBRd+GPrIQG4b/VBg0vrVBcT02FrZ4gdUOAAAECBAisKFAkrWuvvfbjH/94OPRDH/pQ0cEHPvCB8N/wZHhpUd4Kcer2G/7s+he/4I6bbyrlrfBlePK6f/w/fPVTH6uNYiuWuW7zQcLWM886M3ympZW+XLdqxxMgQIAAAQLbLxD2rn77t3/7V37lV173utddeOGFV199dTGn97///eHL8GR4KTQIzUpzDfte995770fe9HNf+egHr7/gL+WtImmFJ2/72Ec/+pZXh2YbP584SNja/tU3AwIEJihw4MCB0qyqz7ScducDQ//h2PgRh1unw9qaa0dZOruGMsYpe2mFGkxJIFySFWLQmWc+tDtzww033HnnncUEw4PwZfE4NAjNStdvHXfccSeeeOIPXnrlaU8545ufvzHmrZi0wpPhpee+9V2hWWi8Wbehhv/Ep2+wm7XZpTU6AQL9CqRB5Kabblqn83B48dF7xkqr6jBK87w6dLiOkmMnL1Cc4Dv77LOLvPWIRzziLW9+y/uuuTZ8hgfhyyJphQbhQfVs4AknnPDIJx943ruuTfNWsadVJK3wUmgQmm1ccqiw1TCx4iRjGsWKx7UnHyW2jb9FFECAAAECBIYQKK6ID6cOv/zlL4f+j7z2yF/9q8/83I2fC5/hQfgyPBleCg2K6+WrNVTzVoZJK5Q9YNiq3dwK4Sk8X3yW8lbpydhS3hriLa5PAhsXuPyd7zlw9vPjZ/hysyVVT+2FeooniwfVL6vPxyl0O4sXh0h3vEpDr6PUPMc4nWKI2saLRl90YjQCrlO2Yycs8NM//dMhSxVnD4uk9epX/1z4LPJWeDK8FBqEZosQSnkrtz2touwBw1bovf3JxNCy6ljd65rwG87UCMxN4JUve+GLD59XzDo8CF+OIJBmoFKgqZ4jCw2KJ0Nh8b/VE22xWewwPtPhbGPtqbrqEG2s4mRjGc1zTPtcdQo9lt1matoQ2C6BYcPWmhZxD2zNfhxOgECeAhe/5uUhZoXP8GCcCmMmiCmqYdyW11R1SFTVGFQKOqVruRqGaNh/WhSASheftb9urMeyx1luo+Qv8Gu/9msveclLisuzPvnJTxw84+Db3vZL4TM8CF+GJ8NLoUFotmgupSviS9fLZyIweNhqv7mViYgyCBAYUyDErNGSVod5tcxbq/YcY1D1wHQ7rU23DV217Lz9HHssu83UtJm8QPglwcc//vE/9mM/9oQnPCFM9hcv+8UibxVJK3wZngwvhQahWe1vFJaSVrgivnS9fA432QqzGDxsld4rRfYqPmtPHcb2acvJv+FMkACBSQq03zSa5PRNikCzQPF7guHOpcVdHsLlWW+4+A3/07kvCJ/hQXEhV3ipuN9p9ZcKq0kr/O5h9fcTc8hbg4StUooqzgamKar6TPpqQ0tvXAIECAwhUOzuFB/xnF3py9hmaQGxZYczjO1HWVpG7TVbpSvWS3OMfaYgSwcKDXosu81w2kxD4Pjjjw/7Ven9tIrzieEjPEjvvxWahcbprIubmv7xRT9buiK+dL38h37+ghxuarrT8CeHVlrLS6+46hUXnL/SIRoTIDA3gVNPbjXjy668+qILD6dN9/b2dnd3Wx2cWaM0vWVWmnIIbF6g+HM94R7xxf20wo3jwy3jQ1nnP/hRbHr9+I//+Mknn7yzs1Mqt/hzPeEm8uHWpqX7aRWbXiFpPecNb3vc9z9r5FttHTx05Oh1l6TVDrKztfnVUwEBAgQIECCQvUCIUCFIveAFLyjuXPrc5z63KPmcc84J/w1Phpdqk1Z4NUSoR5/5jOf9as2dS4v9ref/q38/ftKqJRe2sn8nKpAAgW0TSG8w0eFM4rZNV70E1hIo8tZJJ51UXC//bx/8KK6ID08uSlrFkCFUhQa1G1cNL61VbqeDha1ObA4iQIDAYoH0BhOcCBBoIxAuyQqx6ZTkI3xZuk6rftNo8d893PifRIwFC1tt3gPaECBAgAABAgQ6CvR5gXzHEhxGgACBisBkLpC3tgQIzE2geoF8b2FrbpTmS4DAmALb+9uIYyoZiwCBHAT8NmIOq6AGAgQIECBAYEYCrtma0WKbKgECBAgQIDC+gLA1vrkRCRAgQIAAgRkJCFszWmxTJUCAAAECBMYXELbGNzciAQIECBAgMCMBYWtGi22qBAgQIECAwPgCwtb45kYkQIAAAQIEZiQgbM1osU2VAAECBAgQGF9A2Brf3IgECBAgQIDAjASErRkttqkSIBAEDjz4sT5F0U/nrjofWFv5ot7aP1+07Kuq2t5Knbevbf3F0gOBzQoIW5v1NzoBAlspEILCTd/56BZQwtH9zrxaRofCaqvq0E+/U9MbgW0XELa2fQXVT4DACgIxJPUYIHqPTSvMp2vTUHMqULB07WzhcekoxRBx0IFG7H0KOiTQi4Cw1QujTggQ2GKBeM6rlD/ClBadKCyFlWLypca13RbN4n/TA0ujrxoHG/JTy/N3aVWl4uPUqkRx4qsWHN8xtciL5Lf4fab0GQsIWzNefFMnQOA7ArU7Xs3bYLXhpsOOUXpGMmav4hRl5/jSy8LGwkJvRT2Lul3njGoH+V5mpxMCYwoIW2NqG4sAgU0KpKeuSlGmNkksPbNWjValeFT00OH02aJ9neL5RSEsDlQ6SVdbwKLGcYWWTj9dy1W3ANPOq8euNPQm31LGJtBOQNhq56QVAQKTEIhhpa9NozTHxA2e9akWddXjEOsXGXtI98A6dJvnpDpMxCEEFgkIW94bBAjMQiA9W7fOaa8Ca9WsVmSy0obTEO7FQNWdod4LaC+QlrSovCEo9EkgHwFhK5+1UAkBAhsTiDte1dNbzdklvhrTTPsUUsy2emDnrlblaxl9Yj1ptSlU2qBbDaUzibXLsWrP2hPIR2Bnf38/n2pUQoAAgVqBvb293d3dgXBq49QIu1ADTWdRt9Ob0ciAhiPQUuDgoSNHr7skbWxnqyWdZgQIECBAgACBLgLCVhc1xxAgQGCLBMa5XGyLQJRKYGQBYWtkcMMRIJCdQLf7PmQ3jcUFFb8QsEUFK5XAxASErYktqOkQIECAAAECeQkIW3mth2oIECBAgACBiQkIWxNbUNMhQIAAAQIE8hIQtvJaD9UQIECAAAECExMQtia2oKZDgAABAgQI5CUgbOW1HqohQIAAAQIEJiYgbE1sQU2HAAECBAgQyEtA2MprPVRDgAABAgQITExA2JrYgpoOAQIECBAgkJeAsJXXeqiGAAECBAgQmJiAsDWxBTUdAgQIECBAIC8BYSuv9VANAQIECBAgMDEBYWtiC2o6BAgQIECAQF4CwlZe66EaAgQIECBAYGICwtbEFtR0CBAgQIAAgbwEhK281kM1BAgQIECAwMQEhK2JLajpECBAgAABAnkJCFt5rYdqCBAgQIAAgYkJCFsTW1DTIUCAAAECBPISELbyWg/VECBAgAABAhMTELYmtqCmQ4AAAQIECOQlIGzltR6qIUCAAAECBCYmIGxNbEFNhwABAgQIEMhLQNjKaz1UQ4AAAQIECExMQNia2IKaDgECBAgQIJCXgLCV13qohgABAgQIEJiYgLA1sQU1HQIECBAgQCAvAWErr/VQDQECBAgQIDAxAWFrYgtqOgQIECBAgEBeAsJWXuuhGgIECBAgQGBiAsLWxBbUdAgQIECAAIG8BIStvNZDNQQIECBAgMDEBIStiS2o6RAgQIAAAQJ5CQhbea2HaggQIECAAIGJCQhbE1tQ0yFAgAABAgTyEhC28loP1RAgQIAAAQITExC2JragpkOAAAECBAjkJSBs5bUeqiFAgAABAgQmJiBsTWxBTYcAAQIECBDIS0DYyms9VEOAAAECBAhMTEDYmtiCmg4BAgQIECCQl8DO/v5+XhWphgABAhWBvb293d1dMAQIEMhf4OChIz/8rDPTOu1s5b9qKiRAgAABAgS2WEDY2uLFUzoBAgQIECCQv4Cwlf8aqZAAAQIECBDYYgFha4sXT+kECBAgQIBA/gLCVv5rpEICBAgQIEBgiwWErS1ePKUTIECAAAEC+QsIW/mvkQoJECBAgACBLRYQtrZ48ZROgAABAgQIZCjw+a98M/0UtjJcIyURIECAAAEC0xEQtqazlmZCgAABAgQIZCggbGW4KEoiQIAAAQIEpiMgbE1nLc2EAAECBAgQyFBA2MpwUZREgAABAgQITEdA2JrOWpoJAQIECBAgkKGAsJXhoiiJAAECBAgQmI6AsDWdtTQTAgQIECBAIEMBYSvDRVESAQIECBAgMB0BYWs6a2kmBAgQIECAQIYCwlaGi6IkAgQIECBAYDoCwtZ01tJMCBAgQIAAgQwFhK0MF0VJBAgQIECAwHQEhK3prKWZECBAgAABAhkKCFsZLoqSCBAgQIAAgekICFvTWUszIUCAAAECBDIUELYyXBQlESBAgAABAtMRELams5ZmQoAAAQIECGQoIGxluChKIkCAAAECBKYjIGxNZy3NhAABAgQIEMhQYGd/fz/DspREgACBVGBvb293d5cJAQIE8hc4eOjIb/3L16V12tnKf9VUSIAAAQIECGyxgLC1xYundAIECBAgQCB/AWEr/zVSIQECBAgQILDFAsLWFi+e0gkQIECAAIH8BYSt/NdIhQQIECBAgMAWCwhbW7x4SidAgAABAgTyFxC28l8jFRIgQIAAAQJbLCBsbfHiKZ0AAQIECBDIX0DYyn+NVEiAAAECBAhssYCwtcWLp3QCBAgQIEAgfwFhK/81UiEBAgQIECCwxQLC1hYvntIJECBAgACB/AWErfzXSIUECBAgQIDAFgsIW1u8eEonQIAAAQIE8hcQtvJfIxUSIECAAAECWywgbG3x4imdAAECBAgQyF9A2Mp/jVRIgAABAgQIbLGAsLXFi6d0AgQIECBAIH8BYSv/NVIhAQIECBAgsMUCwtYWL57SCRAgQIAAgfwFhK3810iFBAg8bHd3lwIBAgS2VEDY2tKFUzYBAgQIECCwHQLC1naskyoJECBAgACBLRUQtrZ04ZRNgAABAgQIbIeAsLUd66RKAgQIECBAYEsFhK0tXThlEyBAgAABApkKPPExd6efwlam66QsAgQIECBAYBoCwtY01tEsCBAgQIAAgUwFhK1MF0ZZBAgQIECAwDQEhK1prKNZECBAgAABApkKCFuZLoyyCBAgQIAAgWkICFvTWEezIECAAAECBDIVELYyXRhlESBAgAABAtMQELamsY5mQYAAAQIECGQqIGxlujDKIkCAAAECBKYhIGxNYx3NggABAgQIEMhUQNjKdGGURYAAAQIECExDQNiaxjqaBQECBAgQIJCpgLCV6cIoiwABAgQIEJiGgLA1jXU0CwIECBAgQCBTAWEr04VRFgECBAgQIDANAWFrGutoFgQIECBAgECmAsJWpgujLAIECBAgQGAaAsLWNNbRLAgQIECAAIFMBYStTBdGWQQIECBAgMA0BIStaayjWRAgQIAAAQKZCghbmS6MsggQIECAAIFpCAhb01hHsyBAgAABAgQyFRC2Ml0YZREgQIAAAQLTEBC2prGOZkGAAAECBAhkKiBsZbowyiJAgAABAgSmISBsTWMdzYIAAQIECBDIVEDYynRhlEWAAAECBAhMQ0DYmsY6mgUBAgQIECCQqYCwlenCKIsAAQIECBCYhoCwNY11NAsCBAgQIEAgUwFhK9OFURYBAgQIECAwDQFhaxrraBYECBAgQIBApgLCVqYLoywCBAgQIEBgGgLC1jTW0SwIECBAgACBTAWErUwXRlkECBAgQIDANASErWmso1kQIECAAAECmQoIW5kujLIIECBAgACBaQgIW9NYR7MgQIAAAQIEMhUQtjJdGGURIECAAAEC0xAQtqaxjmZBgAABAgQIZCqws7+/30tp11xzTS/9ZNvJueeem21tCiNAgACBDQrM8CfgDKfc/g128NCRD773VWn7PsPW8553TvtStqvl9dd/QNjariVTLQECBEYTCMljbj8BZzjl9m+nathyGrG9npYECBAgQIAAgZUFhK2VyRxAgAABAgQIEGgvIGy1t9KSAAECBAgQILCygLC1MpkDCBAgQIAAAQLtBYSt9lZaEiBAgAABAgRWFthk2Hr2s58VP1cu3AEECBAgQGBCAjP8gTjolEPn+bw7Nhm2gsKf/MnHis9+RbIi7ndqeiNAgACB6QmEH1vxB2LnH2GdD9yIZy9T3kjlHQbdcNjqULFDCBAgQIDAlASK2BFn1PsGRIZWc5tyRmErjeTxcfGg2GlM3y7VvcdSy+ohGb7blESAAAECBBYJxJ9rRYPSz7XSz8Hqj8tt/Dm49Id7tKptme3e3obDVooVsnx8r6S5Pu40pgmsdrs1tgyLMcTZSd8RCBAgQIDAmAJxB6j6o7D0c7D4uRl/9lXbj1l257Gaf7jXxoCYRItj88xbGw5bpWu2CqbSDmr7DdX2LTu/DxxIgAABAgRGEyhtPdSe5GnYGMszeTTrVTfkWv5wz3knb8Nha7T3q4EIECBAgMBWC5S2J9KTObXzGuhX0AY1XDqphtFznm9eYatQ7jeJp7uOcbNx0PeKzgkQIECAQHuB0g++fn8Iti9jzJZzm/KGw1Z6zVY8gVhdg6JZ3EgsGpSeTN8lscGYbx1jESBAgACBbgLtf67FKFb9SZc+k3bYraShj6qdcssf39XZZT7fnf39/V5Ar7nmmuc975xeuko7qV7C1fsQbTq8/voPnHvuuW1aakOAAAECcxMY6CdgJoy1PwFnOOX2y3Hw0JEPvvdVafsN72y1L11LAgQIECBAgMA2Cghb27hqaiZAgAABAgS2RiD3sNXyFz63xluhBAgQIECAwMwEcg9bM1sO0yVAgAABAgSmJiBsTW1FzYcAAQIECBDISqDP30bMamK9F+O3EXsn1SEBAgSmIRB+NW8aE1k0i+pPwBlOuf0SV38bsbew1b4ILQkQIECAAAECUxVw64eprqx5ESBAgAABApkKuGYr04VRFgECBAgQIDANAWFrGutoFgQIECBAgECmAsJWpgujLAIECBAgQGAaAsLWNNbRLAgQIECAAIFMBYStTBdGWQQIECBAgMA0BIStaayjWRAgQIAAAQKZCghbmS6MsggQIECAAIFpCAhb01hHsyBAgAABAgQyFRC2Ml0YZREgQIAAAQLTEBC2prGOZkGAAAECBAhkKiBsZbowyiJAgAABAgSmISBsTWMdzYIAAQIECBDIVEDYynRhlEWAAAECBAhMQ0DYmsY6mgUBAgQIECCQqYCwlenCKIsAAQIECBCYhoCwNY11NAsCBAgQIEAgUwFhK9OFURYBAgQIECAwDQFhaxrraBYECBAgQIBApgI7Z/zwazMtTVkECBAgQIAAgS0U+OB7X5VWvfPFW760hbNQMgECBAgQIEBgOwScRtyOdVIlAQIECBAgsKUCwtaWLpyyCRAgQIAAge0Q+P8B0fxozqL6DvIAAAAASUVORK5CYII=)

![](data:image/png;base64,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)

Pass Diana2019

![](data:image/png;base64,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)

1. En el modelo pet cambiar la ruta de publicación en azure por la que se creo que seria para el caso esta

<https://myvirtualweb.azurewebsites.net>

1. Extensión al vs y nuget al proyecto se le debe agregar una extensión al VS llamada prism template pack
2. Agregar un nyevo proyecto a la solución en plantillas buscar Prism escoger Prism blank app(xamarin.forms) llamar MyVet.Prism crea 4 proyectos nuevos
3. Para que dispositivo android funcione toca habilitar depuración usb
4. Borrar en el proyecto compartido de Prism mainViewModel
5. En la carpeta view del proyecto Prism adicionar nuevo elemento Prism – xamarin form de tipo contentPage llamada LoginPage

**StackLayout:** Los elementos que se vayan colocando se apilan hacia abajo tiene propiedad **Padding:** Unidad que se calcula dependiendo de la densidad y tamaño del pantalla del telefono izq, arri, der, aba

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.LoginPage"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Label

Text="Email"/>

<Entry

Keyboard="Email"

Placeholder="Ingrese su correo..."

Text="{Binding Email}"/>

<Label

Text="Contraseña"/>

<Entry

IsPassword="True"

Placeholder="Ingrese su contraseña..."

Text="{Binding Password}"/>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

HeightRequest="46"

Text="Ingresar"

TextColor="White"/>

</StackLayout>

</ContentPage>

1. En el app.xaml se define el diccionario de recursos por la clase asociada es donde dice por donde arranca la aplicación que por defecto dice mainPage se cambia a LoginPage y en el método se debe borrar la relacionada al mainPage para que no saque error ahi se configura la inyección de dependencia
2. Cada binding debe tener relación en la LoginPageViewModel para este caso
3. En la loginPageViewModel y en todas las viewModel se cambia la herencia, por defecto viene BindableBase se debe cambiar por ViewModelBase
4. Despues de ese cambio el contructor saca error se le debe mandar una inyeccion que es importante en Prism INavigationService como parámetro y al contructor base se le manda la clase navigationService este es el constructor

public LoginPageViewModel(

INavigationService navigationService) : base(navigationService)

{

}

1. La navigationPage tiene la propiedad title por lo que dentro del anterior método se coloca en el contructor

Title = "Ingresar";

1. Orden como deben de ir por el mismo orden

* Atributos privados
* Constructor
* Propiedades publicas
* Métodos públicos
* Métodos privados

1. Para el binding de email se define propiedad
2. Las propiedades que no se vayan a cambiar desde la viewModel como el email se define así

public string Email { get; set; }

1. Las propiedades que se les quiera hacer cambio desde la viewModel y que ese cambio se vea reflejado en la interface de usuario para el caso seria password

* Se crea atributo privado (según orden antes mencionado)

private string \_password;

* Se crea la pripedad publica (nombre que se le da en el binding iniciando con mayuscula). Esto se hace con todas las propiedades que se desee que cuando se haga cambio en viewModel ese cambio se vea reflejado en la interface de usuario

public string Password

{ get => \_password;

set => SetProperty(ref \_password, value);

}

1. Se continua con el siguiente binding IsRunning lo primero es preguntar si se hacen cambios desde la viewModel para este caso si porque cuando se empieza a procesar se le dice que se active y cuando termine que se desactive se le crea atributo privado(al inicio) y propiedad

private bool \_isRunning;

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

1. Para el caso de IsEnabled es igual
2. Los bool por defecto arrancan en false en el constructor para el isenabled se debe de colocar en verdadero para que se habilite para el caso del isrunning no se jace nada

IsEnabled = true;

1. Para el caso del binfing con el LoginCommand como es un botón

* Se crea propiedad privada de tipo DelegateCommand

private DelegateCommand \_loginCommand;

* Se crea la propiedad publica que en la forma nueva queda así solo ejecute la acción cuando lo primero sea nulo

public DelegateCommand LoginCommand => \_loginCommand ?? (\_loginCommand = new DelegateCommand(Login));

l

* Crear el método Login

private async void Login()

{

//validar que se haya digitado email y pass

if(string.IsNullOrEmpty(Email))

{

await App.Current.MainPage.DisplayAlert("Error", "Usted debe ingresar un email", "Accept");

return;

}

if (string.IsNullOrEmpty(Password))

{

await App.Current.MainPage.DisplayAlert("Error", "Usted debe ingresar una contraseña", "Accept");

return;

}

await App.Current.MainPage.DisplayAlert("Oh", "Listo", "Accept");

}

1. Para consumir los servicios se crean unas clases agregar en la carpeta common la clase response que será genérica y se utilizara para dar el estado de cuando se consuma cualquier cosa en el API

public class Response

{

public bool IsSuccess { get; set; }

public string Message { get; set; }

public object Result { get; set; }

}

1. Se crea otra clase para que devuelva el token para login con los atributos correspondientes user y pass

public class TokenRequest

{

public string Username { get; set; }

public string Password { get; set; }

}

1. Lo anterior devuelve el token y la fecha de expiración para lo cual toca crear la clase tokenResponse

public class TokenResponse

{

public string Token { get; set; }

public DateTime Expiration { get; set; }

public DateTime ExpirationLocal => Expiration.ToLocalTime();

}

1. Se crea clase genérica que se va poder usar trasnversalmente en toda la aplicación en la arpeta ccomon se agrega carpeta service dentro de la cual se agrega la interface IApiService tendra dos métodos que se habilitan en el token

public interface IApiService

{

Task<Response> GetOwnerByEmail(

string urlBase,

string servicePrefix,

string controller,

string tokenType, // para el caso es bearer

string accessToken, // num largo que genera

string email);

Task<Response> GetTokenAsync( //se obtiene token con este metodo

string urlBase, // url de publicacion

string servicePrefix, //ruteo del controlador

string controller, // nombre controlador y la accion

TokenRequest request); // este ultimo combinacion d usuario y pasa

}

1. Descerializar coger un string y volverlo objeto y serializar es coger un objeto y volverlo string
2. La implementación de esos métodos en la clase ApiService

public class ApiService : IApiService

{

public async Task<Response> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request) //request combinacion email - pass

{

try

{

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var token = JsonConvert.DeserializeObject<TokenResponse>(result);

return new Response

{

IsSuccess = true,

Result = token

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

public async Task<Response> GetOwnerByEmail(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken,

string email)

{

try

{

var request = new EmailRequest { Email = email };

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var owner = JsonConvert.DeserializeObject<OwnerResponse>(result);

return new Response

{

IsSuccess = true,

Result = owner

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

}

1. Se necesita matricular la dirección url para no tenr que firmar esa url en cada método y poderlo reusar esto se haría en el diccionario de recursos donde se pueden meter muchas cosas archivo de confirguracion general que tienen las aplicaciones de movilidad
2. En el app.xaml se coloca un parámetro string que se llama urlAPI DONDE SE COLOCA la dirección de azure

<Application.Resources>

<ResourceDictionary>

<!-- Parameters -->

<x:String x:Key="UrlAPI">hthttps://myvirtualweb.azurewebsites.net</x:String>

</ResourceDictionary>

</Application.Resources>

</prism:PrismApplication>

1. En la clase del app.xaml se inyecta el apiservice

protected override void RegisterTypes(IContainerRegistry containerRegistry)

{

containerRegistry.Register<IApiService, ApiService>();

containerRegistry.RegisterForNavigation<NavigationPage>();

containerRegistry.RegisterForNavigation<LoginPage, LoginPageViewModel>();

}

1. Algunas adiciones al loginPageViewModel

public class LoginPageViewModel : ViewModelBase

{

private readonly IApiService \_apiService;

private string \_password;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_loginCommand;

public LoginPageViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

Title = "Ingresar";

IsEnabled = true;

\_apiService = apiService;

}

public string Email { get; set; }

public string Password

{

get => \_password;

set => SetProperty(ref \_password, value);

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

public DelegateCommand LoginCommand => \_loginCommand ?? (\_loginCommand = new DelegateCommand(Login));

private async void Login()

{

//validar que se haya digitado email y pass

if (string.IsNullOrEmpty(Email))

{

await App.Current.MainPage.DisplayAlert("Error", "Usted debe ingresar un email", "Accept");

return;

}

if (string.IsNullOrEmpty(Password))

{

await App.Current.MainPage.DisplayAlert("Error", "Usted debe ingresar una contraseña", "Accept");

return;

}

//mientras opere

IsRunning = true;

IsEnabled = false;

var request = new TokenRequest

{

Password = Password,

Username = Email,

};

var url = App.Current.Resources["UrlAPI"].ToString(); //urlapi es como se llama en el app.xaml

var response = await \_apiService.GetTokenAsync(url, "/Account", "/CreateToken", request);

if (!response.IsSuccess)

{

//cuando termine

IsRunning = false;

IsEnabled = true;

await App.Current.MainPage.DisplayAlert("Error", "User or password incorrect.", "Accept");

Password = string.Empty;

return;

}

//aquí va código para navegar a otra pagina

}

}

1. Crear otra pagina donde se muestra la lista de mascotas que tiene el propietario que se logueo esta nueva pagina creada va a ser de tipo Prism content page llamada PetsPage a la cual inicialmente se
2. En la petsPageViewModel se hace el cambio de quien va a heredar no es el que sale por defecto que es **BindableBase sino de la ViewModelBase** y se necesita al igual que en la anterior inyectar **INavigation Service** por lo que en el constructor se coloca como parámetro mandado a la clase padre y aquí se colocaría el valor d ela propiedad **Title**

public class PetsPageViewModel : ViewModelBase

{

public PetsPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = “Pets”;

}

}

1. **En la loginPageViewModel se inyecta el navigationService pero no se inicializo como capo lo que se debe hacer para poderlo usar por lo que ese es el paso siguiente**

public class LoginPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private string \_password;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_loginCommand;

public LoginPageViewModel(

INavigationService navigationService,

IApiService apiService ) : base(navigationService)

{

Title = "Ingresar";

IsEnabled = true;

\_navigationService = navigationService;

\_apiService = apiService;

}

1. El pedazo que quedo pte en el 167en el loginPageViewModel diciendo que navegue a la ste pagina quedaría así

Password = string.Empty;

await \_navigationService.NavigateAsync("PetsPage");

1. Consumir wl owner agregando las líneas de código en el loginViewModel para que salga la lista de mascotas de ese propietario

if (!response.IsSuccess)

{

//cuando termine

IsRunning = false;

IsEnabled = true;

await App.Current.MainPage.DisplayAlert("Error", "Usuario o contraseña incorrecta", "Accept");

Password = string.Empty;

return;

}

//consumir owner

var token = (TokenResponse)response.Result;

var response2 = await \_apiService.GetOwnerByEmailAsync(url, "api", "/Owners/GetOwnerByEmail", "bearer",token.Token,Email);

if (!response2.IsSuccess)

{

IsRunning = false;

IsEnabled = true;

await App.Current.MainPage.DisplayAlert("Error", "Este usuario tiene un problema. Llama a soporte técnico", "Accept");

Password = string.Empty;

return;

}

//descerialzar objeto usuario

var owner = (OwnerResponse)response2.Result;

var parameters = new NavigationParameters

{

{ "owner", owner }

};

IsRunning = false;

IsEnabled = true;

await \_navigationService.NavigateAsync("PetsPage",parameters);

Password = string.Empty;

1. En la petsPage se sobreescribe el método onNavigationgTo y se crea la propiedad privada \_owner

private OwnerResponse \_owner;

public PetsPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Pets";

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if(parameters.ContainsKey("owner"))

{

\_owner = parameters.GetValue<OwnerResponse>("owner"); Title = $"Mascotas de: { \_owner.FullName}";

}

}

1. Probar
2. **El petPage quedaría así**

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetsPage"

BackgroundColor="Silver"

Title="{Binding Title}">

<StackLayout

Padding="10">

<ListView

BackgroundColor="Transparent"

HasUnevenRows="True"

ItemsSource="{Binding Pets}"

SeparatorVisibility="None">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Frame

CornerRadius="10"

HasShadow="True"

Margin="0,0,0,5">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

Source="{Binding ImageUrl}"

WidthRequest="100"/>

<Grid

Grid.Column="1">

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="2\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Nombre"/>

<Label

Grid.Column="1"

Grid.Row="0"

FontAttributes="Bold"

Text="{Binding Name}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Born"/>

<Label

Grid.Column="1"

Grid.Row="1"

FontAttributes="Bold"

Text="{Binding Born, StringFormat='{0:yyyy/MM/dd}'}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="Raza"/>

<Label

Grid.Column="1"

Grid.Row="2"

FontAttributes="Bold"

Text="{Binding Race}"/>

</Grid>

</Grid>

</Frame>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. En el petPageViewModel toca crear el atributo privado de tipo observablecollection

private ObservableCollection<PetResponse> \_pets;

1. Su respectiva propiedad publica

public ObservableCollection<PetResponse> Pets

{

get => \_pets;

set => SetProperty(ref \_pets, value);

}

1. En el método que se sobrescribió ya se puede cargar la propiedad

if(parameters.ContainsKey("owner"))

{

\_owner = parameters.GetValue<OwnerResponse>("owner");

Title = $"Mascotas de: { \_owner.FullName}";

Pets = new ObservableCollection<PetResponse>(\_owner.Pets);

}

1. Probar
2. Buscar iconos en el android asset studio Iconos genéricos en carpeta de recursos de proyecto android crear carpeta drawable dentro de la cual guardar icono > se puede hacer con todos los tamaños pero inicialmente con colocar el tamaño estándar es suficiente para el proyecto ios se pone en la raíz de la carpeta resources y en el proyecto uwp se coloca iconos en la raíz del proyecto
3. Se adicina en la grid principal otra columna para esa imagen quedando así

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

Source="{Binding ImageUrl}"

WidthRequest="100"/>

<Grid

. . .

</Grid>

<Image

Grid.Column="2"

Source="ic\_chevron\_right"

</Image>

</Grid>

1. Xamarin form control pagna controles nativos
2. Syncfusion xamarin controles avanzados
3. En el proyecto compartido en los viewModel agregar un viewModel origen de una lista el cual se llamara PetItemViewModel
4. En el petPageViewModel cambiar el modelo en el que se base la observableCollection que es petResponse al nuevo modelo creado en el paso anterior se hace cambio en el atributo privado como en la propiedad publica y en el método la instancia también se cambia y ya no se manda la colección de pet \_owner.Pets toca hacer una transformación con la función select

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if(parameters.ContainsKey("owner"))

{

\_owner = parameters.GetValue<OwnerResponse>("owner");

Title = $"Mascotas de: { \_owner.FullName}";

Pets = new ObservableCollection<PetItemViewModel>(\_owner.Pets.Select(p => new PetItemViewModel

{

Born = p.Born,

Histories = p.Histories,

Id = p.Id,

ImageUrl = p.ImageUrl,

Name = p.Name,

PetType = p.PetType,

Race = p.Race,

Remarks = p.Remarks

}).ToList());

}

}

1. En el pagePage hacerle cambios a Image quedando así

<Image

Grid.Column="2"

Source="ic\_chevron\_right">

<Image.GestureRecognizers>

<TapGestureRecognizer

Command="{Binding SelectPetCommand}"/>

</Image.GestureRecognizers>

</Image>

1. Ese selectPetCommand se llama en el petItemViewModel
2. Con este se debe navagar a otra pagina en views construir nueva contentPage de Prism llamada PetPagea la cual se le binding el titulo

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetPage"

Title="{Binding Title}">

</ContentPage>

1. En el petItemViewModel agrega constructor

public class PetItemViewModel : PetResponse

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectPetCommand;

public PetItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectPetCommand => \_selectPetCommand ?? (\_selectPetCommand = new DelegateCommand(SelectPet));

private async void SelectPet()

{

var parameters = new NavigationParameters();

parameters.Add("pet", this);

await \_navigationService.NavigateAsync("PetPage");

}

}

1. El petPageViewModel

public class PetPageViewModel : ViewModelBase

{

private PetResponse \_pet;

public PetPageViewModel(INavigationService navigationService) : base(navigationService)

{

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if(parameters.ContainsKey("pet"))

{

\_pet = parameters.GetValue<PetResponse>("pet");

Title = \_pet.Name;

}

}

}

181 y en el petsPageViewModel toca inyectar navigatorservice

public class PetsPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private OwnerResponse \_owner;

private ObservableCollection<PetItemViewModel> \_pets;

public PetsPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Pets";

\_navigationService = navigationService;

}

public ObservableCollection<PetItemViewModel> Pets

{

get => \_pets;

set => SetProperty(ref \_pets, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if(parameters.ContainsKey("owner"))

{

\_owner = parameters.GetValue<OwnerResponse>("owner");

Title = $"Mascotas de: { \_owner.FullName}";

Pets = new ObservableCollection<PetItemViewModel>(\_owner.Pets.Select(p => new PetItemViewModel(\_navigationService)

{

Born = p.Born,

Histories = p.Histories,

Id = p.Id,

ImageUrl = p.ImageUrl,

Name = p.Name,

PetType = p.PetType,

Race = p.Race,

Remarks = p.Remarks

}).ToList());

}

1. Si se quiere que pase a la otra pagina tocando desde cualquier parte de la pagina el binding para selectPetCommand en la petPage cambia de lugar y el código quedaría así

<Frame

CornerRadius="10"

HasShadow="True"

Margin="0,0,0,5">

<Frame.GestureRecognizers>

<TapGestureRecognizer

Command="{Binding SelectPetCommand}"/>

</Frame.GestureRecognizers>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

Source="{Binding ImageUrl}"

WidthRequest="100"/>

<Grid>

.. .

</Grid>

<Image

Grid.Column="2"

Source="ic\_chevron\_right"/>

</Grid>

</Frame>

1. En el pagePetViewModel se crea la propiedad publica

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

1. En el petPageViewModel establecer el pet SE HACE UNOS CAMBIOS

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if(parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

Title = Pet.Name;

}

}

1. En el petPage

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetPage"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Image

HeightRequest="250"

Source="{Binding Pet.ImageUrl}"/>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Nombre"/>

<Label

Grid.Column="1"

Grid.Row="0"

FontAttributes="Bold"

Text="{Binding Pet.Name}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Born"/>

<Label

Grid.Column="1"

Grid.Row="1"

FontAttributes="Bold"

Text="{Binding Pet.Born, StringFormat='{0:yyyy/MM/dd}'}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="Raza"/>

<Label

Grid.Column="1"

Grid.Row="2"

FontAttributes="Bold"

Text="{Binding Pet.Race}"/>

<Label

Grid.Column="0"

Grid.Row="3"

Text="Tipo mascota"/>

<Label

Grid.Column="1"

Grid.Row="3"

FontAttributes="Bold"

Text="{Binding Pet.PetType}"/>

<Label

Grid.Column="0"

Grid.Row="4"

Text="Comentarios"/>

<Label

Grid.Column="1"

Grid.Row="4"

FontAttributes="Bold"

Text="{Binding Pet.Remarks}"/>

</Grid>

</StackLayout>

</ContentPage>

1. Para areglar problemas para mostrar imágenes en android se debe actualizar la librería de xamarin forn a la del video de la 3.6.0344457 a 4.2.0.709249 la xamarin.android a la versión 28.0.0.1
2. En la solución agrefar el nuget xamarin.FFImageLoading.Forms en Prism, android y ios
3. En android en el main.activity se debe inicializar el render de la librería que se agrego

protected override void OnCreate(Bundle bundle)

{

TabLayoutResource = Resource.Layout.Tabbar;

ToolbarResource = Resource.Layout.Toolbar;

base.OnCreate(bundle);

global::Xamarin.Forms.Forms.Init(this, bundle);

FFImageLoading.Forms.Platform.CachedImageRenderer.Init(true);

LoadApplication(new App(new AndroidInitializer()));

}

1. En el appdelegate en el proyecto ios se hace lo mismo pero en este no se coloca el true

public override bool FinishedLaunching(UIApplication app, NSDictionary options)

{

global::Xamarin.Forms.Forms.Init();

FFImageLoading.Forms.Platform.CachedImageRenderer.Init();

LoadApplication(new App(new iOSInitializer()));

return base.FinishedLaunching(app, options);

}

1. En la petsPage que es donde se va usar donde se necesita mostrar las imágenes se agrega referencia de esa clase que se va a utilizar

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:ffimageloading="clr-namespace:FFImageLoading.Forms;assembly=FFImageLoading.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

1. donde establa el atributo image en esa pet se reemplaza por

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<ffimageloading:CachedImage

Grid.Column="0"

Source="{Binding ImageUrl}"

LoadingPlaceholder="LoaderImage"

ErrorPlaceholder="ErrorImage"

CacheDuration="50"

RetryCount="3"

RetryDelay="600"

DownsampleToViewSize="True"

WdthRequest="100"/>

1. en la pagina pet también se referencia y se usa la propiedad binding iria Pet.ImageUrl y el withrequest de 300 tambien se agrega un heigtRequest de 300 y un aspect de aspetfit
2. En todas las page login, Pets y pet meter los stackloyout dentro de un scrooview
3. Arreglo con respecto a la conexión de internet agregar nuget al proyecto common llamado **Xam.Plugin.Connectivity**
4. **En la interface Iapiservice agregar nurvo método**

Task<bool> CheckConnection(string url);

1. **e implementarlo en la clase**

public async Task<bool> CheckConnection(string url)

{

if (!CrossConnectivity.Current.IsConnected)

{

return false;

}

return await CrossConnectivity.Current.IsRemoteReachable(url);

}

1. Se modifica la loginPageViewModel antes d econsumir el servicio se valida que todo esta bien

//mientras opere

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString(); //urlapi es como se llama en el app.xaml

var connection = await \_apiService.CheckConnection(url);

if (!connection)

{

IsEnabled = true;

IsRunning = false;

await App.Current.MainPage.DisplayAlert("Error", "Check the internet connection.", "Accept");

return;

}

var request = new TokenRequest

{

Password = Password,

Username = Email,

};

var response = await \_apiService.GetTokenAsync(url, "/Account", "/CreateToken", request);

1. Probar7
2. Del proyecto common se hace modificacione a la clase response para que sea mas genérica

public class Response<T> where T : class

{

public bool IsSuccess { get; set; }

public string Message { get; set; }

public T Result { get; set; }

}

1. Hacer los cambios en Iapiservice Y en la clase donde diga solo response agregar ese pedazo

public interface IApiService

{

Task<Response<OwnerResponse>> GetOwnerByEmailAsync(

string urlBase,

string servicePrefix,

string controller,

string tokenType, // para el caso es bearer

string accessToken, // num largo que genera

string email);

Task<Response<TokenResponse>> GetTokenAsync( //se obtiene token con este metodo

string urlBase, // url de publicacion

string servicePrefix, //ruteo del controlador

string controller, // nombre controlador y la accion

TokenRequest request); // este ultimo combinacion d usuario y pasa

1. Crear una nueva contentpage llamada HistoriesPage

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.HistoriesPage"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="48"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

FontAttributes="Bold"

Text="Fecha"/>

<Label

Grid.Column="1"

FontAttributes="Bold"

Text="Tipo de servicio"/>

<Label

Grid.Column="2"

FontAttributes="Bold"

Text="Descripción"/>

</Grid>

<ListView

HasUnevenRows="True"

ItemsSource="{Binding Histories}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

Text="{Binding DateLocal, StringFormat='{0: yyyy/MM/dd}'}"

VerticalOptions="Center"/>

<Label

Grid.Column="1"

Text="{Binding ServiceType}"

VerticalOptions="Center"/>

<Label

Grid.Column="2"

Text="{Binding Description}"

VerticalOptions="Center"/>

<Image

Grid.Column="3"

Source="ic\_chevron\_right"

VerticalOptions="Center"/>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. Hacer los cambios en la historiesPageViewModel

public class HistoriesPageViewModel : ViewModelBase

{

private PetResponse \_pet;

private ObservableCollection<HistoryResponse> \_histories;

public HistoriesPageViewModel(

INavigationService navigationService) : base(navigationService)

{

Title = "Historias clinicas";

}

public ObservableCollection<HistoryResponse> Histories

{

get => \_histories;

set => SetProperty(ref \_histories, value);

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

Title = $"Historias clinicas de { Pet.Name}";

Histories = new ObservableCollection<HistoryResponse>(Pet.Histories);

}

}

}

1. Para probar en petitemviewmodel de forma temporal cambiar a donde maneja de petPage a historiespage
2. Se necesita una clase que sirva de origen para la lista de los detalles de la historia clínicas de las mascotas por lo que se crea clase llamada historyItemViewModel

public class HistoryItemViewModel : HistoryResponse

{

private readonly INavigationService \_navigationService;

public HistoryItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

}

1. En la historiesPageViewModel se debe cambiar el parámetro que recibe de historyResponse a historyItemViewModel y en los lugares que lo requieran la clase quedarías así

public class HistoriesPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private PetResponse \_pet;

private ObservableCollection<HistoryItemViewModel> \_histories;

public HistoriesPageViewModel(

INavigationService navigationService) : base(navigationService)

{

Title = "Historias clinicas";

\_navigationService = navigationService;

}

public ObservableCollection<HistoryItemViewModel> Histories

{

get => \_histories;

set => SetProperty(ref \_histories, value);

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

Title = $"Historias clinicas de { Pet.Name}";

Histories = new ObservableCollection<HistoryItemViewModel>(Pet.Histories.Select(h => new HistoryItemViewModel(\_navigationService)

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType

}).ToList());

}

}

}

1. En la historiesPage

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer

Command="{Binding SelectHistoryCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

1. Adicionar líneas de código HistoryItemViewModel

public class HistoryItemViewModel : HistoryResponse

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectHistoryCommand;

public HistoryItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectHistoryCommand => \_selectHistoryCommand ?? (\_selectHistoryCommand = new DelegateCommand(SelectHistory));

private async void SelectHistory()

{

var parameters = new NavigationParameters

{

{ "history", this }

};

await \_navigationService.NavigateAsync("HistoryPage",parameters);

}

}

1. En vistas agregar una nueva pagina de contenido llamada HistoryPage

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.HistoryPage"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

FontAttributes="Bold"

Text="Fecha"/>

<Label

Grid.Row="0"

Grid.Column="1"

Text="{Binding History.DateLocal, StringFormat='{0:yyyy/MM/dd HH:mm}'}"/>

<Label

Grid.Row="1"

Grid.Column="0"

FontAttributes="Bold"

Text="Tipo de servicio"/>

<Label

Grid.Row="1"

Grid.Column="1"

Text="{Binding History.ServiceType}"/>

<Label

Grid.Row="2"

Grid.Column="0"

FontAttributes="Bold"

Text="Descripción"/>

<Label

Grid.Row="2"

Grid.Column="1"

Text="{Binding History.Description}"/>

<Label

Grid.Row="3"

Grid.Column="0"

FontAttributes="Bold"

Text="Comentarios"/>

<Label

Grid.Row="3"

Grid.Column="1"

Text="{Binding History.Remarks}"/>

</Grid>

</StackLayout>

</ScrollView>

</ContentPage>

1. Adicionar en las view una tabbedPage llamada petTabbedPage

<?xml version="1.0" encoding="utf-8" ?>

<TabbedPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:local="clr-namespace:MyVet.Prism.Views"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetTabbedPage"

Title="{Binding Title}">

<TabbedPage.Children>

<local:PetPage/>

<local:HistoriesPage />

</TabbedPage.Children>

</TabbedPage>

1. En la petTabbedViewModel se hacen los cambios que siempre se han hecho quedando así

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class PetTabbedPageViewModel : ViewModelBase

{

public PetTabbedPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Mascota";

}

}

}

1. Cuando se ingresa a pet se pasa mascota y cuando se ingresa a historia también se debe pasar la mascota si es una tabbed page no se le puede pasar el objeto a las dos paginas por lo que el objeto pet se guarda donde se pueda recuperar después fácilmente para eso se agrega nuget llamado **xam.plugin.setting** al proyecto common agrega clase que da la posibilidad de guardar datos en persistencia en la aplicación para poder recuperar ese objeto cuando se requiera
2. Agregar carpeta helpers dentro del proyecto common dentro de la cual se agrega la clase settings

private const string \_pet = "Pet";

private static readonly string \_settingsDefault = string.Empty;

private static ISettings AppSettings => CrossSettings.Current;

public static string Pet

{

get => AppSettings.GetValueOrDefault(\_pet, \_settingsDefault);

set => AppSettings.AddOrUpdateValue(\_pet, value);

}

1. Se debe hacer cambio rn la petItemViewModel cambiando unas cosas por otras

private async void SelectPet()

{

Settings.Pet = JsonConvert.SerializeObject(this);

await \_navigationService.NavigateAsync("PetTabbedPage");

}

1. Otros cambios en el petTabbedPageViewModel

public PetTabbedPageViewModel(INavigationService navigationService) : base(navigationService)

{

var pet = JsonConvert.DeserializeObject<PetResponse>(Settings.Pet);

Title = $"Mascota: {pet.Name}";

}

1. Algunos cambios en la pagePageViewModel

public class PetPageViewModel : ViewModelBase

{

private PetResponse \_pet;

public PetPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Detalles";

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

Pet = JsonConvert.DeserializeObject<PetResponse>(Settings.Pet);

}

}

1. Algunos cambios en el historiesPageViewModel

public class HistoriesPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private PetResponse \_pet;

private ObservableCollection<HistoryItemViewModel> \_histories;

public HistoriesPageViewModel(

INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Historias clinicas";

Pet = JsonConvert.DeserializeObject<PetResponse>(Settings.Pet);

LoadHistories();

}

public ObservableCollection<HistoryItemViewModel> Histories

{

get => \_histories;

set => SetProperty(ref \_histories, value);

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

//se borra overrride

private void LoadHistories()

{

Histories = new ObservableCollection<HistoryItemViewModel>(Pet.Histories.Select(h => new HistoryItemViewModel(\_navigationService)

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType

}).ToList());

}

}

1. Probar
2. Colocar iconos de list y pet se le agrega a las petPage e historiesPage los inconos para que los reconozca con esta propiedad

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.HistoriesPage"

IconImageSource="ic\_list"

Title="{Binding Title}">

1. Git worshop

* Antes de empezar a trabajar en master sync - fetch para verificar que xi hay algo pte

crear ramas para trabajar cambios

- Hacer push a las ramas creadas

- Subir los cambios colocarle nombre hacer un commint ans sync de los cambios hechos para subirlos al git sobre l rama creada

- pasarse a la rama master

- se debe garantizar que master local esta al dia con la master remota dándole en sync y luego fetch si no sale nada es xq esta al dia y se da clic cualquiera que fuera el resultado en sync

- hacer un merch con el fin de pasar lo que se hizo en una subrama a la principal lo primero que se hace es pasarse a la rama donde se va hacer el merch (ya debe estar ahí)

- ahí se sabe si ha conflictos se debe escoger la opción de comparar archivos en caso de que haya se debe hacer commit que se refieran a la resolución de conflictos y commit all ans sync

- Si los cambios aun no están subidos y no funcionan se pueden deshacer haciendo clic derecho undo

- Si los cambios ya se subieron se verifica en la historia

- se va a donde esta guardada la solución y en la barra de dirección se coloca el cmd

Git –version muestra la versión del git

* Según a donde se desee devolver se crea otra rama a partir de la parte donde se desea devolver
* Otro comando git checkout –b nombreNuevaRamaMaster IdDondeDevolverse con el fin de crear otra rama a partir de esa rama y ya después borrar la rama master que se daño

1. **XAMARIN FORM – SYNCFUSION XAMARIN CONTROLES**
2. Colocarle imagen al login agregar al loginPage las líneas de código correspondientes

<ScrollView>

<StackLayout

Padding="10">

<Image

HeightRequest="200"

Source="LogoVet"/>

1. Cambiar el activity indicator a uno mejor de los que están en syncfusion
2. Licencia de syncfusion para xamarin

**MTgyMDY0QDMxMzcyZTMzMmUzMEZ5aTN2Tkk2ZSttcFhvRHM5eXlRb25Ca1RYNDRhbWJHV0xFTW96WVZtcTQ9**

1. Agregar nuget Syncfusion.Xamarin.SfBusyIndicator versión 17.2.0.49 se le agrega al Prism al ios y al android y hay nuget exclusivo para android y ios que se deben de agregar a cada proyexto como tal
2. Se debe de agregar la licencia obtenida en la clase app

protected override async void OnInitialized()

{

Syncfusion.Licensing.SyncfusionLicenseProvider.RegisterLicense("MTgyMDY1QDMxMzcyZTMzMmUzMEZ5aTN2Tkk2ZSttcFhvRHM5eXlRb25Ca1RYNDRhbWJHV0xFTW96WVZtcTQ9");

InitializeComponent();

await NavigationService.NavigateAsync("NavigationPage/LoginPage");

}

1. Como son controles adicionales de xamarin se deben de renderizar para el caso del proyecto android es la clase por donde arranca la cual es mainActivity.cs

protected override void OnCreate(Bundle bundle)

{

TabLayoutResource = Resource.Layout.Tabbar;

ToolbarResource = Resource.Layout.Toolbar;

base.OnCreate(bundle);

global::Xamarin.Forms.Forms.Init(this, bundle);

FFImageLoading.Forms.Platform.CachedImageRenderer.Init(true);

new SfBusyIndicatorRenderer();

LoadApplication(new App(new AndroidInitializer()));

}

1. Para el caso del proyecto ios es en el archivo appDelegate

public override bool FinishedLaunching(UIApplication app, NSDictionary options)

{

global::Xamarin.Forms.Forms.Init();

FFImageLoading.Forms.Platform.CachedImageRenderer.Init();

new SfBusyIndicatorRenderer();

LoadApplication(new App(new iOSInitializer()));

return base.FinishedLaunching(app, options);

}

1. Para poderlo utilizar se va a la pagina donde se quiere colocar para el caso el login y se agrega la referencia

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

prism:ViewModelLocator.AutowireViewModel="True"

1. Reemplazar el activity indicator estándar por el nuevo en la pagina

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.LoginPage"

Title="{Binding Title}">

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Image

HeightRequest="230"

Source="LogoVet"/>

<Label

Text="Email"/>

<Entry

Keyboard="Email"

Placeholder="Ingrese su correo..."

Text="{Binding Email}"/>

<Label

Text="Contraseña"/>

<Entry

IsPassword="True"

Placeholder="Ingrese su contraseña..."

Text="{Binding Password}"/>

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

HeightRequest="46"

Text="Ingresar"

TextColor="White"

VerticalOptions="EndAndExpand"/>

</StackLayout>

<busyindicator:SfBusyIndicator

AnimationType="Gear"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

BackgroundColor="Silver"

HorizontalOptions="Center"

TextColor="White"

IsVisible="{Binding IsRunning}"

Title="Cargando..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

</ContentPage>

Atributos privados

* Constructor
* Propiedades publicas
* Métodos públicos
* Métodos privados

1. Se vuelve al backend para hacer las paginas de error
2. En el accountcontroller crear método llamado NotAuthorized

public IActionResult NotAuthorized()

{

return View();

}

1. Crear la correspondiente vista

@{

ViewData["Title"] = "NotAuthorized";

}

<br />

<br />

<img src="~/images/notAuthorized.png" />

<h2>Usted no tiene permiso para realizar esta acción!</h2>

1. Modificación en el Starup ara decir que se van a usar esas paginas

public void ConfigureServices(IServiceCollection services)

{

services.ConfigureApplicationCookie(options =>

{

options.LoginPath = "/Account/NotAuthorized";

options.AccessDeniedPath = "/Account/NotAuthorized";

});

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

1. En ese mismo archivo también se adiciona una línea donde llama al error quedando así

public void Configure(IApplicationBuilder app, IHostingEnvironment env)

{

if (env.IsDevelopment())

{

app.UseDeveloperExceptionPage();

}

else

{

app.UseExceptionHandler("/Home/Error");

app.UseHsts();

}

app.UseStatusCodePagesWithReExecute("/error/{0}");

app.UseHttpsRedirection();

app.UseStaticFiles();

1. En el home controller crear una acción llamada error

[Route("error/404")]

public IActionResult Error404()

{

return View();

}

1. También crear la correspondiente vista

@{

ViewData["Title"] = "Error404";

}

<br />

<br />

<img src="~/images/notAuthorized.png" />

<h2>Lo sentimos. Página no encontrada</h2>

1. Implementar la función para el autoregistro en el account controller colocar la acción get de Register

public class AccountController : Controller

{

private readonly IUserHelper \_userHelper;

private readonly IConfiguration \_configuration;

private readonly DataContext \_context;

public AccountController(

IUserHelper userHelper,

IConfiguration configuration,

DataContext context)

{

\_userHelper = userHelper;

\_configuration = configuration;

\_context = context;

}

public IActionResult Register()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Register(AddUserViewModel model)

{

if (ModelState.IsValid)

{

var user = await AddUserAsync(model);

if (user == null)

{

ModelState.AddModelError(string.Empty, "Correo ya existe.");

return View(model);

}

var owner = new Owner

{

Pets = new List<Pet>(),

User = user,

};

\_context.Owners.Add(owner);

await \_context.SaveChangesAsync();

var loginViewModel = new LoginViewModel

{

Password = model.Password,

RememberMe = false,

Username = model.Username

};

var result2 = await \_userHelper.LoginAsync(loginViewModel);

if (result2.Succeeded)

{

return RedirectToAction("Index", "Home");

}

}

return View(model);

}

private async Task<User> AddUserAsync(AddUserViewModel model)

{

var user = new User

{

Address = model.Address,

Document = model.Document,

Email = model.Username,

FirstName = model.FirstName,

LastName = model.LastName,

PhoneNumber = model.PhoneNumber,

UserName = model.Username

};

var result = await \_userHelper.AddUserAsync(user, model.Password);

if (result != IdentityResult.Success)

{

return null;

}

var newUser = await \_userHelper.GetUserByEmailAsync(model.Username);

await \_userHelper.AddUserToRoleAsync(newUser, "Customer");

return newUser;

}

1. La vista de Register

@model MyVet.Web.Models.AddUserViewModel

@{

ViewData["Title"] = "Registrarse";

}

<h2>Registrarse</h2>

<h4>Propietario</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Register">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label **asp-for**="Username" class="control-label"></label>

<input **asp-for**="Username" class="form-control" />

<span **asp-validation-for**="Username" class="text-danger"></span>

</div>

<**partial** **name**="\_User"/>

<div class="form-group">

<label **asp-for**="Password" class="control-label"></label>

<input **asp-for**="Password" class="form-control" />

<span **asp-validation-for**="Password" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PasswordConfirm" class="control-label"></label>

<input **asp-for**="PasswordConfirm" class="form-control" />

<span **asp-validation-for**="PasswordConfirm" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Registrarse" class="btn btn-primary" />

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Probar
2. Usuario cambie pass es importante que lo haga en pantalla diferente a la de actualizar datos
3. View model para camnio de pass

public class ChangePasswordViewModel

{

[Display(Name = "Contraseña actual")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe contener entre {2} y {1} caracteres.")]

public string OldPassword { get; set; }

[Display(Name = "Nueva contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe contener entre {2} y {1} caracteres.")]

public string NewPassword { get; set; }

[Display(Name = "Confirmar contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe contener entre {2} y {1} caracteres.")]

[Compare("NewPassword")]

public string Confirm { get; set; }

}

1. Adicionar en la interface de userhelper el método para cambiar el password

Task<IdentityResult> ChangePasswordAsync(User user, string oldPassword, string newPassword);

1. Implementar el método que se creo en la clase userhelper

public async Task<IdentityResult> ChangePasswordAsync(User user, string oldPassword, string newPassword)

{

return await \_userManager.ChangePasswordAsync(user, oldPassword, newPassword);

}

1. Agregar la acción get en el controlador account para cabiar usuario

public async Task<IActionResult> ChangeUser()

{

var owner = await \_context.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.User.UserName.ToLower().Equals(User.Identity.Name.ToLower()));

if (owner == null)

{

return NotFound();

}

var view = new EditUserViewModel

{

Address = owner.User.Address,

Document = owner.User.Document,

FirstName = owner.User.FirstName,

Id = owner.Id,

LastName = owner.User.LastName,

PhoneNumber = owner.User.PhoneNumber

};

return View(view);

}

1. Se adiciona la viista de changeUser

@model MyVet.Web.Models.EditUserViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Editar</h2>

<h4>Propietario</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="ChangeUser">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<div class="form-group">

<label **asp-for**="Document" class="control-label"></label>

<input **asp-for**="Document" class="form-control" />

<span **asp-validation-for**="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="FirstName" class="control-label"></label>

<input **asp-for**="FirstName" class="form-control" />

<span **asp-validation-for**="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="LastName" class="control-label"></label>

<input **asp-for**="LastName" class="form-control" />

<span **asp-validation-for**="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Address" class="control-label"></label>

<input **asp-for**="Address" class="form-control" />

<span **asp-validation-for**="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PhoneNumber" class="control-label"></label>

<input **asp-for**="PhoneNumber" class="form-control" />

<span **asp-validation-for**="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="ChangePassword" class="btn btn-warning">Cambiar contraseña</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. La acción post para cambiar los datos del usuario

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> ChangeUser(EditUserViewModel model)

{

if (ModelState.IsValid)

{

var owner = await \_context.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == model.Id);

owner.User.Document = model.Document;

owner.User.FirstName = model.FirstName;

owner.User.LastName = model.LastName;

owner.User.Address = model.Address;

owner.User.PhoneNumber = model.PhoneNumber;

await \_userHelper.UpdateUserAsync(owner.User);

return RedirectToAction("Index", "Home");

}

return View(model);

}

1. Probar
2. Agregar en el accountcontroller acción get y post para cambio de pass

*public IActionResult ChangePassword()*

*{*

*return View();*

*}*

*[HttpPost]*

*public async Task<IActionResult> ChangePassword(ChangePasswordViewModel model)*

*{*

*if (ModelState.IsValid)*

*{*

*var user = await \_userHelper.GetUserByEmailAsync(User.Identity.Name);*

*if (user != null)*

*{*

*var result = await \_userHelper.ChangePasswordAsync(user, model.OldPassword, model.NewPassword);*

*if (result.Succeeded)*

*{*

*return RedirectToAction("ChangeUser");*

*}*

*else*

*{*

*ModelState.AddModelError(string.Empty, result.Errors.FirstOrDefault().Description);*

*}*

*}*

*else*

*{*

*ModelState.AddModelError(string.Empty, "Usuario no encontrado.");*

*}*

*}*

*return View(model);*

*}*

1. *Y añadir la vista*

*@model MyVet.Web.Models.ChangePasswordViewModel*

*@{*

*ViewData["Title"] = "Register";*

*}*

*<h2>Cambiar contraseña</h2>*

*<div class="row">*

*<div class="col-md-4 offset-md-4">*

*<form method="post">*

*<div* ***asp-validation-summary****="ModelOnly"></div>*

*<div class="form-group">*

*<label* ***asp-for****="OldPassword">Contraseña actual</label>*

*<input* ***asp-for****="OldPassword"* ***type****="password" class="form-control" />*

*<span* ***asp-validation-for****="OldPassword" class="text-warning"></span>*

*</div>*

*<div class="form-group">*

*<label* ***asp-for****="NewPassword">Nueva contraseña</label>*

*<input* ***asp-for****="NewPassword"* ***type****="password" class="form-control" />*

*<span* ***asp-validation-for****="NewPassword" class="text-warning"></span>*

*</div>*

*<div class="form-group">*

*<label* ***asp-for****="Confirm">Confirmar contraseña</label>*

*<input* ***asp-for****="Confirm"* ***type****="password" class="form-control" />*

*<span* ***asp-validation-for****="Confirm" class="text-warning"></span>*

*</div>*

*<div class="form-group">*

*<input type="submit" value="Cambiar contraseña" class="btn btn-primary" />*

*<a* ***asp-action****="ChangeUser" class="btn btn-success">Regresar a usuario</a>*

*</div>*

*</form>*

*</div>*

*</div>*

*@section Scripts {*

*@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}*

*}*

1. *Probar*
2. *Se debe de confirmar el correo de registro por lo que los correos registrados deben ser validos ya que al email llegara correo para activar cuenta la cual se podrá usar después de realizar la confirmación*
3. *Se debe hacer cambios en el archivo de configuración del proyecto en el starup se agregan las líneas de código*

*services.AddIdentity<User, IdentityRole>(cfg =>*

*{*

*cfg.Tokens.AuthenticatorTokenProvider = TokenOptions.DefaultAuthenticatorProvider;*

*cfg.SignIn.RequireConfirmedEmail = true;*

*cfg.User.RequireUniqueEmail = true;*

*cfg.Password.RequireDigit = false;*

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

})

.AddDefaultTokenProviders()

.AddEntityFrameworkStores<DataContext>();

1. Activar en google si la cuenta es gmail el acceso a app poco seguras

<https://myaccount.google.com/lesssecureapps>

1. En el archivo json appsetting se deben ingresar las credenciales validas de un correo que va a mandar los correos

"Mail": {

"From": "diana.russiposadamail@gmail.com",

"Smtp": "smtp.gmail.com",

"Port": 587,

"Password": "Knenita1020"

}

1. *Se debe instalar un nuget al proyecto web llamado mailkit 2.3.0*
2. *En la carpeta helper adicionar interface y clase para crear emaill IMailHelper*

*public interface IMailHelper*

*{*

*void SendMail(string to, string subject, string body);*

*}*

public class MailHelper : IMailHelper

{

private readonly IConfiguration \_configuration;

public MailHelper(IConfiguration configuration)

{

\_configuration = configuration;

}

public void SendMail(string to, string subject, string body)

{

var from = \_configuration["Mail:From"];

var smtp = \_configuration["Mail:Smtp"];

var port = \_configuration["Mail:Port"];

var password = \_configuration["Mail:Password"];

var message = new MimeMessage();

message.From.Add(new MailboxAddress(from));

message.To.Add(new MailboxAddress(to));

message.Subject = subject;

var bodyBuilder = new BodyBuilder

{

HtmlBody = body

};

message.Body = bodyBuilder.ToMessageBody();

using (var client = new SmtpClient())

{

client.Connect(smtp, int.Parse(port), false);

client.Authenticate(from, password);

client.Send(message);

client.Disconnect(true);

}

}

}

1. Configurar la inyección del nuevo servicio la nueva interface en el starup

*services.AddScoped<IImageHelper, ImageHelper>();*

*services.AddScoped<IConverterHelper, ConverterHelper>();*

*services.AddScoped<IMailHelper, MailHelper>();*

1. *Se debe agregar 3 metodos mas a la interface del userHelper*

Task<string> GenerateEmailConfirmationTokenAsync(User user);

Task<IdentityResult> ConfirmEmailAsync(User user, string token);

Task<User> GetUserByIdAsync(string userId);

1. Su respectiva implementación en la clase

*public async Task<IdentityResult> ConfirmEmailAsync(User user, string token)*

*{*

*return await \_userManager.ConfirmEmailAsync(user, token);*

*}*

*public async Task<string> GenerateEmailConfirmationTokenAsync(User user)*

*{*

*return await \_userManager.GenerateEmailConfirmationTokenAsync(user);*

*}*

*public async Task<User> GetUserByIdAsync(string userId)*

*{*

*return await \_userManager.FindByIdAsync(userId);*

*}*

1. *Inyectar el emailhelper en el account controller*

*public class AccountController : Controller*

*{*

*private readonly IUserHelper \_userHelper;*

*private readonly IConfiguration \_configuration;*

*private readonly DataContext \_context;*

*private readonly ImageHelper \_mailHelper;*

*public AccountController(*

*IUserHelper userHelper,*

*IConfiguration configuration,*

*DataContext context,*

*ImageHelper mailHelper)*

*{*

*\_userHelper = userHelper;*

*\_configuration = configuration;*

*\_context = context;*

*\_\_mailHelper = mailHelper;*

*}*

1. *Modifica la acción register post en el método account controller*

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Register(AddUserViewModel model)

{

if (ModelState.IsValid)

{

var user = await AddUserAsync(model);

if (user == null)

{

ModelState.AddModelError(string.Empty, "This email is already used.");

return View(model);

}

var owner = new Owner

{

Pets = new List<Pet>(),

User = user,

};

\_context.Owners.Add(owner);

await \_context.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(model.Username, "Confirmación de email", $"<h1>Email Confirmation</h1>" +

$"Para activar el usuario, " +

$"por favor da clic en este link:</br></br><a href = \"{tokenLink}\">Confirmación de email</a>");

ViewBag.Message = "Las instrucciones para activar el usuario han sido enviadas a tu correo.";

return View(model);

}

return View(model);

}

1. Adicionar en la vista register al final las líneas de código para que muestre los mensajes

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

1. Crear acción get para confirmar email en el account controller

public async Task<IActionResult> ConfirmEmail(string userId, string token)

{

if (string.IsNullOrEmpty(userId) || string.IsNullOrEmpty(token))

{

return NotFound();

}

var user = await \_userHelper.GetUserByIdAsync(userId);

if (user == null)

{

return NotFound();

}

var result = await \_userHelper.ConfirmEmailAsync(user, token);

if (!result.Succeeded)

{

return NotFound();

}

return View();

}

1. Crear la vista para confirmar email

@{

ViewData["Title"] = "Confirm email";

}

<h2>@ViewData["Title"]</h2>

<div>

<p>

Gracias por confirmar tu correo. Ya puedes ingresar en el sistema.

</p>

</div>

1. En el owner controller tb se debe de inyectar el mailhelper

public class OwnersController : Controller

{

private readonly DataContext \_context;

private readonly IUserHelper \_userHelper;

private readonly ICombosHelper \_combosHelper;

private readonly IImageHelper \_imageHelper;

private readonly IConverterHelper \_converterHelper;

private readonly IMailHelper \_mailHelper;

public OwnersController(

DataContext context,

IUserHelper userHelper,

ICombosHelper combosHelper,

IImageHelper imageHelper,

IConverterHelper converterHelper,

IMailHelper mailHelper)

{

\_context = context;

\_userHelper = userHelper;

\_combosHelper = combosHelper;

\_imageHelper = imageHelper;

\_converterHelper = converterHelper;

\_mailHelper = mailHelper;

}

Como se envía email se modifica la acción post de créate en el controlador de owner

*// POST: Owners/Create*

*[HttpPost]*

*[ValidateAntiForgeryToken]*

*public async Task<IActionResult> Create(AddUserViewModel model)*

*{*

*if (ModelState.IsValid)*

*{*

*//crear usuario*

*var user = new User*

*{*

*Address = model.Address,*

*Document = model.Document,*

*Email = model.Username,*

*FirstName = model.FirstName,*

*LastName = model.LastName,*

*PhoneNumber = model.PhoneNumber,*

*UserName = model.Username*

*};*

*var response = await \_userHelper.AddUserAsync(user, model.Password);*

*if (response.Succeeded)*

*{*

*var userInDB = await \_userHelper.GetUserByEmailAsync(model.Username);*

*await \_userHelper.AddUserToRoleAsync(userInDB, "Customer");*

*//crear owner*

*var owner = new Owner*

*{*

*Agendas = new List<Agenda>(),*

*Pets = new List<Pet>(),*

*User = userInDB*

*};*

*//mandar bd*

*\_context.Owners.Add(owner);*

*try*

*{*

*await \_context.SaveChangesAsync();*

*var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);*

*var tokenLink = Url.Action("ConfirmEmail", "Account", new*

*{*

*userid = user.Id,*

*token = myToken*

*}, protocol: HttpContext.Request.Scheme);*

\_mailHelper.SendMail(model.Username, "Confirmación de email", $"<h1>Email Confirmation</h1>" +

$"Para activar el usuario, " +

$"por favor da clic en este link:</br></br><a href = \"{tokenLink}\">Confirmación de email</a>");

*return RedirectToAction(nameof(Index));*

*}*

*catch (Exception ex)*

*{*

*ModelState.AddModelError(string.Empty, ex.ToString());*

*return View(model);*

*}*

*}*

*ModelState.AddModelError(string.Empty, response.Errors.FirstOrDefault().Description);*

*}*

*return View(model);*

*}*

1. Se debe de borrar la bd xq tiene usuarios los cuales no se activaron por correo antes de poder ingresar a la cuenta los usuarios que se creen a partir de ahora se debe hacer con correo valido

drop-database

1. *Se debe modificar método checkuser en el seedb que toca modificarle y adicionarle las líneas para que para el caso no se mande al correo si no que haga la acción de activarlo por debajo teniendo en cuenta que es usuario admin*

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, string role)

{

var user = await \_userHelper.GetUserByEmailAsync(email);

if (user == null)

{

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document

};

await \_userHelper.AddUserAsync(user, "123456");

await \_userHelper.AddUserToRoleAsync(user, role);

}

var token = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

await \_userHelper.ConfirmEmailAsync(user, token);

return user;

}

1. Se adiciona codigo en el mismo seeddb el metodo addpet

private void AddPet(string name, Owner owner, PetType petType, string race)

{

var histories = new List<History>

{

new History

{

Date = DateTime.Now,

Description = "Consulta",

Remarks = "Fusce gravida convallis tortor, non lobortis massa. Duis hendrerit mauris et lectus dapibus finibus. Etiam dictum molestie tortor et tincidunt. Nam viverra nunc vitae leo porta, et dapibus dui ultrices.",

ServiceType = \_dataContext.ServiceTypes.FirstOrDefault()

},

new History

{

Date = DateTime.Now,

Description = "Consulta",

Remarks = "Maecenas quis molestie sem, at convallis magna. Vestibulum euismod augue eu erat fringilla tempus. Phasellus vel ante interdum, bibendum tortor quis, sodales ex.",

ServiceType = \_dataContext.ServiceTypes.FirstOrDefault()

},

new History

{

Date = DateTime.Now,

Description = "Consulta",

Remarks = "Quisque dapibus semper diam, vitae bibendum ex volutpat et. Proin eu posuere augue. Nulla at nisi purus. Proin a scelerisque orci. Ut sapien erat, tempor ac ligula sit amet, lobortis laoreet arcu.",

ServiceType = \_dataContext.ServiceTypes.FirstOrDefault()

}

};

\_dataContext.Pets.Add(new Pet

{

Born = DateTime.Now.AddYears(-2),

Name = name,

Owner = owner,

PetType = petType,

Race = race,

ImageUrl = $"~/images/Pets/{name}.png",

Remarks = "Lorem ipsum dolor sit amet, consectetur adipiscing elit. Maecenas non tempus velit. Vestibulum nec vehicula urna, quis tincidunt diam. In vitae ultricies ipsum.",

Histories = histories

});

}

1. Prueba
2. En el xamarin se pueden ver los cambios en caliente con una funcioalidad que sacaron nueva actualizar en línea la intrface de usuario se llama hot reload y para habilitarlo se debe

* Tener la ultima versión del vs preview (versión del profe)
* Actualizar nuget de xamarin form a la ultima versión
* En tolos - option – xamarin – hot reload – enabled

1. Para recuperar la contraseña en la vista login agregar un nuevo link para recuperar contraseña

<div class="form-group">

<input type="submit" value="Iniciar sesión" class="btn btn-success" />

<a **asp-action**="Register" class="btn btn-primary">Registrar nuevo usuario</a>

<a **asp-action**="RecoverPassword" class="btn btn-link">Olvido su contraseña?</a>

</div>

1. Adicionar un nuevo modelo para recuperar contraseña

*public class RecoverPasswordViewModel*

*{*

*[Required]*

*[EmailAddress]*

*public string Email { get; set; }*

*}*

1. *Adicionar otro modelo para resetear la contraseña*

public class ResetPasswordViewModel

{

[Required]

[Display(Name = "Email")]

public string UserName { get; set; }

[Required]

[Display(Name = "Nueva contraseña")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe contener entre {2} y {1} caracteres.")]

[DataType(DataType.Password)]

public string Password { get; set; }

[Required]

[Display(Name = "Confirmar contraseña")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe contener entre {2} y {1} caracteres.")]

[DataType(DataType.Password)]

[Compare("Password",ErrorMessage ="La nueva contraseña y la confirmación deben ser iguales")]

public string ConfirmPassword { get; set; }

[Required]

public string Token { get; set; }

}

1. Agregarle a IUserHelper 2 metodos para genere token y para que resetee el pass

Task<string> GeneratePasswordResetTokenAsync(User user);

Task<IdentityResult> ResetPasswordAsync(User user, string token, string password);

1. Implementarlos en la clase

public async Task<string> GeneratePasswordResetTokenAsync(User user)

{

return await \_userManager.GeneratePasswordResetTokenAsync(user);

}

public async Task<IdentityResult> ResetPasswordAsync(User user, string token, string password)

{

return await \_userManager.ResetPasswordAsync(user, token, password);

}

1. En el account controller se adicionan las acciones get para recuperar ontraseña

public IActionResult RecoverPassword()

{

return View();

}

1. Y la acción post

[HttpPost]

public async Task<IActionResult> RecoverPassword(RecoverPasswordViewModel model)

{

if (ModelState.IsValid)

{

var user = await \_userHelper.GetUserByEmailAsync(model.Email);

if (user == null)

{

ModelState.AddModelError(string.Empty, "The email no corresponde al usuario registrado.");

return View(model);

}

var myToken = await \_userHelper.GeneratePasswordResetTokenAsync(user);

var link = Url.Action(

"ResetPassword",

"Account",

new { token = myToken }, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(model.Email, "Cambiar contraseña", $"<h1>Cambiar contraseña</h1>" +

$"Para cambiar tu contraseña por favor da clic en este link:</br></br>" +

$"<a href = \"{link}\">Reset Password</a>");

ViewBag.Message = "Las instrucciones para recuperar tu contraseña han sido enviadas a tu correo.";

return View();

}

return View(model);

}

1. y resetear la contraseña acción get

public IActionResult ResetPassword(string token)

{

return View();

}

1. Y la post

[HttpPost]

public async Task<IActionResult> ResetPassword(ResetPasswordViewModel model)

{

var user = await \_userHelper.GetUserByEmailAsync(model.UserName);

if (user != null)

{

var result = await \_userHelper.ResetPasswordAsync(user, model.Token, model.Password);

if (result.Succeeded)

{

ViewBag.Message = "Contraseña cambiada satisfactoriamente.";

return View();

}

ViewBag.Message = "Error al cambiar la contraseña.";

return View(model);

}

ViewBag.Message = "Usuario no encontrado.";

return View(model);

}

1. *Se agrga la vista para recuperar la contraseña*

@model MyVet.Web.Models.RecoverPasswordViewModel

@{

ViewData["Title"] = "Recover Password";

}

<h2>Recuperar contraseña</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div **asp-validation-summary**="ModelOnly"></div>

<div class="form-group">

<label **asp-for**="Email">Email</label>

<input **asp-for**="Email" class="form-control" />

<span **asp-validation-for**="Email" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Recuperar contraseña" class="btn btn-primary" />

<a **asp-action**="Login" class="btn btn-success">Regresar a ingresar</a>

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. *Se agrega vista de cambiar contraseña*

@model MyVet.Web.Models.ResetPasswordViewModel

@{

ViewData["Title"] = "Reset Password";

}

<h1>Cambie su contraseña</h1>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div **asp-validation-summary**="All"></div>

<input **type**="hidden" **asp-for**="Token" />

<div class="form-group">

<label **asp-for**="UserName">Email</label>

<input **asp-for**="UserName" class="form-control" />

<span **asp-validation-for**="UserName" class="text-warning"></span>

</div>

<div class="form-group">

<label **asp-for**="Password">Nueva contraseña</label>

<input **asp-for**="Password" **type**="password" class="form-control" />

<span **asp-validation-for**="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label **asp-for**="ConfirmPassword">Confirmación contraseña</label>

<input **asp-for**="ConfirmPassword" **type**="password" class="form-control" />

<span **asp-validation-for**="ConfirmPassword" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Cambiar contraseña" class="btn btn-primary" />

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Probar
2. Borrar bd en azure y volver a publicar
3. Se le hacen unos arreglos o cambios a la vista index de Owners para que se vea mejor

@model IEnumerable<MyVet.Web.Data.Entities.Owner>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a **asp-action**="Create" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Nuevo</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Propietarios</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.User.Document)

…..

<td>

@Html.DisplayFor(modelItem => item.Pets.Count)

</td>

<td>

<a **asp-action**="Edit" class="btn btn-default" **asp-route-id**="@item.Id"><i class="glyphicon-pencil"></i> </a>

<a **asp-action**="Details" class="btn btn-default" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<**partial** **name**="\_DeleteDialog" />

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

…

});

</script>

}

1. Todos los mismos cambiosen todos las vistas de los controladores
2. Arreglos y cambios al controlador de manager

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

using MyVet.Web.Models;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class ManagersController : Controller

{

private readonly DataContext \_context;

private readonly IUserHelper \_userHelper;

private readonly IMailHelper \_mailHelper;

public ManagersController(

DataContext context,

IUserHelper userHelper,

IMailHelper mailHelper

)

{

\_context = context;

\_userHelper = userHelper;

\_mailHelper = mailHelper;

}

// GET: Managers

public IActionResult Index()

{

return View(\_context.Managers.Include(m => m.User));

}

// GET: Managers/Details/5

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var manager = await \_context.Managers

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (manager == null)

{

return NotFound();

}

return View(manager);

}

// GET: Managers/Create

public IActionResult Create()

{

return View();

}

// POST: Managers/Create

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(AddUserViewModel model)

{

if (ModelState.IsValid)

{

var user = await AddUser(model);

if (user == null)

{

ModelState.AddModelError(string.Empty, "Este correo ya existe.");

return View(model);

}

var manager = new Manager { User = user };

\_context.Add(manager);

await \_context.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(model.Username, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"plase click in this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

return RedirectToAction(nameof(Index));

}

return View(model);

}

private async Task<User> AddUser(AddUserViewModel view)

{

var user = new User

{

Address = view.Address,

Document = view.Document,

Email = view.Username,

FirstName = view.FirstName,

LastName = view.LastName,

PhoneNumber = view.PhoneNumber,

UserName = view.Username

};

var result = await \_userHelper.AddUserAsync(user, view.Password);

if (result != IdentityResult.Success)

{

return null;

}

var newUser = await \_userHelper.GetUserByEmailAsync(view.Username);

await \_userHelper.AddUserToRoleAsync(newUser, "Admin");

return newUser;

}

// GET: Managers/Edit/5

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var manager = await \_context.Managers

.Include(m => m.User)

.FirstOrDefaultAsync(m => m.Id == id);

if (manager == null)

{

return NotFound();

}

var view = new EditUserViewModel

{

Address = manager.User.Address,

Document = manager.User.Document,

FirstName = manager.User.FirstName,

Id = manager.Id,

LastName = manager.User.LastName,

PhoneNumber = manager.User.PhoneNumber

};

return View(view);

}

// POST: Managers/Edit/5

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(EditUserViewModel view)

{

if (ModelState.IsValid)

{

var owner = await \_context.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == view.Id);

owner.User.Document = view.Document;

owner.User.FirstName = view.FirstName;

owner.User.LastName = view.LastName;

owner.User.Address = view.Address;

owner.User.PhoneNumber = view.PhoneNumber;

await \_userHelper.UpdateUserAsync(owner.User);

return RedirectToAction(nameof(Index));

}

return View(view);

}

// GET: Managers/Delete/5

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var manager = await \_context.Managers

.FirstOrDefaultAsync(m => m.Id == id);

if (manager == null)

{

return NotFound();

}

\_context.Managers.Remove(manager);

await \_context.SaveChangesAsync();

await \_userHelper.DeleteUserAsync(manager.User.Email);

return RedirectToAction(nameof(Index));

}

private bool ManagerExists(int id)

{

return \_context.Managers.Any(e => e.Id == id);

}

}

}

1. *Vista créate de manager*

@model MyVet.Web.Models.AddUserViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Nuevo</h2>

<h4>Administrador</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Create">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label **asp-for**="Username" class="control-label"></label>

<input **asp-for**="Username" class="form-control" />

<span **asp-validation-for**="Username" class="text-danger"></span>

</div>

<**partial** **name**="\_User"/>

<div class="form-group">

<label **asp-for**="Password" class="control-label"></label>

<input **asp-for**="Password" class="form-control" />

<span **asp-validation-for**="Password" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PasswordConfirm" class="control-label"></label>

<input **asp-for**="PasswordConfirm" class="form-control" />

<span **asp-validation-for**="PasswordConfirm" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Nuevo" class="btn btn-primary" />

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Vista edit de manager

@model MyVet.Web.Models.EditUserViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Editar</h2>

<h4>Administrador</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Edit">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<**partial** **name**="\_User" />

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Vista details de manager

@model MyVet.Web.Data.Entities.Manager

@{

ViewData["Title"] = "Details";

}

<h2>Administrador</h2>

<div>

<h4>Detalles</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.User.Document)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Document)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.FirstName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.FirstName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.LastName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.LastName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.Email)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Email)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.PhoneNumber)

</dt>

<dd>

@Html.DisplayFor(model => model.User.PhoneNumber)

</dd>

</dl>

</div>

<div>

<a **asp-action**="Edit" **asp-route-id**="@Model.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

1. Vista index de manager

@model IEnumerable<MyVet.Web.Data.Entities.Manager>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a **asp-action**="Create" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Crear nuevo</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Aministradores</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Document)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.FirstName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.LastName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Address)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Email)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.PhoneNumber)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.User.Document)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.FirstName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.LastName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Address)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Email)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.PhoneNumber)

</td>

<td>

<a **asp-action**="Edit" class="btn btn-warning" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a **asp-action**="Details" class="btn btn-info" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Está seguro de borrar este registro?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Cerrar</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Borrar</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Managers/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Se crea controlador para mascotas

using System;

using System.IO;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

using MyVet.Web.Models;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class PetsController : Controller

{

private readonly ICombosHelper \_combosHelper;

private readonly DataContext \_context;

public PetsController(

ICombosHelper combosHelper,

DataContext dataContext)

{

\_combosHelper = combosHelper;

\_context = dataContext;

}

public IActionResult Index()

{

return View(\_context.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.PetType)

.Include(p => p.Histories));

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (pet == null)

{

return NotFound();

}

return View(pet);

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.Include(p => p.PetType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (pet == null)

{

return NotFound();

}

var view = new PetViewModel

{

Born = pet.Born,

Id = pet.Id,

ImageUrl = pet.ImageUrl,

Name = pet.Name,

OwnerId = pet.Owner.Id,

PetTypeId = pet.PetType.Id,

PetTypes = \_combosHelper.GetComboPetTypes(),

Race = pet.Race,

Remarks = pet.Remarks

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(PetViewModel view)

{

if (ModelState.IsValid)

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Pets/{file}";

}

var pet = new Pet

{

Born = view.Born,

Id = view.Id,

ImageUrl = path,

Name = view.Name,

Owner = await \_context.Owners.FindAsync(view.OwnerId),

PetType = await \_context.PetTypes.FindAsync(view.PetTypeId),

Race = view.Race,

Remarks = view.Remarks

};

\_context.Pets.Update(pet);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

return View(view);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.FirstOrDefaultAsync(m => m.Id == id);

if (pet == null)

{

return NotFound();

}

\_context.Pets.Remove(pet);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

public async Task<IActionResult> DeleteHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_context.Histories

.Include(h => h.Pet)

.FirstOrDefaultAsync(h => h.Id == id.Value);

if (history == null)

{

return NotFound();

}

\_context.Histories.Remove(history);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{history.Pet.Id}");

}

public async Task<IActionResult> EditHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_context.Histories

.Include(h => h.Pet)

.Include(h => h.ServiceType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (history == null)

{

return NotFound();

}

var view = new HistoryViewModel

{

Date = history.Date,

Description = history.Description,

Id = history.Id,

PetId = history.Pet.Id,

Remarks = history.Remarks,

ServiceTypeId = history.ServiceType.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes()

};

return View(view);

}

[HttpPost]

public async Task<IActionResult> EditHistory(HistoryViewModel view)

{

if (ModelState.IsValid)

{

var history = new History

{

Date = view.Date,

Description = view.Description,

Id = view.Id,

Pet = await \_context.Pets.FindAsync(view.PetId),

Remarks = view.Remarks,

ServiceType = await \_context.ServiceTypes.FindAsync(view.ServiceTypeId)

};

\_context.Histories.Update(history);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{view.PetId}");

}

return View(view);

}

public async Task<IActionResult> AddHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets.FindAsync(id.Value);

if (pet == null)

{

return NotFound();

}

var view = new HistoryViewModel

{

Date = DateTime.Now,

PetId = pet.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes(),

};

return View(view);

}

[HttpPost]

public async Task<IActionResult> AddHistory(HistoryViewModel view)

{

if (ModelState.IsValid)

{

var history = new History

{

Date = view.Date,

Description = view.Description,

Pet = await \_context.Pets.FindAsync(view.PetId),

Remarks = view.Remarks,

ServiceType = await \_context.ServiceTypes.FindAsync(view.ServiceTypeId)

};

\_context.Histories.Add(history);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{view.PetId}");

}

return View(view);

}

}

}

1. Vista index para Pets

@model IEnumerable<MyVet.Web.Data.Entities.Pet>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Mascotas</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

Propietario

</th>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.PetType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.Race)

</th>

<th>

@Html.DisplayNameFor(model => model.Born)

</th>

<th>

Historias

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Owner.User.FullName)

</td>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.PetType.Name)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:150px;height:150px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Race)

</td>

<td>

@Html.DisplayFor(modelItem => item.Born)

</td>

<td>

@Html.DisplayFor(modelItem => item.Histories.Count)

</td>

<td>

<a **asp-action**="Edit" class="btn btn-warning" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a **asp-action**="Details" class="btn btn-info" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<**partial** **name**="\_DeleteDialog"/>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Pets/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Vista edit de pet

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Editar</h2>

<h4>Mascota</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Edit" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<input **type**="hidden" **asp-for**="OwnerId" />

<input **type**="hidden" **asp-for**="ImageUrl" />

<**partial** **name**="\_Pet" />

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

1. Vista detalle de mascotas

@model MyVet.Web.Data.Entities.Pet

@{

ViewData["Title"] = "Details";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<h2>Mascota</h2>

<div>

<h4>Detalles</h4>

<hr />

<div class="row">

<div class="col-md-4">

<dl class="dl-horizontal">

<dt>

Propietario

</dt>

<dd>

@Html.DisplayFor(model => model.Owner.User.FullName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Race)

</dt>

<dd>

@Html.DisplayFor(model => model.Race)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Born)

</dt>

<dd>

@Html.DisplayFor(model => model.Born)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Remarks)

</dt>

<dd>

@Html.DisplayFor(model => model.Remarks)

</dd>

</dl>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-height: 100%; width: auto;" />

}

</div>

</div>

</div>

<div>

<a **asp-action**="EditPet" **asp-route-id**="@Model.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="AddHistory" **asp-route-id**="@Model.Id" class="btn btn-primary">Agregar historia</a>

<a **asp-action**="Index" **asp-route-id**="@Model.Id" class="btn btn-success">Regresar a la lista</a>

</div>

<hr />

@if (Model.Histories.Count == 0)

{

<h4>No hay historias clinicas adicionadas aun.</h4>

}

else

{

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Historia clinica</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Date)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().ServiceType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Description)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Remarks)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Histories)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Date)

</td>

<td>

@Html.DisplayFor(modelItem => item.ServiceType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Description)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

<a **asp-action**="EditHistory" class="btn btn-success" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

}

<!--Delete Item-->

<**partial** **name**="\_DeleteDialog"/>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Pets/DeleteHistory/' + item\_to\_delete;

});

});

</script>

}

1. Agregar la vista de addHistory cuya acción esta en el controlador de pet

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Nueva</h2>

<h4>Historia clinica</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="AddHistory">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="PetId" />

<**partial** **name**="\_Histories"/>

<div class="form-group">

<input type="submit" value="Nuevo" class="btn btn-primary" />

<a **asp-action**="Details" **asp-route-id**="@Model.PetId" class="btn btn-success">Regresar a mascota</a>

</div>

</form>

</div>

</div>

1. Vista edit de mascota

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Editar</h2>

<h4>Historia clinica</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="EditHistory">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="PetId" />

<input **type**="hidden" **asp-for**="Id" />

<**partial** **name**="\_Histories" />

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="Details" **asp-route-id**="@Model.PetId" class="btn btn-success">Regresar a mascota</a>

</div>

</form>

</div>

</div>

1. Probar
2. En el \_layout cambiar nombre de la veterinaria y pie de pagina
3. Buscar imágenes de 1200 x 400 para los slide de la pagina ppal
4. La vista index del home quedaría asi

@{

ViewData["Title"] = "Home Page";

}

<div id="myCarousel" class="carousel slide" data-ride="carousel" data-interval="6000">

<ol class="carousel-indicators">

<li data-target="#myCarousel" data-slide-to="0" class="active"></li>

<li data-target="#myCarousel" data-slide-to="1"></li>

<li data-target="#myCarousel" data-slide-to="2"></li>

<li data-target="#myCarousel" data-slide-to="3"></li>

<li data-target="#myCarousel" data-slide-to="4"></li>

<li data-target="#myCarousel" data-slide-to="5"></li>

<li data-target="#myCarousel" data-slide-to="6"></li>

<li data-target="#myCarousel" data-slide-to="7"></li>

<li data-target="#myCarousel" data-slide-to="8"></li>

</ol>

<div class="carousel-inner" role="listbox">

<div class="item active">

<img src="~/images/1.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/2.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/3.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/4.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/5.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/6.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/7.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/8.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/9.png" class="img-responsive" />

</div>

</div>

<a class="left carousel-control" href="#myCarousel" role="button" data-slide="prev">

<span class="glyphicon glyphicon-chevron-left" aria-hidden="true"></span>

<span class="sr-only">Anterior</span>

</a>

<a class="right carousel-control" href="#myCarousel" role="button" data-slide="next">

<span class="glyphicon glyphicon-chevron-right" aria-hidden="true"></span>

<span class="sr-only">Siguiente</span>

</a>

</div>

<hr />

<div class="row">

<div class="col-md-2">

<a **asp-action**="MyPets" class="btn btn-primary">Mis mascotas</a>

</div>

<div class="col-md-4">

<a **asp-action**="MyAgenda" class="btn btn-warning">Mi agenda</a>

</div>

</div>

1. Adicionar una interface helper para agenda IAgendaHelper

*public interface IAgendaHelper*

*{*

*Task AddDays(int days);*

*}*

1. *Adicionar la respectiva clase*

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using System;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Helpers

{

public class AgendaHelper : IAgendaHelper

{

private readonly DataContext \_context;

public AgendaHelper(DataContext dataContext)

{

\_context = dataContext;

}

public async Task AddDays(int days)

{

DateTime initialDate;

if (!\_context.Agendas.Any())

{

initialDate = new DateTime(DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day, 8, 0, 0);

}

else

{

var agenda = \_context.Agendas.LastOrDefault();

initialDate = new DateTime(agenda.Date.Year, agenda.Date.Month, agenda.Date.AddDays(1).Day, 8, 0, 0);

}

var finalDate = initialDate.AddDays(days);

while (initialDate < finalDate)

{

if (initialDate.DayOfWeek != DayOfWeek.Sunday)

{

var finalDate2 = initialDate.AddHours(10);

while (initialDate < finalDate2)

{

\_context.Agendas.Add(new Agenda

{

Date = initialDate.ToUniversalTime(),

IsAvailable = true

});

initialDate = initialDate.AddMinutes(30);

}

initialDate = initialDate.AddHours(14);

}

else

{

initialDate = initialDate.AddDays(1);

}

}

await \_context.SaveChangesAsync();

}

}

}

1. *Hacer la inyección del helper en el Starup*

services.AddScoped<IConverterHelper, ConverterHelper>();

services.AddScoped<IMailHelper, MailHelper>();

services.AddScoped<IAgendaHelper, AgendaHelper>();

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

1. Reemplazar controlador de agenda por este

public class AgendaController : Controller

{

private readonly DataContext \_context;

private readonly IAgendaHelper \_agendaHelper;

public AgendaController(

DataContext context,

IAgendaHelper agendaHelper)

{

\_context = context;

\_agendaHelper = agendaHelper;

}

// GET: Agenda

public IActionResult Index()

{

return View(\_context.Agendas

.Include(a => a.Owner)

.ThenInclude(o => o.User)

.Include(a => a.Pet)

.Where(a => a.Date >= DateTime.Today.ToUniversalTime()));

}

public async Task<IActionResult> AddDays()

{

await \_agendaHelper.AddDaysAsync(7);

return RedirectToAction(nameof(Index));

}

}

1. Modificar la vista index del controlador de agendas

@model IEnumerable<MyVet.Web.Data.Entities.Agenda>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a **asp-action**="AddDays" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Adicionar dias</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Agenda</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Date)

</th>

<th>

Propietario

</th>

<th>

Mascota

</th>

<th>

@Html.DisplayNameFor(model => model.Remarks)

</th>

<th>

@Html.DisplayNameFor(model => model.IsAvailable)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.DateLocal)

</td>

<td>

@Html.DisplayFor(modelItem => item.Owner.User.FullName)

</td>

<td>

@Html.DisplayFor(modelItem => item.Pet.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

@Html.DisplayFor(modelItem => item.IsAvailable)

</td>

<td>

@if (item.IsAvailable)

{

<a **asp-action**="Assing" class="btn btn-default" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-plus"></i></a>

}

else

{

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-minus"></i></button>

}

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--U-assign agenda-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Cancelar cita</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Está seguro de cancelar esta cita?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Cerrar</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Cancelar cita</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Agenda/Unassign/' + item\_to\_delete;

});

});

</script>

}

1. Como el seeder crea unos registros por defecto se omentarea el método y se borran los registros en un query de la tabla agenda
2. Probar
3. Se deben de adicionar dos métodos en la interface ICombosHelper

public interface ICombosHelper

{

IEnumerable<SelectListItem> GetComboPetTypes();

IEnumerable<SelectListItem> GetComboServiceTypes();

IEnumerable<SelectListItem> GetComboOwners();

IEnumerable<SelectListItem> GetComboPets(int ownerId);

}

1. Se implementan en la clase comboHelper

public IEnumerable<SelectListItem> GetComboOwners()

{

var list = \_dataContext.Owners.Select(p => new SelectListItem

{

Text = p.User.FullNameWithDocument,

Value = p.Id.ToString()

}).OrderBy(p => p.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Selecciona un propietario...)",

Value = "0"

});

return list;

}

public IEnumerable<SelectListItem> GetComboPets(int ownerId)

{

var list = \_dataContext.Pets.Where(p => p.Owner.Id == ownerId).Select(p => new SelectListItem

{

Text = p.Name,

Value = p.Id.ToString()

}).OrderBy(p => p.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Selecciona una mascota...)",

Value = "0"

});

return list;

}

1. *Crear el modelo agendaViewModel el cual queda asi*

public class AgendaViewModel : Agenda

{

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[Display(Name = "Propietario")]

[Range(1, int.MaxValue, ErrorMessage = "Usted debe seleccionar un propietario.")]

public int OwnerId { get; set; }

public IEnumerable<SelectListItem> Owners { get; set; }

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[Display(Name = "Mascota")]

[Range(1, int.MaxValue, ErrorMessage = "Usted debe seleccionar una mascota.")]

public int PetId { get; set; }

public IEnumerable<SelectListItem> Pets { get; set; }

}

1. Adicionar en el controlador de agenda la acción get para asignar citas se debe inyectar también enn ese controlador el combohelper

public async Task<IActionResult> Assing(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_context.Agendas

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

var model = new AgendaViewModel

{

Id = agenda.Id,

Owners = \_combosHelper.GetComboOwners(),

Pets = \_combosHelper.GetComboPets(0)

};

return View(model);

}

1. Acción post para asignar citas

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Assing(AgendaViewModel model)

{

if (ModelState.IsValid)

{

var agenda = await \_context.Agendas.FindAsync(model.Id);

if (agenda != null)

{

agenda.IsAvailable = false;

agenda.Owner = await \_context.Owners.FindAsync(model.OwnerId);

agenda.Pet = await \_context.Pets.FindAsync(model.PetId);

agenda.Remarks = model.Remarks;

\_context.Agendas.Update(agenda);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

}

model.Owners = \_combosHelper.GetComboOwners();

model.Pets = \_combosHelper.GetComboPets(model.OwnerId);

return View(model);

}

*public async Task<JsonResult> GetPetsAsync(int ownerId)*

*{*

*var pets = await \_context.Pets*

*.Where(p => p.Owner.Id == ownerId)*

*.OrderBy(p => p.Name)*

*.ToListAsync();*

*return Json(pets);*

*}*

1. Vista de asignar citas

@model MyVet.Web.Models.AgendaViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Asignar</h2>

<h4>Agenda</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Assing" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<div class="form-group">

<label **asp-for**="OwnerId" class="control-label"></label>

<select **asp-for**="OwnerId" **asp-items**="Model.Owners" class="form-control"></select>

<span **asp-validation-for**="OwnerId" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="PetId" class="control-label"></label>

<select **asp-for**="PetId" **asp-items**="Model.Pets" class="form-control"></select>

<span **asp-validation-for**="PetId" class="text-danger"></span>

</div>

<div class="form-group">

<label **asp-for**="Remarks" class="control-label"></label>

<textarea **asp-for**="Remarks" class="form-control"></textarea>

<span **asp-validation-for**="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Asignar" class="btn btn-primary" />

<a **asp-action**="Index" class="btn btn-success">Regresar a la lista</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#OwnerId").change(function () {

debugger;

var x = $("#OwnerId").val();

$("#PetId").empty();

$.ajax({

type: 'POST',

url: '@Url.Action("GetPetsAsync")',

dataType: 'json',

data: { ownerId: $("#OwnerId").val() },

success: function (pets) {

$("#PetId").append('<option value="0">(Seleccione una mascota...)</option>');

$.each(pets, function (i, pet) {

$("#PetId").append('<option value="'

+ pet.id + '">'

+ pet.name + '</option>');

});

},

error: function (ex) {

alert('Fallo al recuperar las mascotas.' + ex.statusText);

}

});

return false;

})

});

</script>

}

1. Hacer get para desasignar agenda

public async Task<IActionResult> Unassign(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_context.Agendas

.Include(a => a.Owner)

.Include(a => a.Pet)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

agenda.IsAvailable = true;

agenda.Pet = null;

agenda.Owner = null;

agenda.Remarks = null;

\_context.Agendas.Update(agenda);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

1. Probar
2. *Inyectar el datacontexr en el homecontroller ya que este controlador ya tiene que acceder a la bd*

*private readonly DataContext \_context;*

*public HomeController(DataContext context)*

*{*

*\_context = context;*

*}*

1. Adicionar acción mypets en el home controller

[Authorize(Roles = "Customer")]

public IActionResult MyPets()

{

return View(\_context.Pets

.Include(p => p.PetType)

.Include(p => p.Histories)

.Where(p => p.Owner.User.Email.ToLower().Equals(User.Identity.Name.ToLower())));

}

1. *Vista mypets*

@model IEnumerable<MyVet.Web.Data.Entities.Pet>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Mascotas</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.PetType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.Race)

</th>

<th>

@Html.DisplayNameFor(model => model.Born)

</th>

<th>

Historias clinicas

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.PetType.Name)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:150px;height:150px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Race)

</td>

<td>

@Html.DisplayFor(modelItem => item.Born)

</td>

<td>

@Html.DisplayFor(modelItem => item.Histories.Count)

</td>

<td>

<a **asp-action**="Edit" class="btn btn-warning" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a **asp-action**="Details" class="btn btn-info" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<**partial** **name**="\_DeleteDialog"/>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Home/Delete/' + item\_to\_delete;

});

});

</script>

}

1. *Inyectarse el comboshelper en el homecontroller*
2. *Adicionar acción edit el get y el post en el controlador de home*

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.Include(p => p.PetType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (pet == null)

{

return NotFound();

}

var model = new PetViewModel

{

Born = pet.Born,

Id = pet.Id,

ImageUrl = pet.ImageUrl,

Name = pet.Name,

OwnerId = pet.Owner.Id,

PetTypeId = pet.PetType.Id,

PetTypes = \_combosHelper.GetComboPetTypes(),

Race = pet.Race,

Remarks = pet.Remarks

};

return View(model);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(PetViewModel model)

{

if (ModelState.IsValid)

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Pets/{file}";

}

var pet = new Pet

{

Born = model.Born,

Id = model.Id,

ImageUrl = path,

Name = model.Name,

Owner = await \_context.Owners.FindAsync(model.OwnerId),

PetType = await \_context.PetTypes.FindAsync(model.PetTypeId),

Race = model.Race,

Remarks = model.Remarks

};

\_context.Pets.Update(pet);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(MyPets));

}

model.PetTypes = \_combosHelper.GetComboPetTypes();

return View(model);

}

1. Adicionar vista edit

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Editar</h2>

<h4>Mascotas</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Edit" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<input **type**="hidden" **asp-for**="OwnerId" />

<input **type**="hidden" **asp-for**="ImageUrl" />

<**partial** **name**="\_Pet"/>

<div class="form-group">

<input type="submit" value="Guardar" class="btn btn-primary" />

<a **asp-action**="MyPets" class="btn btn-success">Regresar a mis mascotas</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

1. Probar
2. Crear la acción de detalles

*[Authorize(Roles = "Customer")]*

*public async Task<IActionResult> Details(int? id)*

*{*

*if (id == null)*

*{*

*return NotFound();*

*}*

*var pet = await \_context.Pets*

*.Include(p => p.Owner)*

*.ThenInclude(o => o.User)*

*.Include(p => p.Histories)*

*.ThenInclude(h => h.ServiceType)*

*.FirstOrDefaultAsync(o => o.Id == id.Value);*

*if (pet == null)*

*{*

*return NotFound();*

*}*

*return View(pet);*

*}*

1. *Crear la vista para detalles*

@model MyVet.Web.Data.Entities.Pet

@{

ViewData["Title"] = "Details";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<h2>Mascota</h2>

<div>

<h4>Detalles</h4>

<hr />

<div class="row">

<div class="col-md-8">

<dl class="dl-horizontal">

<dt>

Propietario

</dt>

<dd>

@Html.DisplayFor(model => model.Owner.User.FullName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Race)

</dt>

<dd>

@Html.DisplayFor(model => model.Race)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Born)

</dt>

<dd>

@Html.DisplayFor(model => model.Born)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Remarks)

</dt>

<dd>

@Html.DisplayFor(model => model.Remarks)

</dd>

</dl>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-height: 100%; width: auto;" />

}

</div>

</div>

</div>

<div>

<a **asp-action**="EditPet" **asp-route-id**="@Model.Id" class="btn btn-warning">Editar</a>

<a **asp-action**="MyPets" **asp-route-id**="@Model.Id" class="btn btn-success">Regresar a mis mascotas</a>

</div>

<hr />

@if (Model.Histories.Count == 0)

{

<h4>No hay historias clinicas adicionadas.</h4>

}

else

{

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Historia clinica</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Date)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().ServiceType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Description)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Remarks)

</th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Histories)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Date)

</td>

<td>

@Html.DisplayFor(modelItem => item.ServiceType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Description)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

}

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

});

</script>

}

1. *Crar acción de delete*

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Histories)

.FirstOrDefaultAsync(m => m.Id == id);

if (pet == null)

{

return NotFound();

}

if (pet.Histories.Count > 0)

{

return RedirectToAction(nameof(MyPets));

}

\_context.Pets.Remove(pet);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(MyPets));

}

1. *Acción get y post para créate*

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Create()

{

var owner = await \_context.Owners

.FirstOrDefaultAsync(o => o.User.Email.ToLower().Equals(User.Identity.Name.ToLower()));

if (owner == null)

{

return NotFound();

}

var view = new PetViewModel

{

Born = DateTime.Now,

PetTypes = \_combosHelper.GetComboPetTypes(),

OwnerId = owner.Id

};

return View(view);

}

[HttpPost]

public async Task<IActionResult> Create(PetViewModel model)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if (model.ImageFile != null && model.ImageFile.Length > 0)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await model.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Pets/{file}";

}

var pet = new Pet

{

Born = model.Born,

ImageUrl = path,

Name = model.Name,

Owner = await \_context.Owners.FindAsync(model.OwnerId),

PetType = await \_context.PetTypes.FindAsync(model.PetTypeId),

Race = model.Race,

Remarks = model.Remarks

};

\_context.Pets.Add(pet);

await \_context.SaveChangesAsync();

return RedirectToAction($"{nameof(MyPets)}");

}

model.PetTypes = \_combosHelper.GetComboPetTypes();

return View(model);

}

1. Vista para créate

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Nueva</h2>

<h4>Mascota</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Create" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="OwnerId" />

<**partial** **name**="\_Pet"/>

<div class="form-group">

<input type="submit" value="Agregar" class="btn btn-primary" />

<a **asp-action**="MyPets" **asp-route-id**="@Model.OwnerId" class="btn btn-success">Regresar a mis mascotas</a>

</div>

</form>

</div>

</div>

1. Agregar 2 propiedades a la agendaviewmodel

*public class AgendaViewModel : Agenda*

*{*

*…*

*public int PetId { get; set; }*

*public IEnumerable<SelectListItem> Pets { get; set; }*

*public bool IsMine { get; set; }*

*public string Reserved => "Reserved";*

*}*

1. *En el home controller adicionar método myagenda*

[Authorize(Roles = "Customer")]

public async Task<IActionResult> MyAgenda()

{

var agendas = await \_context.Agendas

.Include(a => a.Owner)

.ThenInclude(o => o.User)

.Include(a => a.Pet)

.Where(a => a.Date >= DateTime.Today.ToUniversalTime()).ToListAsync();

var list = new List<AgendaViewModel>(agendas.Select(a => new AgendaViewModel

{

Date = a.Date,

Id = a.Id,

IsAvailable = a.IsAvailable,

Owner = a.Owner,

Pet = a.Pet,

Remarks = a.Remarks

}).ToList());

list.Where(a => a.Owner != null && a.Owner.User.UserName.ToLower().Equals(User.Identity.Name.ToLower()))

.All(a => { a.IsMine = true; return true; });

return View(list);

}

1. *Adicionar la vista para agenda*

@model IEnumerable<MyVet.Web.Models.AgendaViewModel>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Agenda</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Date)

</th>

<th>

Propietario

</th>

<th>

Mascota

</th>

<th>

@Html.DisplayNameFor(model => model.Remarks)

</th>

<th>

@Html.DisplayNameFor(model => model.IsAvailable)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.DateLocal)

</td>

<td>

@if (item.IsMine)

{

@Html.DisplayFor(modelItem => item.Owner.User.FullName)

}

else if (!item.IsAvailable)

{

@Html.DisplayFor(modelItem => item.Reserved)

}

</td>

<td>

@if (item.IsMine)

{

@Html.DisplayFor(modelItem => item.Pet.Name)

}

</td>

<td>

@if (item.IsMine)

{

@Html.DisplayFor(modelItem => item.Remarks)

}

</td>

<td>

@Html.DisplayFor(modelItem => item.IsAvailable)

</td>

<td>

@if (item.IsAvailable)

{

<a **asp-action**="Assing" class="btn btn-primary" **asp-route-id**="@item.Id"><i class="glyphicon glyphicon-plus"></i></a>

}

else

{

@if (item.IsMine)

{

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-minus"></i></button>

}

}

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!-- Un-assign agenda-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Cancelar cita</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Está seguro de cancelar la cita?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Cerrar</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Cancelar cita</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Home/Unassign/' + item\_to\_delete;

});

});

</script>

}

1. Acción get y post en el home controller para asignar agenda

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Assing(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_context.Agendas

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

var owner = await \_context.Owners.FirstOrDefaultAsync(o => o.User.UserName.ToLower().Equals(User.Identity.Name.ToLower()));

if (owner == null)

{

return NotFound();

}

var model = new AgendaViewModel

{

Id = agenda.Id,

OwnerId = owner.Id,

Pets = \_combosHelper.GetComboPets(owner.Id)

};

return View(model);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Assing(AgendaViewModel model)

{

if (ModelState.IsValid)

{

var agenda = await \_context.Agendas.FindAsync(model.Id);

if (agenda != null)

{

agenda.IsAvailable = false;

agenda.Owner = await \_context.Owners.FindAsync(model.OwnerId);

agenda.Pet = await \_context.Pets.FindAsync(model.PetId);

agenda.Remarks = model.Remarks;

\_context.Agendas.Update(agenda);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(MyAgenda));

}

}

model.Pets = \_combosHelper.GetComboPets(model.Id);

return View(model);

}

}

1. Vista para asignar la agenda

@model MyVet.Web.Models.AgendaViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Asignar</h2>

<h4>Agenda</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form **asp-action**="Assing" enctype="multipart/form-data">

<div **asp-validation-summary**="ModelOnly" class="text-danger"></div>

<input **type**="hidden" **asp-for**="Id" />

<input **type**="hidden" **asp-for**="OwnerId" />

<**partial** **name**="\_Assing" />

<div class="form-group">

<input type="submit" value="Asignar" class="btn btn-primary" />

<a **asp-action**="MyAgenda" class="btn btn-success">Regresar a mi agenda</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Método para desasignar una agenda en el home controller

public async Task<IActionResult> Unassign(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_context.Agendas

.Include(a => a.Owner)

.Include(a => a.Pet)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

agenda.IsAvailable = true;

agenda.Pet = null;

agenda.Owner = null;

agenda.Remarks = null;

\_context.Agendas.Update(agenda);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(MyAgenda));

}

1. Se sigue con la parte móvil
2. Adicionar nuevo modelo llamado userRequest en el proyecto common

*public class UserRequest*

*{*

*[Required]*

*public string Document { get; set; }*

*[Required]*

*public string FirstName { get; set; }*

*[Required]*

*public string LastName { get; set; }*

*[Required]*

*public string Address { get; set; }*

*[Required]*

*public string Email { get; set; }*

*[Required]*

*public string Phone { get; set; }*

*[Required]*

*[StringLength(20, MinimumLength = 6)]*

*public string Password { get; set; }*

*}*

1. *Adicionar controlador api para account*

using Microsoft.AspNetCore.Http;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using MyVet.Common.Models;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Controllers.API

{

[Route("api/[Controller]")]

public class AccountController : Controller

{

private readonly DataContext \_dataContext;

private readonly IUserHelper \_userHelper;

private readonly IMailHelper \_mailHelper;

public AccountController(

DataContext dataContext,

IUserHelper userHelper,

IMailHelper mailHelper)

{

\_dataContext = dataContext;

\_userHelper = userHelper;

\_mailHelper = mailHelper;

}

[HttpPost]

public async Task<IActionResult> PostUser([FromBody] UserRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = "Bad request"

});

}

var user = await \_userHelper.GetUserByEmailAsync(request.Email);

if (user != null)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = "Este correo ya existe."

});

}

user = new User

{

Address = request.Address,

Document = request.Document,

Email = request.Email,

FirstName = request.FirstName,

LastName = request.LastName,

PhoneNumber = request.Phone,

UserName = request.Email

};

var result = await \_userHelper.AddUserAsync(user, request.Password);

if (result != IdentityResult.Success)

{

return BadRequest(result.Errors.FirstOrDefault().Description);

}

var userNew = await \_userHelper.GetUserByEmailAsync(request.Email);

await \_userHelper.AddUserToRoleAsync(userNew, "Customer");

\_dataContext.Owners.Add(new Owner { User = userNew });

await \_dataContext.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(request.Email, "Email de confirmación", $"<h1>Email de confirmación</h1>" +

$"Para activar su usuario, " +

$"por favor clic en este link:</br></br><a href = \"{tokenLink}\">Email de confirmación</a>");

return Ok(new Response<object>

{

IsSuccess = true,

Message = "Se le ha enviado un email a su cuenta de correo. Porfavor confirme para su correo ingresar a la aplicaciòn."

});

}

}

}

1. Probar en postman recovery pass local
2. Se crea la acción de recuperar contraseña en el account controler del api

[HttpPost]

[Route("RecoverPassword")]

public async Task<IActionResult> RecoverPassword([FromBody] EmailRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = "Bad request"

});

}

var user = await \_userHelper.GetUserByEmailAsync(request.Email);

if (user == null)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = "Este correo no existe en el sistema."

});

}

var myToken = await \_userHelper.GeneratePasswordResetTokenAsync(user);

var link = Url.Action("ResetPassword", "Account", new { token = myToken }, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(request.Email, "Cambio de contraseña", $"<h1>Recuperación de contraseña</h1>" +

$"TPara cambiar tu contraseña haz clic en el siguiente link:</br></br>" +

$"<a href = \"{link}\">RCambiar contraseña</a>");

return Ok(new Response<object>

{

IsSuccess = true,

Message = "Se ha enviad a tu correo instrucciones para cambiar tu contraseña."

});

}

}

1. *Probar en postman se debe correr proyecto*
2. *Crear acción para modificar usuario en el controlador account del api para esta opción necesario token el usuario debe etar logueado para poder hacerlo*

[HttpPut]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> PutUser([FromBody] UserRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var userEntity = await \_userHelper.GetUserByEmailAsync(request.Email);

if (userEntity == null)

{

return BadRequest("User not found.");

}

userEntity.FirstName = request.FirstName;

userEntity.LastName = request.LastName;

userEntity.Address = request.Address;

userEntity.PhoneNumber = request.Phone;

userEntity.Document = request.Phone;

var respose = await \_userHelper.UpdateUserAsync(userEntity);

if (!respose.Succeeded)

{

return BadRequest(respose.Errors.FirstOrDefault().Description);

}

var updatedUser = await \_userHelper.GetUserByEmailAsync(request.Email);

return Ok(updatedUser);

}

1. Probar en postman put modificar usuario
2. *Se debe adicionar un modelo llamado changepasswordrequest*

*public class ChangePasswordRequest*

*{*

*[Required]*

*[StringLength(20, MinimumLength = 6)]*

*public string OldPassword { get; set; }*

*[Required]*

*[StringLength(20, MinimumLength = 6)]*

*public string NewPassword { get; set; }*

*[Required]*

*public string Email { get; set; }*

*}*

1. *Acción post en el controlador account del api para cambiar contraseña método se rutea xq ya existen varios post y x el nombre que no empieza por post*

[HttpPost]

[Route("ChangePassword")]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> ChangePassword([FromBody] ChangePasswordRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = "Bad request"

});

}

var user = await \_userHelper.GetUserByEmailAsync(request.Email);

if (user == null)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = "El correo ingresado no existe."

});

}

var result = await \_userHelper.ChangePasswordAsync(user, request.OldPassword, request.NewPassword);

if (!result.Succeeded)

{

return BadRequest(new Response<object>

{

IsSuccess = false,

Message = result.Errors.FirstOrDefault().Description

});

}

return Ok(new Response<object>

{

IsSuccess = true,

Message = "La contraseña fue cambiada exitosamente!"

});

}

1. *Probar en postman método post para cambiar pass*
2. *Se debe crear dentro del proyecto common un fileHelper para poder convertir un array en un archivo (para el caso de mascota que necesita foto. El memory stream es la lectura del archivo en memoria*

*public class FilesHelper*

*{*

*public static bool UploadPhoto(MemoryStream stream, string folder, string name)*

*{*

*try*

*{*

*stream.Position = 0;*

*var path = Path.Combine(Directory.GetCurrentDirectory(), folder, name);*

*File.WriteAllBytes(path, stream.ToArray());*

*}*

*catch*

*{*

*return false;*

*}*

*return true;*

*}*

*}*

1. *Crear el modelo petRequest*

public class PetRequest

{

public int Id { get; set; }

[Required]

public string Name { get; set; }

public string Race { get; set; }

public int OwnerId { get; set; }

public int PetTypeId { get; set; }

[Required]

public DateTime Born { get; set; }

public string Remarks { get; set; }

public byte[] ImageArray { get; set; }

}

1. *Adicionar estos métodos a la interface de converter helper*

*public interface IConverterHelper*

*{*

*Task<Pet> ToPetAsync(PetViewModel model, string path, bool isNew);*

*PetViewModel ToPetViewModel(Pet pet);*

*Task<History> ToHistoryAsync(HistoryViewModel model, bool isNew);*

*HistoryViewModel ToHistoryViewModel(History history);*

*PetResponse ToPetResponse(Pet pet);*

*OwnerResponse ToOwnerResposne(Owner owner);*

*}*

1. *Implementar los métodos en la clase*

*public PetResponse ToPetResponse(Pet pet)*

*{*

*if (pet == null)*

*{*

*return null;*

*}*

*return new PetResponse*

*{*

*Born = pet.Born,*

*Id = pet.Id,*

*ImageUrl = pet.ImageFullPath,*

*Name = pet.Name,*

*PetType = pet.PetType.Name,*

*Race = pet.Race,*

*Remarks = pet.Remarks*

*};*

*}*

*public OwnerResponse ToOwnerResposne(Owner owner)*

*{*

*if (owner == null)*

*{*

*return null;*

*}*

*return new OwnerResponse*

*{*

*Address = owner.User.Address,*

*Document = owner.User.Document,*

*Email = owner.User.Email,*

*FirstName = owner.User.FirstName,*

*LastName = owner.User.LastName,*

*PhoneNumber = owner.User.PhoneNumber*

*};*

*}*

1. Adicionar controlador api para mascotas

[Route("api/[controller]")]

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public class PetsController : ControllerBase

{

*private readonly DataContext \_dataContext;*

*private readonly IConverterHelper \_converterHelper;*

*public PetsController(*

*DataContext dataContext,*

*IConverterHelper converterHelper)*

*{*

*\_dataContext = dataContext;*

*\_converterHelper = converterHelper;*

*}*

[HttpPost]

public async Task<IActionResult> PostPet([FromBody] PetRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var owner = await \_dataContext.Owners.FindAsync(request.OwnerId);

if (owner == null)

{

return BadRequest("Not valid owner.");

}

var petType = await \_dataContext.PetTypes.FindAsync(request.PetTypeId);

if (petType == null)

{

return BadRequest("Not valid pet type.");

}

var imageUrl = string.Empty;

if (request.ImageArray != null && request.ImageArray.Length > 0)

{

var stream = new MemoryStream(request.ImageArray);

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var folder = "wwwroot\\images\\Pets";

var fullPath = $"~/images/Pets/{file}";

var response = FilesHelper.UploadPhoto(stream, folder, file);

if (response)

{

imageUrl = fullPath;

}

}

var pet = new Pet

{

Born = request.Born.ToUniversalTime(),

ImageUrl = imageUrl,

Name = request.Name,

Owner = owner,

PetType = petType,

Race = request.Race,

Remarks = request.Remarks

};

\_dataContext.Pets.Add(pet);

await \_dataContext.SaveChangesAsync();

return Ok(\_converterHelper.ToPetResponse(pet));

}

1. *Probar crear mascotas en postman*
2. *Método para actualizar mascotas que se copia en el pet controller*

[HttpPut("{id}")]

public async Task<IActionResult> PutPet([FromRoute] int id, [FromBody] PetRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

if (id != request.Id)

{

return BadRequest();

}

var oldPet = await \_dataContext.Pets.FindAsync(request.Id);

if (oldPet == null)

{

return BadRequest("Mascota no existe.");

}

var petType = await \_dataContext.PetTypes.FindAsync(request.PetTypeId);

if (petType == null)

{

return BadRequest("Tipo de mascota no valido.");

}

var imageUrl = oldPet.ImageUrl;

if (request.ImageArray != null && request.ImageArray.Length > 0)

{

var stream = new MemoryStream(request.ImageArray);

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var folder = "wwwroot\\images\\Pets";

var fullPath = $"~/images/Pets/{file}";

var response = FilesHelper.UploadPhoto(stream, folder, file);

if (response)

{

imageUrl = fullPath;

}

}

oldPet.Born = request.Born.ToUniversalTime();

oldPet.ImageUrl = imageUrl;

oldPet.Name = request.Name;

oldPet.PetType = petType;

oldPet.Race = request.Race;

oldPet.Remarks = request.Remarks;

\_dataContext.Pets.Update(oldPet);

await \_dataContext.SaveChangesAsync();

return Ok(\_converterHelper.ToPetResponse(oldPet));

}

}

1. *Probar en postman la modificación de mascotas*
2. *Método para obtener los tipos de macotas que se hace en el controlador de pettypes del api*

[HttpGet]

public IEnumerable<PetType> GetPetTypes()

{

return \_dataContext.PetTypes.OrderBy(pt => pt.Name);

}

1. *Probar en postman*
2. *Crear el agendaResponse en el proyecto común*

*public class AgendaResponse*

*{*

*public int Id { get; set; }*

*public DateTime Date { get; set; }*

*public OwnerResponse Owner { get; set; }*

*public PetResponse Pet { get; set; }*

*public string Remarks { get; set; }*

*public bool IsAvailable { get; set; }*

*public DateTime DateLocal => Date.ToLocalTime();*

*}*

1. *Crear el controlador api para agenda y crear la acción para obtener agenda por propietario*

[Route("api/[Controller]")]

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public class AgendaController : Controller

{

private readonly DataContext \_context;

private readonly IConverterHelper \_converterHelper;

public AgendaController(

DataContext dataContext,

IConverterHelper converterHelper)

{

\_context = dataContext;

\_converterHelper = converterHelper;

}

[HttpPost]

[Route("GetAgendaForOwner")]

public async Task<IActionResult> GetAgendaForOwner(EmailRequest emailRequest)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var agendas = await \_context.Agendas

.Include(a => a.Owner)

.ThenInclude(o => o.User)

.Include(a => a.Pet)

.ThenInclude(p => p.PetType)

.Where(a => a.Date >= DateTime.Today.ToUniversalTime())

.OrderBy(a => a.Date)

.ToListAsync();

var response = new List<AgendaResponse>();

foreach (var agenda in agendas)

{

var agendaRespose = new AgendaResponse

{

Date = agenda.Date,

Id = agenda.Id,

IsAvailable = agenda.IsAvailable

};

if (agenda.Owner != null)

{

if (agenda.Owner.User.Email.ToLower().Equals(emailRequest.Email.ToLower()))

{

agendaRespose.Owner = \_converterHelper.ToOwnerResposne(agenda.Owner);

agendaRespose.Pet = \_converterHelper.ToPetResponse(agenda.Pet);

agendaRespose.Remarks = agenda.Remarks;

}

else

{

agendaRespose.Owner = new OwnerResponse { FirstName = "Reserved" };

}

}

response.Add(agendaRespose);

}

return Ok(response);

}

}

1. Probar en postman por el backend antes crear agenda a las mascotas
2. Crear clase para asignar agenda

*public class AssignRequest*

*{*

*[Required]*

*public int AgendaId { get; set; }*

*[Required]*

*public int OwnerId { get; set; }*

*[Required]*

*public int PetId { get; set; }*

*public string Remarks { get; set; }*

*}*

1. *Agregar en el controlador de agenda del api la acción para asignar agenda*

[HttpPost]

[Route("AssignAgenda")]

public async Task<IActionResult> AssignAgenda(AssignRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var agenda = await \_context.Agendas.FindAsync(request.AgendaId);

if (agenda == null)

{

return BadRequest("Cita no existe.");

}

if (!agenda.IsAvailable)

{

return BadRequest("Cita no disponible.");

}

var owner = await \_context.Owners.FindAsync(request.OwnerId);

if (owner == null)

{

return BadRequest("Propietario no existe.");

}

var pet = await \_context.Pets.FindAsync(request.PetId);

if (pet == null)

{

return BadRequest("Mascota no existe.");

}

agenda.IsAvailable = false;

agenda.Remarks = request.Remarks;

agenda.Owner = owner;

agenda.Pet = pet;

\_context.Agendas.Update(agenda);

await \_context.SaveChangesAsync();

return Ok(true);

}

1. *Probar en postman*
2. *Crear el request para desasignar agenda*

*public class UnAssignRequest*

*{*

*[Required]*

*public int AgendaId { get; set; }*

*}*

1. *Crear la acción en el controlador de agenda para desasignarla*

*[HttpPost]*

*[Route("UnAssignAgenda")]*

*public async Task<IActionResult> UnAssignAgenda(UnAssignRequest request)*

*{*

*if (!ModelState.IsValid)*

*{*

*return BadRequest(ModelState);*

*}*

*var agenda = await \_context.Agendas*

*.Include(a => a.Owner)*

*.Include(a => a.Pet)*

*.FirstOrDefaultAsync(a => a.Id == request.AgendaId);*

*if (agenda == null)*

*{*

*return BadRequest("Cita no existe.");*

*}*

*if (agenda.IsAvailable)*

*{*

*return BadRequest("Cita no disponible.");*

*}*

*agenda.IsAvailable = true;*

*agenda.Remarks = null;*

*agenda.Owner = null;*

*agenda.Pet = null;*

*\_context.Agendas.Update(agenda);*

*await \_context.SaveChangesAsync();*

*return Ok(agenda);*

*}*

1. *Se debe borrar la base de datos en azure entrando al portal – mis recursos y volver a publicar*
2. *En el proyecto common en la carpeta helper en la clase setting se agregan dos constantes que permitirán que en el dispositivo se pueda recordar usuario y pass*

public static class Settings

{

private const string \_pet = "Pet";

private const string \_token = "Token";

private const string \_owner = "Owner";

private static readonly string \_stringDefault = string.Empty;

private static ISettings AppSettings => CrossSettings.Current;

public static string Pet

{

get => AppSettings.GetValueOrDefault(\_pet, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_pet, value);

}

public static string Token

{

get => AppSettings.GetValueOrDefault(\_token, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_token, value);

}

public static string Owner

{

get => AppSettings.GetValueOrDefault(\_owner, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_owner, value);

}

}

1. . en el proyecto Prism en la loginpageviewModel se adicionan las líneas para guardar el propietario y el token

//descerialzar objeto usuario

var owner =(OwnerResponse)response2.Result;

Settings.Owner = JsonConvert.SerializeObject(owner);

Settings.Token = JsonConvert.SerializeObject(token);

var parameters = new NavigationParameters

{

{ "owner", owner }

};

IsRunning = false;

IsEnabled = true;

await \_navigationService.NavigateAsync("PetsPage");

1. En el petpageviewModel se hacen cambios y la pagina queda asi

public class PetsPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private OwnerResponse \_owner;

private ObservableCollection<PetItemViewModel> \_pets;

public PetsPageViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Pets";

LoadOwner();

}

public ObservableCollection<PetItemViewModel> Pets

{

get => \_pets;

set => SetProperty(ref \_pets, value);

}

private void LoadOwner()

{

\_owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

Title = $"Mascotas de: { \_owner.FullName}";

Pets = new ObservableCollection<PetItemViewModel>(\_owner.Pets.Select(p => new PetItemViewModel(\_navigationService)

{

Born = p.Born,

Histories = p.Histories,

Id = p.Id,

ImageUrl = p.ImageUrl,

Name = p.Name,

PetType = p.PetType,

Race = p.Race,

Remarks = p.Remarks

}).ToList());

}

}

1. Probar la app
2. En el proyecto common en los modelos agregar nueva clase que se va a llamar menú

public class Menu

{

public string Icon { get; set; }

public string Title { get; set; }

public string PageName { get; set; }

}

1. En los view model se crea menumodelviewmodel

public class MenuItemViewModel : Menu

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectMenuCommand;

public MenuItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectMenuCommand => \_selectMenuCommand ?? (\_selectMenuCommand = new DelegateCommand(SelectMenu));

private async void SelectMenu()

{

if (PageName.Equals("LoginPage"))

{

await \_navigationService.NavigateAsync("/NavigationPage/LoginPage");

return;

}

await \_navigationService.NavigateAsync($"/VeterinaryMasterDetailPage/NavigationPage/{PageName}");

}

}

1. Crear una master detail de prism para veterinary

<?xml version="1.0" encoding="utf-8" ?>

<MasterDetailPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.VeterinaryMasterDetailPage">

<MasterDetailPage.Master>

<ContentPage

Title="Menu">

<StackLayout Padding="20">

<Image

HeightRequest="150"

Source="LogoVet"/>

<ListView

BackgroundColor="Transparent"

ItemsSource="{Binding Menus}"

HasUnevenRows="True"

SeparatorVisibility="None">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectMenuCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"></ColumnDefinition>

<ColumnDefinition Width="\*"></ColumnDefinition>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

HeightRequest="50"

Source="{Binding Icon}"

WidthRequest="50"/>

<Label

Grid.Column="1"

FontAttributes="Bold"

VerticalOptions="Center"

Text="{Binding Title}"/>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

</MasterDetailPage.Master>

</MasterDetailPage>

1. El modelo de master detail pageviewmodel quedaría asi

public class VeterinaryMasterDetailPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

public VeterinaryMasterDetailPageViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

LoadMenus();

}

public ObservableCollection<MenuItemViewModel> Menus { get; set; }

private void LoadMenus()

{

var menus = new List<Menu>

{

new Menu

{

Icon = "ic\_pets\_menu",

PageName = "PetsPage",

Title = "My Pets"

},

new Menu

{

Icon = "ic\_list\_alt",

PageName = "AgendaPage",

Title = "My Agenda"

},

new Menu

{

Icon = "ic\_map",

PageName = "MapPage",

Title = "Map"

},

new Menu

{

Icon = "ic\_person",

PageName = "ProfilePage",

Title = "Modify Profile"

},

new Menu

{

Icon = "ic\_exit\_to\_app",

PageName = "LoginPage",

Title = "Logout"

}

};

Menus = new ObservableCollection<MenuItemViewModel>(

menus.Select(m => new MenuItemViewModel(\_navigationService)

{

Icon = m.Icon,

PageName = m.PageName,

Title = m.Title

}).ToList());

}

}

xmlns:prism="clr-namespace:prism.Mvvm;assembly=Prism.Forms"

1. Agregar las diferentes content page para poder probar ybindarlas con la propiedad title y de donde heredan
2. Mappage

<StackLayout

HorizontalOptions="CenterAndExpand"

VerticalOptions="CenterAndExpand">

<Label Text="{Binding Title}"/>

</StackLayout>

1. Agendapage

<StackLayout

HorizontalOptions="CenterAndExpand"

VerticalOptions="CenterAndExpand">

<Label Text="{Binding Title}"/>

</StackLayout>

1. En la loginviewmodel se debe cambiar

await \_navigationService.NavigateAsync("/VeterinaryMasterDetailPage/NavigationPage/PetsPage");

1. Agregar para el splash de android imagen de 480 x 800
2. En la hoja de stilos agregar estas líneas de código

*<style name="Theme.Splash" parent="android:Theme">*

*<item name="android:windowBackground">@drawable/splash</item>*

*<item name="android:windowNoTitle">true</item>*

*</style>*

1. *En el proyecto android crear en a raíz un archivo de tipo activity llamado splashActivity*

*using Android.App;*

*using Android.OS;*

*namespace MyVet.Prism.Droid*

*{*

*[Activity(*

*Theme = "@style/Theme.Splash",*

*MainLauncher = true,*

*NoHistory = true)]*

*public class SplashActivity : Activity*

*{*

*protected override void OnCreate(Bundle bundle)*

*{*

*base.OnCreate(bundle);*

*System.Threading.Thread.Sleep(1800);*

*StartActivity(typeof(MainActivity));*

*}*

*}*

*}*

1. *Se debe cambiar en el main activity el mainlauncher a false*
2. *En properties se cambia el nombre de la aplicación a my vet*
3. *Cambiar el incono el cual tiene por defecto que se llama launcher*
4. *Probar la app*
5. *Cambiar icono en ios*
6. *Pagina para bucar iconos make app icon*
7. *Los iconos en ios no pueden ser transparetes*
8. *En una pagina llamada makeappicon se crea los iconos en la diferentes resoluciones para ios*
9. *Archivo info.plist se cambia el nombre de la app y el mske interface es launch screen para que cree la tarjeta donde se coloca el splash*
10. *En la 2da pestaña que es visual assert la source utiza el appicon*
11. *En el archivo asset darle unset a las imágenes por defecto*
12. *Se debe tener mac a partir de aca ir a archivo launchHistoryBoard*
13. *Colocar fondo blanco*
14. *Toolbox- imageView – propiedad image se coloca el logo en content mode seleccionar aspect fit*
15. *Ios tiene algo llamado constrain que son las reglas de como se comportan los elementos en las diferentes pantallas seleccionando la imagen se debe activar ese editor de constrain y anclarla a la parte sup, inf, der e izq*
16. En el diccionario de recursos agregar colores archivo app.xaml

<ResourceDictionary>

<!-- Parameters -->

<x:String x:Key="UrlAPI">https://myvirtualweb.azurewebsites.net</x:String>

<!-- Colors -->

<Color x:Key="colorBackgroud">#F2F2F2</Color>

<Color x:Key="colorPrimary">#0468BF</Color>

<Color x:Key="colorSecondary">#067302</Color>

<Color x:Key="colorDanger">#F2055C</Color>

<Color x:Key="colorAccent">#BF4904</Color>

<Color x:Key="colorFont">#000000</Color>

<Color x:Key="colorFontInverse">#F2F2F2</Color>

</ResourceDictionary>

1. En tpdas las page agregar por ejemplo para el comor de fondo la ste línea de código

BackgroundColor="{StaticResource colorBackground}"

1. Por ejemplo para el boto en la loginpage quedaría asi

BackgroundColor="{StaticResource colorPrimary}"

TextColor="{StaticResource colorFontInverse}"

1. El de activity indicator en el login quedaría asi

BackgroundColor="{StaticResource colorFontDanger}"

TextColor="{StaticResource colorFontInverse}"

1. Darle un estilo único a todos los botones y a los label colocand en el diccionario de recursos las propiedades que se repiten para todos

<!-- Styles -->

<Style TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource colorPrimary}" />

<Setter Property="HorizontalOptions" Value="FillAndExpand" />

<Setter Property="TextColor" Value="{StaticResource colorFontInverse}" />

</Style>

*</Style>*

*<Style TargetType="Label">*

*<Setter Property="TextColor" Value="{StaticResource colorFont}" />*

*</Style>*

1. En la loginpage se agrega botón para registraese y el otro botón se coloca dentro del stacklayout

<StackLayout

Orientation="Horizontal"

VerticalOptions="EndAndExpand">

<Button

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Ingresar"/>

<Button

Command="{Binding RegisterCommand}"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource ColorSecondary}"

Text="Regitrarse" />

</StackLayout>

1. Agrega estilo adicional para botón en el caso de login de registro

<Style x:Key="SecondaryButton" TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorSecondary}" />

</Style>

1. Crear pagina tipo content para registrar usuarios y cambiar en la view model la respectiva propiedad al contructor y agregarle el binding de titulo y el static resource del bacgroundcolor
2. Implmementar el comando registerCommand en la login page view model su atributo privado y publico y su método privado para posteriormente probar

private bool \_isEnabled;

private DelegateCommand \_loginCommand;

private DelegateCommand \_registerCommand;

…

public DelegateCommand LoginCommand => \_loginCommand ?? (\_loginCommand = new DelegateCommand(Login));

public DelegateCommand RegisterCommand => \_registerCommand ?? (\_registerCommand = new DelegateCommand(Register));

private async void Register()

{

await \_navigationService.NavigateAsync("RegisterPage");//sin slash la pag de register se sobrepone a la de login

}

1. El código de la pagina de registro

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

x:Class="MyVet.Prism.Views.RegisterPage"

BackgroundColor="{StaticResource colorBackground}"

Title="{Binding Title}">

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

Text="Documento"

VerticalOptions="Center"/>

<Entry

Grid.Row="0"

Grid.Column="1"

Placeholder="Ingrese su documento..."

Text="{Binding Document}"/>

<Label

Grid.Row="1"

Grid.Column="0"

Text="Nombres"

VerticalOptions="Center"/>

<Entry

Grid.Row="1"

Grid.Column="1"

Placeholder="Ingrese su nombre..."

Text="{Binding FirstName}"/>

<Label

Grid.Row="2"

Grid.Column="0"

Text="Apellidos"

VerticalOptions="Center"/>

<Entry

Grid.Row="2"

Grid.Column="1"

Placeholder="Ingrese sus apellidos..."

Text="{Binding LastName}"/>

<Label

Grid.Row="3"

Grid.Column="0"

Text="Dirección"

VerticalOptions="Center"/>

<Entry

Grid.Row="3"

Grid.Column="1"

Placeholder="Ingrese su dirección..."

Text="{Binding Address}"/>

<Label

Grid.Row="4"

Grid.Column="0"

Text="Correo"

VerticalOptions="Center"/>

<Entry

Grid.Row="4"

Grid.Column="1"

Keyboard="Email"

Placeholder="Ingrese su correo..."

Text="{Binding Email}"/>

<Label

Grid.Row="5"

Grid.Column="0"

Text="Teléfono"

VerticalOptions="Center"/>

<Entry

Grid.Row="5"

Grid.Column="1"

Keyboard="Telephone"

Placeholder="Ingrese su teléfono..."

Text="{Binding Phone}"/>

<Label

Grid.Row="6"

Grid.Column="0"

Text="Contraseña"

VerticalOptions="Center"/>

<Entry

Grid.Row="6"

Grid.Column="1"

IsPassword="True"

Placeholder="Ingrese su contraseña..."

Text="{Binding Password}"/>

<Label

Grid.Row="7"

Grid.Column="0"

Text="Confirmar contraseña"

VerticalOptions="Center"/>

<Entry

Grid.Row="7"

Grid.Column="1"

IsPassword="True"

Placeholder="Ingrese su confirmacipon de contraseña"

Text="{Binding PasswordConfirm}"/>

</Grid>

<Button

Command="{Binding RegisterCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Register"

VerticalOptions="EndAndExpand"/>

</StackLayout>

<StackLayout

HorizontalOptions="Center"

Orientation="Horizontal">

<Label

Text="Recordar en este dispositivo"

VerticalOptions="Center"/>

<CheckBox

IsChecked="{Binding IsRemember}"/>

</StackLayout>

<Label

HorizontalOptions="Center"

Text="Olvido su contraseña?"

TextColor="{StaticResource colorAccent}">

<Label.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ForgotPasswordCommand}"/>

</Label.GestureRecognizers>

</Label>

<StackLayout

Orientation="Horizontal"

VerticalOptions="EndAndExpand">

<Button

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Ingresar"/>

<Button

Command="{Binding RegisterCommand}"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource SecondaryButton}"

Text="Regitrarse" />

</StackLayout>

</StackLayout>

<busyindicator:SfBusyIndicator

AnimationType="Gear"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

BackgroundColor="{StaticResource colorDanger}"

HorizontalOptions="Center"

TextColor="{StaticResource colorFontInverse}"

IsVisible="{Binding IsRunning}"

Title="Loading..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

</ContentPage>

1. Crear helper para expresiones regulares ya que se desea validar email llamdo regexHelper

public static bool IsValidEmail(string emailaddress)

{

try

{

var mail = new MailAddress(emailaddress);

return true;

}

catch (FormatException)

{

return false;

}

}

1. El view model para registro quedaría asi

public class RegisterPageViewModel : ViewModelBase

{

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_registerCommand;

public RegisterPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Registrar nuevo usuario";

IsEnabled = true;

}

public DelegateCommand RegisterCommand => \_registerCommand ?? (\_registerCommand = new DelegateCommand(Register));

public string Document { get; set; }

public string FirstName { get; set; }

public string LastName { get; set; }

public string Address { get; set; }

public string Email { get; set; }

public string Phone { get; set; }

public string Password { get; set; }

public string PasswordConfirm { get; set; }

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Register()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Document))

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar un documento.", "Accept");

return false;

}

if (string.IsNullOrEmpty(FirstName))

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar su nombre.", "Accept");

return false;

}

if (string.IsNullOrEmpty(LastName))

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar su apellido.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Address))

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar su dirección.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Email) || !RegexHelper.IsValidEmail(Email))

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar un correo valido.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Phone))

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar un teléfono.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Password) || Password.Length < 6)

{

await App.Current.MainPage.DisplayAlert("Error", "Debe ingresar contraseña de al menos 6 catacteres.", "Accept");

return false;

}

if (string.IsNullOrEmpty(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert("Error", "Ingresa una confirmación de contraseña.", "Accept");

return false;

}

if (!Password.Equals(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert("Error", "La contraseña y la confirmación deben ser iguales.", "Accept");

return false;

}

return true;

}

}

1. En la interface api Service en el proyecto commons en la carpeta modelos y subcarpeta servicios adicionar el método para registrar usuarios

Task<Response<object>> RegisterUserAsync(

string urlBase,

string servicePrefix,

string controller,

UserRequest userRequest);

1. Y hacer la respectiva implementación en la clase

*public async Task<Response<object>> RegisterUserAsync(*

*string urlBase,*

*string servicePrefix,*

*string controller,*

*UserRequest userRequest)*

*{*

*try*

*{*

*var request = JsonConvert.SerializeObject(userRequest);*

*var content = new StringContent(request, Encoding.UTF8, "application/json");*

*var client = new HttpClient*

*{*

*BaseAddress = new Uri(urlBase)*

*};*

*var url = $"{servicePrefix}{controller}";*

*var response = await client.PostAsync(url, content);*

*var answer = await response.Content.ReadAsStringAsync();*

*var obj = JsonConvert.DeserializeObject<Response<object>>(answer);*

*return obj;*

*}*

*catch (Exception ex)*

*{*

*return new Response<object>*

*{*

*IsSuccess = false,*

*Message = ex.Message,*

*};*

*}*

*}*

1. En la registerPageViewModel se debe hacer inyección del apiservice y el navigator colocarlo como campo

*public class RegisterPageViewModel : ViewModelBase*

*{*

*private readonly INavigationService \_navigationService;*

*private readonly IApiService \_apiService;*

*private bool \_isRunning;*

*private bool \_isEnabled;*

*private DelegateCommand \_registerCommand;*

*public RegisterPageViewModel(*

*INavigationService navigationService,*

*IApiService apiService) : base(navigationService)*

*{*

*Title = "Registrar nuevo usuario";*

*IsEnabled = true;*

*\_navigationService = navigationService;*

*\_apiService = apiService;*

*}*

1. *Implementar método para registrar usuario completo*

*private async void Register()*

*{*

*var isValid = await ValidateData();*

*if (!isValid)*

*{*

*return;*

*}*

*IsRunning = true;*

*IsEnabled = false;*

*var request = new UserRequest*

*{*

*Address = Address,*

*Document = Document,*

*Email = Email,*

*FirstName = FirstName,*

*LastName = LastName,*

*Password = Password,*

*Phone = Phone*

*};*

*var url = App.Current.Resources["UrlAPI"].ToString();*

*var response = await \_apiService.RegisterUserAsync(*

*url,*

*"api",*

*"/Account",*

*request);*

*IsRunning = false;*

*IsEnabled = true;*

*if (!response.IsSuccess)*

*{*

*await App.Current.MainPage.DisplayAlert(*

*"Error",*

*response.Message,*

*"Accept");*

*return;*

*}*

*await App.Current.MainPage.DisplayAlert(*

*"Ok",*

*response.Message,*

*"Accept");*

*await \_navigationService.GoBackAsync();*

*}*

1. *Habilitar la cuenta para que deje enviar el correo desde* <https://accounts.google.com/DisplayUnlockCaptcha>
2. *Probar en el teléfono*
3. *En la rememberpage colocar el binding para el titulo y que usa el backgroun del diccionario de recursos*

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

x:Class="MyVet.Prism.Views.RememberPasswordPage"

BackgroundColor="{StaticResource colorBackground}"

Title="{Binding Title}">

1. *En la registerPageViewModel se colocaría esto*

public class RememberPasswordPageViewModel : ViewModelBase

{

public RememberPasswordPageViewModel(

INavigationService navigationService) : base(navigationService)

{

Title = "Recordar contraseña";

}

}

1. *Adiciona esto en loginpageviewmodel*

public class LoginPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private string \_password;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_loginCommand;

private DelegateCommand \_registerCommand;

private DelegateCommand \_forgotPasswordCommand;

public DelegateCommand LoginCommand => \_loginCommand ?? (\_loginCommand = new DelegateCommand(Login));

public DelegateCommand RegisterCommand => \_registerCommand ?? (\_registerCommand = new DelegateCommand(Register));

public DelegateCommand ForgotPasswordCommand => \_forgotPasswordCommand ?? (\_forgotPasswordCommand = new DelegateCommand(ForgotPassword));

private async void ForgotPassword()

{

await \_navigationService.NavigateAsync("RememberPasswordPage");

}

1. *Probar en dispositivo*
2. *La interface para la pagina de recordar pass queda asi*

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

prism:ViewModelLocator.AutowireViewModel="True"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

x:Class="MyVet.Prism.Views.RememberPasswordPage"

BackgroundColor="{StaticResource colorBackground}"

Title="{Binding Title}">

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Label

Text="Email"/>

<Entry

Keyboard="Email"

Placeholder="Ingrese su correo..."

Text="{Binding Email}"/>

<Button

Command="{Binding RecoverCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Recordar contraseña"

VerticalOptions="EndAndExpand"/>

</StackLayout>

<busyindicator:SfBusyIndicator

BackgroundColor="{StaticResource colorDanger}"

TextColor="{StaticResource colorFontInverse}"

AnimationType="DoubleCircle"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

HorizontalOptions="Center"

IsVisible="{Binding IsRunning}"

Title="Recuperando Contraseña..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

</ContentPage>

1. Probar de nuevo mostrando interface
2. *Se debe ir al apiservice xq esta no se tiene preparada para consumir el nuevo método de recuperar contraseña colocarlo en la interface del apiservice e implementarlo en la clase*

Task<Response<object>> RecoverPasswordAsync(

string urlBase,

string servicePrefix,

string controller,

EmailRequest emailRequest);

}

Implementación

public async Task<Response<object>> RecoverPasswordAsync(

string urlBase,

string servicePrefix,

string controller,

EmailRequest emailRequest)

{

try

{

var request = JsonConvert.SerializeObject(emailRequest);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

var obj = JsonConvert.DeserializeObject<Response<object>>(answer);

return obj;

}

catch (Exception ex)

{

return new Response<object>

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. *En la remeber view model se inyecta el api Service y también se necesita colocar a nivel de toda la clase el navigator Service para que se pueda devolver pantalla hacia atrás cuando recupere la contraseña el cdigo de esa pagina queda asi*

using MyVet.Common.Helpers;

using MyVet.Common.Models;

using MyVet.Common.Models.Services;

using Prism.Commands;

using Prism.Navigation;

using System.Threading.Tasks;

namespace MyVet.Prism.ViewModels

{

public class RememberPasswordPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_recoverCommand;

public RememberPasswordPageViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

Title = "Recordar contraseña";

IsEnabled = true;

\_navigationService = navigationService;

\_apiService = apiService;

}

public DelegateCommand RecoverCommand => \_recoverCommand ?? (\_recoverCommand = new DelegateCommand(Recover));

public string Email { get; set; }

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Recover()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var request = new EmailRequest

{

Email = Email

};

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.RecoverPasswordAsync(

url,

"/api",

"/Account/RecoverPassword",

request);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Aceptar");

return;

}

await App.Current.MainPage.DisplayAlert(

"Ok",

response.Message,

"Aceptar");

await \_navigationService.GoBackAsync();

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Email) || !RegexHelper.IsValidEmail(Email))

{

await App.Current.MainPage.DisplayAlert(

"Error",

"Debes ingresar un correo valido.",

"Aceptar");

return false;

}

return true;

}

}

}

1. Probar
2. En la clase setting del proyecto commons se debe de adicionar la constante y una propiedad de solo lectura que por defecto inicia en false

public static class Settings

{

private const string \_pet = "Pet";

private const string \_token = "Token";

private const string \_owner = "Owner";

private const string \_isRemembered = "IsRemembered";

private static readonly bool \_boolDefault = false;

private static readonly string \_stringDefault = string.Empty;

1. También se define en ese mismo archivo la propiedad publica para asi cuando haya logueo se pregunta el estado con que el usuario se logueo y este se guarda en persistencia para la próxima vez que haya logueo si es el mismo usuario mandarlo de una dentro de la aplicación o a la masterpage según este check o no el chulo de remeber

public static bool IsRemembered

{

get => AppSettings.GetValueOrDefault(\_isRemembered, \_boolDefault);

set => AppSettings.AddOrUpdateValue(\_isRemembered, value);

}

1. En la login page view model se llama desde el setting para que funcione

Settings.Token = JsonConvert.SerializeObject(token);

Settings.IsRemembered = IsRemember;

1. En el archivo app.xaml es donde se valida la expiración del token

protected override async void OnInitialized()

{

Syncfusion.Licensing.SyncfusionLicenseProvider.RegisterLicense("MTgyMDY1QDMxMzcyZTMzMmUzMEZ5aTN2Tkk2ZSttcFhvRHM5eXlRb25Ca1RYNDRhbWJHV0xFTW96WVZtcTQ9");

InitializeComponent();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

if (Settings.IsRemembered && token?.Expiration > DateTime.Now)

{

await NavigationService.NavigateAsync("/VeterinaryMasterDetailPage/NavigationPage/PetsPage");

}

else

{

await NavigationService.NavigateAsync("/NavigationPage/LoginPage");

}

}

1. En la menú ítem view model se agrega lo siguiente la propiedad de remember en false

if (PageName.Equals("LoginPage"))

{

Settings.IsRemembered = false;

await \_navigationService.NavigateAsync("/NavigationPage/LoginPage");

return;

}

1. Probar
2. Hacer la interface para la profilePage sirve para modificar los datos del usuario

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.ProfilePage"

BackgroundColor="{StaticResource colorBackground}"

Title="{Binding Title}" >

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

Text="Documento"

VerticalOptions="Center"/>

<Entry

Grid.Row="0"

Grid.Column="1"

Placeholder="Ingrese su documento"

Text="{Binding Owner.Document}"/>

<Label

Grid.Row="1"

Grid.Column="0"

Text="Nombres"

VerticalOptions="Center"/>

<Entry

Grid.Row="1"

Grid.Column="1"

Placeholder="Ingrese su nombre"

Text="{Binding Owner.FirstName}"/>

<Label

Grid.Row="2"

Grid.Column="0"

Text="Apellidos"

VerticalOptions="Center"/>

<Entry

Grid.Row="2"

Grid.Column="1"

Placeholder="Ingrese su apellido"

Text="{Binding Owner.LastName}"/>

<Label

Grid.Row="3"

Grid.Column="0"

Text="Dirección"

VerticalOptions="Center"/>

<Entry

Grid.Row="3"

Grid.Column="1"

Placeholder="Ingrese su dirección"

Text="{Binding Owner.Address}"/>

<Label

Grid.Row="4"

Grid.Column="0"

Text="Teléfono"

VerticalOptions="Center"/>

<Entry

Grid.Row="4"

Grid.Column="1"

Keyboard="Telephone"

Placeholder="Ingrese su teléfono"

Text="{Binding Owner.PhoneNumber}"/>

</Grid>

<StackLayout

Orientation="Horizontal"

VerticalOptions="EndAndExpand">

<Button

Command="{Binding SaveCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="Guardar"/>

<Button

Command="{Binding ChangePasswordCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource SecondaryButton}"

Text="Cambiar contraseña"/>

</StackLayout>

</StackLayout>

<busyindicator:SfBusyIndicator

BackgroundColor="{StaticResource colorDanger}"

TextColor="{StaticResource colorFontInverse}"

AnimationType="DoubleCircle"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

HorizontalOptions="Center"

IsVisible="{Binding IsRunning}"

Title="Guardando..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

</ContentPage>

1. Probar que si muestre la interface para pasar a la parte donde se muetran los datos a modificar
2. Modificación de la profilePageViewModel

public class ProfilePageViewModel : ViewModelBase

{

//atributos privados

private bool \_isRunning;

private bool \_isEnabled;

private OwnerResponse \_owner;

private DelegateCommand \_saveCommand;

public ProfilePageViewModel(

INavigationService navigationService) : base(navigationService)

{

Title = "Modificar perfil";

IsEnabled = true;

Owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

}

public DelegateCommand SaveCommand => \_saveCommand ?? (\_saveCommand = new DelegateCommand(Save));

public OwnerResponse Owner

{

get => \_owner;

set => SetProperty(ref \_owner, value);

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Save()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Owner.Document))

{

await App.Current.MainPage.DisplayAlert("Error","Debes ingresar un documento.", "Aceptar");

return false;

}

if (string.IsNullOrEmpty(Owner.FirstName))

{

await App.Current.MainPage.DisplayAlert("Error", "Debes ingresar un nombre.", "Aceptar");

return false;

}

if (string.IsNullOrEmpty(Owner.LastName))

{

await App.Current.MainPage.DisplayAlert("Error", "Debes ingresar un apellido.", "Aceptar");

}

if (string.IsNullOrEmpty(Owner.Address))

{

await App.Current.MainPage.DisplayAlert("Error", "Debes ingresar una dirección.", "Aceptar");

return false;

}

return true;

}

}

1. Probar
2. En la interface del apiservice

Task<Response<object>> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken);

1. En el apiService la clase colocar la implementación del método anterior

public async Task<Response<Object>> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PutAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response<Object>

{

IsSuccess = false,

Message = answer,

};

}

var obj = JsonConvert.DeserializeObject<T>(answer);

return new Response<Object>

{

IsSuccess = true,

Result = obj,

};

}

catch (Exception ex)

{

return new Response<Object>

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. En la view model de profile colocamos como campo el apiservice para que se puedan usar en todas las clases se debe de inyectar
2. y el código quedaría asi para la view model de profile el método save completo

private async void Save()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var userRequest = new UserRequest

{

Address = Owner.Address,

Document = Owner.Document,

Email = Owner.Email,

FirstName = Owner.FirstName,

LastName = Owner.LastName,

Password = "123456", // It doesn't matter what is sent here. It is only for the model to be valid

Phone = Owner.PhoneNumber

};

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.PutAsync(

url,

"/api",

"/Account",

userRequest,

"bearer",

token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Aceptar");

return;

}

Settings.Owner = JsonConvert.SerializeObject(Owner);

await App.Current.MainPage.DisplayAlert(

"Ok",

"Usuario actualizado correctamente",

"Aceptar");

}

1. Probar que si modifique los datos de usuario desde app
2. En el apiservice en la interface agregar método para cambiar contraseña

Task<Response<object>> ChangePasswordAsync(

string urlBase,

string servicePrefix,

string controller,

ChangePasswordRequest changePasswordRequest,

string tokenType,

string accessToken);

}

1. E implementar el método anterior en la respectiva clase

public async Task<Response<object>> ChangePasswordAsync(

string urlBase,

string servicePrefix,

string controller,

ChangePasswordRequest changePasswordRequest,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(changePasswordRequest);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

var obj = JsonConvert.DeserializeObject<Response<object>>(answer);

return obj;

}

catch (Exception ex)

{

return new Response<object>

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Se crea pagina de cambiar contraseña a la cual se le binda el tiutlo y se le agrega el bacgroun definido en el diccionario de recursos y llamar el activity indicator y el resto del código queda asi

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Contraseña actual"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="0"

IsPassword="True"

Placeholder="Ingrese su contraseña actual"

Text="{Binding CurrentPassword}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Nueva contraseña"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="1"

IsPassword="True"

Placeholder="Ingrese la nueva contraseña."

Text="{Binding NewPassword}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="Confirmar contraseña"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="2"

IsPassword="True"

Placeholder="Ingrese confirmación de contraseña"

Text="{Binding PasswordConfirm}"/>

</Grid>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<Button

Command="{Binding ChangePasswordCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Cambiar contraseña"

VerticalOptions="EndAndExpand"/>

</StackLayout>

<busyindicator:SfBusyIndicator

BackgroundColor="{StaticResource colorDanger}"

TextColor="{StaticResource colorFontInverse}"

AnimationType="DoubleCircle"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

HorizontalOptions="Center"

IsVisible="{Binding IsRunning}"

Title="Cambiando..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

1. La view model de cambiar contraseña quedaría asi

public class ChangePasswordPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_changePasswordCommand;

public ChangePasswordPageViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

\_isEnabled = true;

Title = "Cambiar contraseña";

}

public DelegateCommand ChangePasswordCommand => \_changePasswordCommand ?? (\_changePasswordCommand = new DelegateCommand(ChangePassword));

public string CurrentPassword { get; set; }

public string NewPassword { get; set; }

public string PasswordConfirm { get; set; }

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void ChangePassword()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(CurrentPassword))

{

await App.Current.MainPage.DisplayAlert(

"Error",

"Usted debe ingresar su contraseña actual",

"Aceptar");

return false;

}

if (string.IsNullOrEmpty(NewPassword) || NewPassword?.Length < 6)

{

await App.Current.MainPage.DisplayAlert(

"Error",

"Debe ingresar una nueva contraseña de al menos seis caracteres.",

"Aceptar");

return false;

}

if (string.IsNullOrEmpty(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert(

"Error",

"Debes ingresar la confirmación de la contraseña",

"Aceptar");

return false;

}

if (!NewPassword.Equals(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert(

"Error",

"La nueva contraseña y la confirmación no son iguales",

"Aceptar");

return false;

}

return true;

}

}

1. En la profile view model se debe agregar el nuevo comando para cambiar pass crear su atributo privado, propiedad publica y el método privado y el inavigator Service crearlo como campo para que se pueda usar en toda la clase

public class ProfilePageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

//atributos privados

private bool \_isRunning;

private bool \_isEnabled;

private OwnerResponse \_owner;

private DelegateCommand \_saveCommand;

private DelegateCommand \_changePasswordCommand;

public ProfilePageViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

Title = "Modificar perfil";

IsEnabled = true;

Owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

\_navigationService = navigationService;

\_apiService = apiService;

}

public DelegateCommand ChangePasswordCommand => \_changePasswordCommand ?? (\_changePasswordCommand = new DelegateCommand(ChangePassword));

public DelegateCommand SaveCommand => \_saveCommand ?? (\_saveCommand = new DelegateCommand(Save));

….

private async void ChangePassword()

{

await \_navigationService.NavigateAsync("ChangePasswordPage");

}

…

1. Probar la navegación a la nueva pagina
2. Modificar el changePassViewModel el método para cambiar la pass se completa quedando asi

private async void ChangePassword()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var request = new ChangePasswordRequest

{

Email = owner.Email,

NewPassword = NewPassword,

OldPassword = CurrentPassword

};

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.ChangePasswordAsync(

url,

"/api",

"/Account/ChangePassword",

request,

"bearer",

token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Aceptar");

return;

}

await App.Current.MainPage.DisplayAlert(

"Ok",

response.Message,

"Aceptar");

await \_navigationService.GoBackAsync();

}

1. Se va adicionar un nuevo icono a la barra de hmientas se descarga de asset studio se guarda en la carpeta resources
2. En la petspage se agrega asi

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:ffimageloading="clr-namespace:FFImageLoading.Forms;assembly=FFImageLoading.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetPage"

IconImageSource="ic\_pet"

BackgroundColor="{StaticResource colorBackground}"

Title="{Binding Title}">

<ContentPage.ToolbarItems>

<ToolbarItem IconImageSource="ic\_action\_add\_circle" Command="{Binding AddPetCommand}"/>

</ContentPage.ToolbarItems>

1. En la Pets page view model

private DelegateCommand \_addPetCommand;

…

public DelegateCommand AddPetCommand => \_addPetCommand ?? (\_addPetCommand = new DelegateCommand(AddPet));

…

private async void AddPet()

{

await \_navigationService.NavigateAsync("EditPage");

}

1. Se agrega nueva pagina de tipo content para adicionar y editar mascotas se lecoloca el binding del titulo lo del activity indicator y lo del diccionario de recursos para que tenga fondo del mismo color azul y en la view model cambiar de donde hereda
2. Prueba navegabilidad
3. En el diccionario de recursos app.xaml crear nevo estilo para botón de borrar

<Color x:Key="ColorDanger">#D9042B</Color>

<Style x:Key="DangerButton" TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorDanger}" />

<Setter Property="TextColor" Value="{StaticResource ColorFontInverse}" />

</Style>

1. La pagina para editar la amscota queda asi

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="http://prismlibrary.com"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.EditPage"

BackgroundColor="{StaticResource colorBackground}"

Title="{Binding Title}">

<StackLayout

Padding="10">

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All">

<Image

HeightRequest="150"

Source="{Binding ImageSource}">

<Image.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ChangeImageCommand}"/>

</Image.GestureRecognizers>

</Image>

<Label

FontSize="Micro"

HorizontalOptions="Center"

Text="Cambiar imagen"/>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Nombre"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="0"

Placeholder="Ingrese nombre de la mascota"

Text="{Binding Pet.Name}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Raza"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="1"

Placeholder="Ingrese raza de la mascota"

Text="{Binding Pet.Race}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="Tipo de mascota"

VerticalOptions="Center"/>

<Picker

Grid.Column="1"

Grid.Row="2"

ItemDisplayBinding="{Binding Name}"

ItemsSource="{Binding PetTypes}"

SelectedItem="{Binding PetType}"

Title="Seleccione tipo de mascota"/>

<Label

Grid.Column="0"

Grid.Row="3"

Text="Fecha de nacimiento"

VerticalOptions="Center"/>

<DatePicker

Grid.Column="1"

Grid.Row="3"

Date="{Binding Pet.Born}"/>

<Label

Grid.Column="0"

Grid.Row="4"

Text="Comentarios"

VerticalOptions="Center"/>

<Editor

Grid.Column="1"

Grid.Row="4"

HeightRequest="80"

Text="{Binding Pet.Remarks}"/>

</Grid>

</StackLayout>

<busyindicator:SfBusyIndicator

BackgroundColor="{StaticResource colorDanger}"

TextColor="{StaticResource colorFontInverse}"

AnimationType="DoubleCircle"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

HorizontalOptions="Center"

IsVisible="{Binding IsRunning}"

Title="Guardando..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

<StackLayout

Orientation="Horizontal"

VerticalOptions="EndAndExpand">

<Button

Command="{Binding SaveCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Guardar"/>

<Button

Command="{Binding DeleteCommand}"

IsEnabled="{Binding IsEnabled}"

IsVisible="{Binding IsEdit}"

Style="{StaticResource DangerButton}"

Text="Borrar"/>

</StackLayout>

</StackLayout>

</ContentPage>

1. Probar
2. En la edit page quedria asi

public class EditPageViewModel : ViewModelBase

{

private PetResponse \_pet;

private ImageSource \_imageSource;

private bool \_isRunning;

private bool \_isEnabled;

private bool \_isEdit;

public EditPageViewModel(

INavigationService navigationService) : base(navigationService)

{

IsEnabled = true;

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEdit

{

get => \_isEdit;

set => SetProperty(ref \_isEdit, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public ImageSource ImageSource

{

get => \_imageSource;

set => SetProperty(ref \_imageSource, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

ImageSource = Pet.ImageUrl;

IsEdit = true;

Title = "Editar Mascota";

}

else

{

Pet = new PetResponse { Born = DateTime.Today };

ImageSource = "NOIMAGE";

IsEdit = false;

Title = "Nueva Mascota";

}

1. Probar
2. Crear una clase en el proyecto common en los modelos que se va a llamar el petresponse

public class PetTypeResponse

{

public int Id { get; set; }

public string Name { get; set; }

}

1. En la interface apiservice crear método genérico para obtener listas

Task<Response<object>> GetListAsync<T>(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken);

1. Y la implementación en la respectiva clase

public async Task<Response<object>> GetListAsync<T>(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase),

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.GetAsync(url);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response<object>

{

IsSuccess = false,

Message = result,

};

}

var list = JsonConvert.DeserializeObject<List<T>>(result);

return new Response<object>

{

IsSuccess = true,

Result = list

};

}

catch (Exception ex)

{

return new Response<object>

{

IsSuccess = false,

Message = ex.Message

};

}

}

1. En la editpage inyectar el apiservice y el navigator Service colocarlo como cmpo para toda la clase
2. Otros cambios en la editpage agregando propiedad privada y publica de tipo obdrvsble collection para pet types y de tipo response para pet type

private ObservableCollection<PetTypeResponse> \_petTypes;

private PetTypeResponse \_petType;

.....

public ObservableCollection<PetTypeResponse> PetTypes

{

get => \_petTypes;

set => SetProperty(ref \_petTypes, value);

}

public PetTypeResponse PetType

{

get => \_petType;

set => SetProperty(ref \_petType, value);

}

….

LoadPetTypesAsync();

}

private async void LoadPetTypesAsync()

{

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var connection = await \_apiService.CheckConnection(url);

if (!connection)

{

IsEnabled = true;

IsRunning = false;

await App.Current.MainPage.DisplayAlert("Error", "Revisa tu conexión a internet.", "Aceptar");

await \_navigationService.GoBackAsync();

return;

}

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var response = await \_apiService.GetListAsync<PetTypeResponse>(

url,

"/api",

"/PetTypes",

"bearer",

token.Token);

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

"Error",

"Obteniendo los tipos de mascota. Por favor trate despues.",

"Aceptar");

await \_navigationService.GoBackAsync();

return;

}

var petTypes = (List<PetTypeResponse>)response.Result;

PetTypes = new ObservableCollection<PetTypeResponse>(petTypes);

if (!string.IsNullOrEmpty(Pet.PetType))

{

PetType = PetTypes.FirstOrDefault(pt => pt.Name == Pet.PetType);

}

}

1. Probar
2. En la page de editarpet hacer cambios

-scrollview meterlo dentro de otro stacklayout

- El padding que tenia el stack layout que había colocárselo al nuevo stack layout que es el queda como ppal y después del cierre del scollview colocar botón para editar

<Button

Command="{Binding EditPetCommand}"

Text="Editar mascota"

VerticalOptions="EndAndExpand"/>

1. Probar como se ve el botón que haga scroll todo menos el botón
2. La petPageViewModel queda asi

public class PetPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private PetResponse \_pet;

private DelegateCommand \_editPetCommand;

public PetPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Detalles";

\_navigationService = navigationService;

}

public DelegateCommand EditPetCommand => \_editPetCommand ?? (\_editPetCommand = new DelegateCommand(EditPetAsync));

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

Pet = JsonConvert.DeserializeObject<PetResponse>(Settings.Pet);

}

private async void EditPetAsync()

{

var parameters = new NavigationParameters

{

{ "pet", Pet }

};

await \_navigationService.NavigateAsync("EditPage",parameters);

}

}

1. En el editPage se debe colocar esta definición para cambiar como se muestra la imagen paraque funcione para crear y editar

xmlns:ffimageloading="clr-namespace:FFImageLoading.Forms;assembly=FFImageLoading.Forms"

…..

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All">

<ffimageloading:CachedImage

Aspect="AspectFit"

Source="{Binding ImageSource}"

LoadingPlaceholder="LoaderImage"

ErrorPlaceholder="ErrorImage"

CacheDuration="50"

RetryCount="3"

RetryDelay="600"

DownsampleToViewSize="True">

<ffimageloading:CachedImage.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ChangeImageCommand}"/>

</ffimageloading:CachedImage.GestureRecognizers>

</ffimageloading:CachedImage>

1. Probar y commit
2. Adicionar plugin a todos los proyectos de movilidad xam.plugin.Meda
3. En el archivo mainActivity adicionar líneas para que se de los permisos de acceder a la cámara para tomar fotos

using Android.App;

using Android.Content.PM;

using Android.OS;

using Prism;

using Prism.Ioc;

using Syncfusion.SfBusyIndicator.XForms.Droid;

using Android.Runtime;

using Plugin.CurrentActivity;

using Plugin.Permissions;

namespace MyVet.Prism.Droid

{

[Activity(

Label = "MyVet",

Icon = "@mipmap/ic\_launcher",

Theme = "@style/MainTheme",

MainLauncher = false,

ConfigurationChanges = ConfigChanges.ScreenSize | ConfigChanges.Orientation)]

public class MainActivity : global::Xamarin.Forms.Platform.Android.FormsAppCompatActivity

{

protected override void OnCreate(Bundle bundle)

{

TabLayoutResource = Resource.Layout.Tabbar;

ToolbarResource = Resource.Layout.Toolbar;

base.OnCreate(bundle);

CrossCurrentActivity.Current.Init(this, bundle);

global::Xamarin.Forms.Forms.Init(this, bundle);

FFImageLoading.Forms.Platform.CachedImageRenderer.Init(true);

new SfBusyIndicatorRenderer();

LoadApplication(new App(new AndroidInitializer()));

}

public override void OnRequestPermissionsResult(

int requestCode,

string[] permissions,

[GeneratedEnum] Permission[] grantResults)

{

PermissionsImplementation.Current.OnRequestPermissionsResult(

requestCode,

permissions,

grantResults);

}

}

public class AndroidInitializer : IPlatformInitializer

{

public void RegisterTypes(IContainerRegistry containerRegistry)

{

// Register any platform specific implementations

}

}

}

1. Dentro de properties en el proyecto android en el archivo androidManifest

<?xml version="1.0" encoding="utf-8"?>

<manifest xmlns:android="http://schemas.android.com/apk/res/android" android:versionCode="1" android:versionName="1.0" package="com.companyname.appname" android:installLocation="auto">

<uses-sdk android:minSdkVersion="21" android:targetSdkVersion="28" />

<uses-permission android:name="android.permission.INTERNET" />

<uses-permission android:name="android.permission.ACCESS\_WIFI\_STATE" />

<uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE" />

<uses-permission android:name="android.permission.CAMERA" />

<uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE" />

<uses-permission android:name="android.permission.READ\_EXTERNAL\_STORAGE" />

<application android:label="My Vet" android:icon="@mipmap/ic\_launcher">

<provider android:name="android.support.v4.content.FileProvider"

android:authorities="${applicationId}.fileprovider"

android:exported="false"

android:grantUriPermissions="true">

<meta-data android:name="android.support.FILE\_PROVIDER\_PATHS"

android:resource="@xml/file\_paths"></meta-data>

</provider>

</application>

</manifest>

1. Dentro de la carpeta resources crear carpeta **xml y dentro de ella crear un archivo de tipo xml llamado file\_paths.xml dentro del cual se copia lo siguiente**

<?xml version="1.0" encoding="utf-8" ?>

<paths xmlns:android="http://schemas.android.com/apk/res/android">

<external-files-path name="my\_images" path="Pictures" />

<external-files-path name="my\_movies" path="Movies" />

</paths>

1. Para ios se modifica el info.plist se abre con editor de texto y al final se agregan estas líneas

<key>UILaunchStoryboardName</key>

<string>LaunchScreen</string>

<key>UIMainStoryboardFile</key>

<string>LaunchScreen</string>

<key>XSAppIconAssets</key>

<string>Assets.xcassets/AppIcon.appiconset</string>

<key>NSCameraUsageDescription</key>

<string>This app needs access to the camera to take photos.</string>

<key>NSPhotoLibraryUsageDescription</key>

<string>This app needs access to photos.</string>

<key>NSMicrophoneUsageDescription</key>

<string>This app needs access to microphone.</string>

<key>NSPhotoLibraryAddUsageDescription</key>

<string>This app needs access to the photo gallery.</string>

</dict>

</plist>

1. Ahora la lógica en el editpage se agrega los siguiente propiedades privadas

private MediaFile \_file;

private DelegateCommand \_changeImageCommand;

1. Se agregan las propiedades publicas

public DelegateCommand ChangeImageCommand => \_changeImageCommand ?? (\_changeImageCommand = new DelegateCommand(ChangeImageAsync));

1. Se agrega el método privado al final para cambiar imagen

private async void ChangeImageAsync()

{

await CrossMedia.Current.Initialize();

var source = await Application.Current.MainPage.DisplayActionSheet(

"De donde quieres obtener la foto?",

"Cancelar",

null,

"Desde galeria",

"Desde camara");

if (source == "Cancelar")

{

\_file = null;

return;

}

if (source == "Desde camara")

{

\_file = await CrossMedia.Current.TakePhotoAsync(

new StoreCameraMediaOptions

{

Directory = "Sample",

Name = "test.jpg",

PhotoSize = PhotoSize.Small,

}

);

}

else

{

\_file = await CrossMedia.Current.PickPhotoAsync();

}

if (\_file != null)

{

this.ImageSource = ImageSource.FromStream(() =>

{

var stream = \_file.GetStream();

return stream;

});

}

}

1. Probar
2. Actualizar desde los xamarin from packages los proyectos de movilidad
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